**编写高质量代码**

**改善Java程序的151个建议**
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从决定撰写本书到完稿历时9个月，期间曾经遇到过种种困难和挫折，但这个过程让我明白了坚持的意义，明白了“行百里者半九十”的寓意—坚持下去，终于到了写前言的时刻。

**为什么写这本书**

从第一次敲出“Hello World”到现在已经有15年时间了，在这15年里，我当过程序员和架构师，也担任过项目经理和技术顾问—基本上与技术沾边的事情都做过。从第一次接触Java到现在，已经有11年4个月了，在这些年里，我对Java可谓是情有独钟，对其编程思想、开源产品、商业产品、趣闻轶事、风流人物等都有所了解和研究。对于Java，我非常感激，从物质上来说，它给了我工作，帮助我养家糊口；从精神上来说，它带给我无数的喜悦、困惑、痛苦和无奈—一如我们的生活。

我不是技术高手，只是技术领域的一个拓荒者，我希望能把自己的知识和经验贡献出来，以飨读者。在写作的过程中，我也反复地思考：我为谁而写这本书？为什么要写？

**希望本书能帮您少走弯路**

您是否曾经为了提供一个“One Line”的解决方案而彻夜地查看源代码？现在您不用了。

您是否曾经为了理解某个算法而冥思苦想、阅览群书？现在您不用了。

您是否曾经为了提升0.1秒的性能而对N种实现方案进行严格测试和对比？现在您不用了。

您是否曾经为了避免多线程死锁问题而遍寻高手共同诊治？现在您不用了。

……

在学习和使用Java的过程中您是否在原本可以很快掌握或解决的问题上耗费了大量的时间和精力？也许您现在不用了，本书的很多内容都是我用曾经付出的代价换来的，希望它能帮助您少走弯路！

**希望本书能帮您打牢基础**

那些所谓的架构师、设计师、项目经理、分析师们，已经有多长时间没有写过代码了？代码是一切的基石，我不太信任连“Hello World”都没有写过的架构师。看看我们软件界的先辈们吧，Dennis M.Ritchie决定创造一门“看上去很好”的语言时，如果只是站在高处呐喊，这门语言是划时代的，它有多么优秀，但不去实现，又有何用呢？没有Dennis M.Ritchie的亲自编码实现，C语言不可能诞生，UNIX操作系统也不可能诞生。Linux在聚拢成千上万的开源狂热者对它进行开发和扩展之前，如果没有Linus的编码实现，仅凭他高声呐喊“我要创造一个划时代的操作系统”，有用吗？一切的一切都是以编码实现为前提的，代码是我们前进的基石。

这是一个英雄辈出的年代，我们每个人都希望自己被顶礼膜拜，可是这需要资本和实力，而我们的实力体现了我们处理技术问题的能力：

你能写出简单、清晰、高效的代码？——Show it！

你能架构一个稳定、健壮、快捷的系统？——Do it！

你能回答一个困扰N多人的问题？——Answer it！

你能修复一个系统Bug？——Fix it！

你非常熟悉某个开源产品？——Broadcast it！

你能提升系统性能？——Tune it！

……

但是，“工欲善其事，必先利其器”，在“善其事”之前，先看看我们的“器”是否已经磨得足够锋利了，是否能够在我们前进的路上披荆斩棘。无论您将来的职业发展方向是架构师、设计师、分析师、管理者，还是其他职位，只要您还与软件打交道，您就有必要打好技术基础。本书对核心的Java编程技术进行了凝练，如果能全部理解并付诸实践，您的基础一定会更加牢固。

**希望本书能帮您打造一支技术战斗力强的团队**

在您的团队中是否出现过以下现象：

没有人愿意听一场关于编码奥秘的讲座，他们觉得这是浪费时间；

没有人愿意去思考和探究一个算法，他们觉得这实在是多余，Google完全可以解决；

没有人愿意主动重构一段代码，他们觉得新任务已经堆积成山了，“没有坏，就不要去修它”；

没有人愿意格式化一下代码，即便只需要按一下【Ctrl+Shift+F】快捷键，他们觉得代码写完就完了，何必再去温习；

没有人愿意花时间去深究一下开源框架，他们觉得够用就好；

……

一支有实力的软件研发团队是建立在技术的基础之上的，团队成员之间需要经常地互相交流和切磋，尤其是基于可辨别、可理解的编码问题。不可否认，概念和思想也很重要，但我更看重基于代码的交流，因为代码不会说谎，比如SOA，10个人至少会有5个答案，但代码就不同了，同样的代码，结果只有一个，要么是错的，要么是对的，这才是一个技术团队应该有的氛围。本书中提出的这些问题绝大部分可能都是您的团队成员在日常的开发中会遇到的，我针对这些问题给出的建议不是唯一的解决方案，也许您的团队在讨论这一个个问题的时候能有更好的解决办法。希望通过对本书中的这些问题的争辩、讨论和实践能全面提升每一位团队成员的技术实力，从而增强整个团队的战斗力！

**本书特色**

深。本书不是一本语法书，它不会教您怎么编写Java代码，但是它会告诉您，为什么StringBuilder会比String类效率高，HashMap的自增是如何实现的，为什么并行计算一般都是从Executors开始的……不仅仅告诉您How（怎么做），而且还告诉您Why（为什么要这样做）。

广。涉及面广，从编码规则到编程思想，从基本语法到系统框架，从JDK API到开源产品，全部都有涉猎，而且所有的建议都不是纸上谈兵，都与真实的场景相结合。

点。讲解一个知识点，而不是一个知识面，比如多线程，这里不提供多线程的解决方案，而是告诉您如何安全地停止一个线程，如何设置多线程关卡，什么时候该用lock，什么时候该用synchronize，等等。

精。简明扼要，直捣黄龙，一个建议就是对一个问题的解释和说明，以及提出相关的解决方案，不拖泥带水，只针对一个知识点进行讲解。

畅。本书延续了我一贯的写作风格，行云流水，娓娓道来，每次想好了一个主题后，都会先打一个腹稿，思考如何讲才能更流畅。本书不是一本很无趣的书，我一直想把它写得生动和优雅，但Code就是Code，很多时候容不得深加工，最直接也就是最简洁的。

这是一本建议书，想想看，在您写代码的时候，有这样一本书籍在您的手边，告诉您如何才能编写出优雅而高效的代码，那将是一件多么惬意的事情啊！

**本书面向的读者**

寻找“One Line”（一行）解决方案的编码人员。

希望提升自己编码能力的程序员。

期望能够在开源世界仗剑而行的有志之士。

对编码痴情的人。

总之，只要还在Java圈子里混就有必要阅读本书，不管是程序员、测试人员、分析师、架构师，还是项目经理，都有必要。

**如何阅读本书**

首先声明，本书不是面向初级Java程序员的，在阅读本书之前至少要对基本的Java语法有初步了解，最好是参与过几个项目，写过一些代码，具备了这些条件，阅读本书才会有更大的收获，才会觉得是一种享受。

本书的各个章节和各个建议都是相对独立的，所以，您可以从任何章节的任何建议开始阅读。强烈建议您将它放在办公桌旁，遇到问题时随手翻阅。

本书附带有大量的源码（下载地址见华章网站www.hzbook.com），建议大家在阅读本书时拷贝书中的示例代码，放到自己的收藏夹中，以备需要时使用。

**勘误与支持**

首先，我要为书中可能出现的错别字、多意句、歧义句、代码缺陷等错误向您真诚地道歉。虽然杨福川、杨绣国两位编辑和我都为此书付出了非常大的努力，但可能还是会有一些瑕疵，如果你在阅读本书时发现错误或有问题想一起讨论，请发邮件（cbf4life@126.com）给我，我会尽快给您回复。

本书的所有勘误，我都会发表在我的个人博客（http：//cbf4life.iteye.com/）上。

**致谢**

首先，感谢杨福川和杨绣国两位编辑，在他们的编审下，本书才有了一个质的飞跃，没有他们的计划和安排，本书不可能出版。

其次，感谢家人的支持，为了写这本书，用尽了全部的休息时间，很少有时间陪伴父母和妻儿，甚至连吃一顿团圆饭都成了奢望，他们的大力支持让我信心满怀、干劲十足。儿子已经6岁了，明白骑在爸爸身上是对爸爸的折磨，也知道玩具是可以从网上买到的，“爸爸，给我买一个变形金刚……你在网上查呀……今天一定要买……”儿子在不知不觉中长大了。

再次，感谢交通银行“531”工程的所有领导和同事，是他们让我在这样超大规模的工程中学习和成长，使自己的技术和技能有了长足的进步；感谢我的领导李海宁总经理和周云康高级经理，他们时时迸发出的闪光智慧让我受益匪浅；感谢软件开发中心所有同仁对我的帮助和鼓励！

最后，感谢我的朋友王骢，他无偿地把钥匙给我，让我有一个安静的地方思考和写作，有这样的朋友，人生无憾！

当然，还要感谢您，感谢您对本书的关注。

再次对本书中可能出现的错误表示歉意，真诚地接受大家的“轰炸”！

秦小波

2011年8月于上海
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Java开发中通用的方法和准则**

The reasonable man adapts himself to the world；the unreasonable one persists in trying to adapt the world to himself.

明白事理的人使自己适应世界；不明事理的人想让世界适应自己。

——萧伯纳

Java的世界丰富又多彩，但同时也布满了荆棘陷阱，大家一不小心就可能跌入黑暗深渊，只有在了解了其通行规则后才能使自己在技术的海洋里遨游飞翔，恣意驰骋。

“千里之行始于足下”，本章主要讲述与Java语言基础有关的问题及建议的解决方案，例如常量和变量的注意事项、如何更安全地序列化、断言到底该如何使用等。

**建议1：不要在常量和变量中出现易混淆的字母**

包名全小写，类名首字母全大写，常量全部大写并用下划线分隔，变量采用驼峰命名法（Camel Case）命名等，这些都是最基本的Java编码规范，是每个Javaer都应熟知的规则，但是在变量的声明中要注意不要引入容易混淆的字母。尝试阅读如下代码，思考一下打印出的i等于多少：

public class Client{

public static void main（String[]args）{

long i=1l；

System.out.println（"i的两倍是："+（i+i））；

}

}

肯定有人会说：这么简单的例子还能出错？运行结果肯定是22！实践是检验真理的唯一标准，将其拷贝到Eclipse中，然后Run一下看看，或许你会很奇怪，结果是2，而不是22，难道是Eclipse的显示有问题，少了个“2”？

因为赋给变量i的数字就是“1”，只是后面加了长整型变量的标示字母“l”而已。别说是我挖坑让你跳，如果有类似程序出现在项目中，当你试图通过阅读代码来理解作者的思想时，此情此景就有可能会出现。所以，为了让您的程序更容易理解，字母“l”（还包括大写字母“O”）尽量不要和数字混用，以免使阅读者的理解与程序意图产生偏差。如果字母和数字必须混合使用，字母“l”务必大写，字母“O”则增加注释。

注意　字母“l”作为长整型标志时务必大写。

**建议2：莫让常量蜕变成变量**

常量蜕变成变量？你胡扯吧，加了final和static的常量怎么可能会变呢？不可能二次赋值的呀。真的不可能吗？看我们神奇的魔术，代码如下：

public class Client{

public static void main（String[]args）{

System.out.println（"常量会变哦："+Const.RAND\_CONST）；

}

}

/\*接口常量\*/

interface Const{

//这还是常量吗？

public static fnal int RAND\_CONST=new Random（）.nextInt（）；

}

RAND\_CONST是常量吗？它的值会变吗？绝对会变！这种常量的定义方式是极不可取的，常量就是常量，在编译期就必须确定其值，不应该在运行期更改，否则程序的可读性会非常差，甚至连作者自己都不能确定在运行期发生了何种神奇的事情。

甭想着使用常量会变的这个功能来实现序列号算法、随机种子生成，除非这真的是项目中的唯一方案，否则就放弃吧，常量还是当常量使用。

注意务必让常量的值在运行期保持不变。

**建议3：三元操作符的类型务必一致**

三元操作符是if-else的简化写法，在项目中使用它的地方很多，也非常好用，但是好用又简单的东西并不表示就可以随便用，我们来看看下面这段代码：

public class Client{

public static void main（String[]args）{

int i=80；

String s=String.valueOf（i＜100?90：100）；

String s1=String.valueOf（i＜100?90：100.0）；

System.out.println（"两者是否相等："+s.equals（s1））；

}

}

分析一下这段程序：i是80，那它当然小于100，两者的返回值肯定都是90，再转成String类型，其值也绝对相等，毋庸置疑的。恩，分析得有点道理，但是变量s中三元操作符的第二个操作数是100，而s1的第二个操作数是100.0，难道没有影响吗？不可能有影响吧，三元操作符的条件都为真了，只返回第一个值嘛，与第二个值有一毛钱的关系吗？貌似有道理。

果真如此吗？我们通过结果来验证一下，运行结果是：“两者是否相等：false”，什么？不相等，Why？

问题就出在了100和100.0这两个数字上，在变量s中，三元操作符中的第一个操作数（90）和第二个操作数（100）都是int类型，类型相同，返回的结果也就是int类型的90，而变量s1的情况就有点不同了，第一个操作数是90（int类型），第二个操作数却是100.0，而这是个浮点数，也就是说两个操作数的类型不一致，可三元操作符必须要返回一个数据，而且类型要确定，不可能条件为真时返回int类型，条件为假时返回float类型，编译器是不允许如此的，所以它就会进行类型转换了，int型转换为浮点数90.0，也就是说三元操作符的返回值是浮点数90.0，那这当然与整型的90不相等了。这里可能有读者疑惑了：为什么是整型转为浮点，而不是浮点转为整型呢？这就涉及三元操作符类型的转换规则：

若两个操作数不可转换，则不做转换，返回值为Object类型。

若两个操作数是明确类型的表达式（比如变量），则按照正常的二进制数字来转换，int类型转换为long类型，long类型转换为float类型等。

若两个操作数中有一个是数字S，另外一个是表达式，且其类型标示为T，那么，若数字S在T的范围内，则转换为T类型；若S超出了T类型的范围，则T转换为S类型（可以参考“建议22”，会对该问题进行展开描述）。

若两个操作数都是直接量数字（Literal），则返回值类型为范围较大者。

知道是什么原因了，相应的解决办法也就有了：保证三元操作符中的两个操作数类型一致，即可减少可能错误的发生。

**建议4：避免带有变长参数的方法重载**

在项目和系统的开发中，为了提高方法的灵活度和可复用性，我们经常要传递不确定数量的参数到方法中，在Java 5之前常用的设计技巧就是把形参定义成Collection类型或其子类类型，或者是数组类型，这种方法的缺点就是需要对空参数进行判断和筛选，比如实参为null值和长度为0的Collection或数组。而Java 5引入变长参数（varags）就是为了更好地提高方法的复用性，让方法的调用者可以“随心所欲”地传递实参数量，当然变长参数也是要遵循一定规则的，比如变长参数必须是方法中的最后一个参数；一个方法不能定义多个变长参数等，这些基本规则需要牢记，但是即使记住了这些规则，仍然有可能出现错误，我们来看如下代码：

public class Client{

//简单折扣计算

public void calPrice（int price, int discount）{

float knockdownPrice=price\*discount/100.0F；

System.out.println（"简单折扣后的价格是："+formateCurrency（knockdownPrice））；

}

//复杂多折扣计算

public void calPrice（int price, int……discounts）{

float knockdownPrice=price；

for（int discount：discounts）{

knockdownPrice=knockdownPrice\*discount/100；

}

System.out.println（"复杂折扣后的价格是："+formateCurrency（knockdownPrice））；

}

//格式化成本的货币形式

private String formateCurrency（float price）{

return NumberFormat.getCurrencyInstance（）.format（price/100）；

}

public static void main（String[]args）{

Client client=new Client（）；

//499元的货物，打75折

client.calPrice（49900，75）；

}

}

这是一个计算商品价格折扣的模拟类，带有两个参数的calPrice方法（该方法的业务逻辑是：提供商品的原价和折扣率，即可获得商品的折扣价）是一个简单的折扣计算方法，该方法在实际项目中经常会用到，这是单一的打折方法。而带有变长参数的calPrice方法则是较复杂的折扣计算方式，多种折扣的叠加运算（模拟类是一种比较简单的实现）在实际生活中也是经常见到的，比如在大甩卖期间对VIP会员再度进行打折；或者当天是你的生日，再给你打个9折，也就是俗话说的“折上折”。

业务逻辑清楚了，我们来仔细看看这两个方法，它们是重载吗？当然是了，重载的定义是“方法名相同，参数类型或数量不同”，很明显这两个方法是重载。但是再仔细瞧瞧，这个重载有点特殊：calPrice（int price, int……discounts）的参数范畴覆盖了calPrice（int price, int discount）的参数范畴。那问题就出来了：对于calPrice（49900，75）这样的计算，到底该调用哪个方法来处理呢？

我们知道Java编译器是很聪明的，它在编译时会根据方法签名（Method Signature）来确定调用哪个方法，比如calPrice（499900，75，95）这个调用，很明显75和95会被转成一个包含两个元素的数组，并传递到calPrice（int price, in..discounts）中，因为只有这一个方法签名符合该实参类型，这很容易理解。但是我们现在面对的是calPrice（49900，75）调用，这个“75”既可以被编译成int类型的“75”，也可以被编译成int数组“{75}”，即只包含一个元素的数组。那到底该调用哪一个方法呢？

我们先运行一下看看结果，运行结果是：

简单折扣后的价格是：￥374.25。

看来是调用了第一个方法，为什么会调用第一个方法，而不是第二个变长参数方法呢？因为Java在编译时，首先会根据实参的数量和类型（这里是2个实参，都为int类型，注意没有转成int数组）来进行处理，也就是查找到calPrice（int price, int discount）方法，而且确认它是否符合方法签名条件。现在的问题是编译器为什么会首先根据2个int类型的实参而不是1个int类型、1个int数组类型的实参来查找方法呢？这是个好问题，也非常好回答：因为int是一个原生数据类型，而数组本身是一个对象，编译器想要“偷懒”，于是它会从最简单的开始“猜想”，只要符合编译条件的即可通过，于是就出现了此问题。

问题是阐述清楚了，为了让我们的程序能被“人类”看懂，还是慎重考虑变长参数的方法重载吧，否则让人伤脑筋不说，说不定哪天就陷入这类小陷阱里了。

**建议5：别让null值和空值威胁到变长方法**

上一建议讲解了变长参数的重载问题，本建议还会继续讨论变长参数的重载问题。上一建议的例子是变长参数的范围覆盖了非变长参数的范围，这次我们从两个都是变长参数的方法说起，代码如下：

public class Client{

public void methodA（String str, Integer……is）{

}

public void methodA（String str, String……strs）{

}

public static void main（String[]args）{

Client client=new Client（）；

client.methodA（"China"，0）；

client.methodA（"China"，"People"）；

client.methodA（"China"）；

client.methodA（"China"，null）；

}

}

两个methodA都进行了重载，现在的问题是：上面的代码编译通不过，问题出在什么地方？看似很简单哦。

有两处编译通不过：client.methodA（"China"）和client.methodA（"China"，null），估计你已经猜到了，两处的提示是相同的：方法模糊不清，编译器不知道调用哪一个方法，但这两处代码反映的代码味道可是不同的。

对于methodA（"China"）方法，根据实参“China”（String类型），两个方法都符合形参格式，编译器不知道该调用哪个方法，于是报错。我们来思考这个问题：Client类是一个复杂的商业逻辑，提供了两个重载方法，从其他模块调用（系统内本地调用或系统外远程调用）时，调用者根据变长参数的规范调用，传入变长参数的实参数量可以是N个（N＞=0），那当然可以写成client.methodA（"china"）方法啊！完全符合规范，但是这却让编译器和调用者都很郁闷，程序符合规则却不能运行，如此问题，谁之责任呢？是Client类的设计者，他违反了KISS原则（Keep It Simple, Stupid，即懒人原则），按照此规则设计的方法应该很容易调用，可是现在在遵循规范的情况下，程序竟然出错了，这对设计者和开发者而言都是应该严禁出现的。

对于client.methodA（"china"，null）方法，直接量null是没有类型的，虽然两个methodA方法都符合调用请求，但不知道调用哪一个，于是报错了。我们来体会一下它的坏味道：除了不符合上面的懒人原则外，这里还有一个非常不好的编码习惯，即调用者隐藏了实参类型，这是非常危险的，不仅仅调用者需要“猜测”该调用哪个方法，而且被调用者也可能产生内部逻辑混乱的情况。对于本例来说应该做如下修改：

public static void main（String[]args）{

Client client=new Client（）；

String[]strs=null；

client.methodA（"China"，strs）；

}

也就是说让编译器知道这个null值是String类型的，编译即可顺利通过，也就减少了错误的发生。

**建议6：覆写变长方法也循规蹈矩**

在Java中，子类覆写父类中的方法很常见，这样做既可以修正Bug也可以提供扩展的业务功能支持，同时还符合开闭原则（Open-Closed Principle），我们来看一下覆写必须满足的条件：

重写方法不能缩小访问权限。

参数列表必须与被重写方法相同。

返回类型必须与被重写方法的相同或是其子类。

重写方法不能抛出新的异常，或者超出父类范围的异常，但是可以抛出更少、更有限的异常，或者不抛出异常。

估计你已经猜测出下面要讲的内容了，为什么“参数列表必须与被重写方法的相同”采用不同的字体，这其中是不是有什么玄机？是的，还真有那么一点点小玄机。参数列表相同包括三层意思：参数数量相同、类型相同、顺序相同，看上去好像没什么问题，那我们来看一个例子，业务场景与上一个建议相同，商品打折，代码如下：

public class Client{

public static void main（String[]args）{

//向上转型

Base base=new Sub（）；

base.fun（100，50）；

//不转型

Sub sub=new Sub（）；

sub.fun（100，50）；

}

}

//基类

class Base{

void fun（int price, int……discounts）{

System.out.println（"Base……fun"）；

}

}

//子类，覆写父类方法

class Sub extends Base{

@Override

void fun（int price, int[]discounts）{

System.out.println（"Sub……fun"）；

}

}

请问：该程序有问题吗？—编译通不过。那问题出在什么地方呢？

@Override注解吗？非也，覆写是正确的，因为父类的calPrice编译成字节码后的形参是一个int类型的形参加上一个int数组类型的形参，子类的参数列表也与此相同，那覆写是理所当然的了，所以加上@Override注解没有问题，只是Eclipse会提示这不是一种很好的编码风格。

难道是“sub.fun（100，50）”这条语句？正解，确实是这条语句报错，提示找不到fun（int, int）方法。这太奇怪了：子类继承了父类的所有属性和方法，甭管是私有的还是公开的访问权限，同样的参数、同样的方法名，通过父类调用没有任何问题，通过子类调用却编译通不过，为啥？难道是没继承下来？或者子类缩小了父类方法的前置条件？那如果是这样，就不应该覆写，@Override就应该报错，真是奇妙的事情！

事实上，base对象是把子类对象Sub做了向上转型，形参列表是由父类决定的，由于是变长参数，在编译时，“base.fun（100，50）”中的“50”这个实参会被编译器“猜测”而编译成“{50}”数组，再由子类Sub执行。我们再来看看直接调用子类的情况，这时编译器并不会把“50”做类型转换，因为数组本身也是一个对象，编译器还没有聪明到要在两个没有继承关系的类之间做转换，要知道Java是要求严格的类型匹配的，类型不匹配编译器自然就会拒绝执行，并给予错误提示。

这是个特例，覆写的方法参数列表竟然与父类不相同，这违背了覆写的定义，并且会引发莫名其妙的错误。所以读者在对变长参数进行覆写时，如果要使用此类似的方法，请找个小黑屋仔细想想是不是一定要如此。

注意　覆写的方法参数与父类相同，不仅仅是类型、数量，还包括显示形式。

**建议7：警惕自增的陷阱**

记得大学刚开始学C语言时，老师就说：自增有两种形式，分别是i++和++i, i++表示的是先赋值后加1，++i是先加1后赋值，这样理解了很多年也没出现问题，直到遇到如下代码，我才怀疑我的理解是不是错了：

public class Client{

public static void main（String[]args）{

int count=0；

for（int i=0；i＜10；i++）{

count=count++；

}

System.out.println（"count="+count）；

}

}

这个程序输出的count等于几？是count自加10次吗？答案等于10？可以非常肯定地告诉你，答案错误！运行结果是count等于0。为什么呢？

count++是一个表达式，是有返回值的，它的返回值就是count自加前的值，Java对自加是这样处理的：首先把count的值（注意是值，不是引用）拷贝到一个临时变量区，然后对count变量加1，最后返回临时变量区的值。程序第一次循环时的详细处理步骤如下：

步骤1　JVM把count值（其值是0）拷贝到临时变量区。

步骤2　count值加1，这时候count的值是1。

步骤3　返回临时变量区的值，注意这个值是0，没修改过。

步骤4　返回值赋值给count，此时count值被重置成0。

“count=count++”这条语句可以按照如下代码来理解：

public static int mockAdd（int count）{

//先保存初始值

int temp=count；

//做自增操作

count=count+1；

//返回原始值

return temp；

}

于是第一次循环后count的值还是0，其他9次的循环也是一样的，最终你会发现count的值始终没有改变，仍然保持着最初的状态。

此例中代码作者的本意是希望count自增，所以想当然地认为赋值给自身就成了，不曾想掉到Java自增的陷阱中了。解决方法很简单，只要把“count=count++”修改为“count++”即可。该问题在不同的语言环境有不同的实现：C++中“count=count++”与“count++”是等效的，而在PHP中则保持着与Java相同的处理方式。每种语言对自增的实现方式各不同，读者有兴趣可以多找几种语言测试一下，思考一下原理。

下次如果看到某人T恤上印着“i=i++”，千万不要鄙视他，记住，能够以不同的语言解释清楚这句话的人绝对不简单，应该表现出“如滔滔江水”般的敬仰，心理默念着“高人，绝世高人哪”。

**建议8：不要让旧语法困扰你**

N多年前接手了一个除了源码以外什么都没有的项目，没需求、没文档、没设计，原创者也已鸟兽散了，我们只能通过阅读源码来进行维护。期间，同事看到一段很“奇妙”的代码，让大家帮忙分析，代码片段如下：

public class Client{

public static void main（String[]args）{

//数据定义及初始化

int fee=200；

//其他业务处理

saveDefault：save（fee）；

//其他业务处理

}

static void saveDefault（）{

}

static void save（int fee）{

}

}

该代码的业务含义是计算交易的手续费，最低手续费是2元，其业务逻辑大致看懂了，但是此代码非常神奇，“saveDefault：save（fee）”这句代码在此处出现后，后续就再也没有与此有关的代码了，这做何解释呢？更神奇的是，编译竟然还没有错，运行也很正常。Java中竟然有冒号操作符，一般情况下，它除了在唯一一个三元操作符中存在外就没有其他地方可用了呀。当时连项目组里的高手也是一愣一愣的，翻语法书，也没有介绍冒号操作符的内容，而且，也不可能出现连括号都可以省掉的方法调用、方法级联啊！这也太牛了吧！

隔壁做C项目的同事过来串门，看我们在讨论这个问题，很惊奇地说“耶，Java中还有标号呀，我以为Java这么高级的语言已经抛弃goto语句了……”，一语点醒梦中人：项目的原创者是C语言转过来的开发人员，所以他把C语言的goto习惯也带到项目中了，后来由于经过N手交接，重构了多次，到我们这里goto语句已经被重构掉了，但是跳转标号还保留着，估计上一届的重构者也是稀里糊涂的，不敢贸然修改，所以把这个重任留给了我们。

goto语句中有着“double face”作用的关键字，它可以让程序从多层的循环中跳出，不用一层一层地退出，类似高楼着火了，来不及一楼一楼的下，goto语句就可以让你“biu～”的一声从十层楼跳到地面上。这点确实很好，但同时也带来了代码结构混乱的问题，而且程序跳来跳去让人看着就头晕，还怎么调试？！这样做甚至会隐祸连连，比如标号前后对象构造或变量初始化，一旦跳到这个标号，程序就不可想象了，所以Java中抛弃了goto语法，但还是保留了该关键字，只是不进行语义处理而已，与此类似的还有const关键字。

Java中虽然没有了goto关键字，但是扩展了break和continue关键字，它们的后面都可以加上标号做跳转，完全实现了goto功能，同时也把goto的诟病带了进来，所以我们在阅读大牛的开源程序时，根本就看不到break或continue后跟标号的情况，甚至是break和continue都很少看到，这是提高代码可读性的一剂良药，旧语法就让它随风而去吧！

**建议9：少用静态导入**

从Java 5开始引入了静态导入语法（import static），其目是为了减少字符输入量，提高代码的可阅读性，以便更好地理解程序。我们先来看一个不使用静态导入的例子，也就是一般导入：

public class MathUtils{

//计算圆面积

public static double calCircleArea（double r）{

return Math.PI\*r\*r；

}

//计算球面积

public static double calBallArea（double r）{

return 4\*Math.PI\*r\*r；

}

}

这是很简单的数学工具类，我们在这两个计算面积的方法中都引入了java.lang.Math类（该类是默认导入的）中的PI（圆周率）常量，而Math这个类写在这里有点多余，特别是如果MathUtils中的方法比较多时，如果每次都要敲入Math这个类，繁琐且多余，静态导入可解决此类问题，使用静态导入后的程序如下：

import static java.lang.Math.PI；

public class MathUtils{

//计算圆面积

public static double calCircleArea（double r）{

return PI\*r\*r；

}

//计算球面积

public static double calBallArea（double r）{

return 4\*PI\*r\*r；

}

}

静态导入的作用是把Math类中的PI常量引入到本类中，这会使程序更简单，更容易阅读，只要看到PI就知道这是圆周率，不用每次都要把类名写全了。但是，滥用静态导入会使程序更难阅读，更难维护。静态导入后，代码中就不用再写类名了，但是我们知道类是“一类事物的描述”，缺少了类名的修饰，静态属性和静态方法的表象意义可以被无限放大，这会让阅读者很难弄清楚其属性或方法代表何意，甚至是哪一个类的属性（方法）都要思考一番（当然，IDE友好提示功能是另说），特别是在一个类中有多个静态导入语句时，若还使用了\*（星号）通配符，把一个类的所有静态元素都导入进来了，那简直就是恶梦。我们来看一段例子：

import static java.lang.Double.\*；

import static java.lang.Math.\*；

import static java.lang.Integer.\*；

import static java.text.NumberFormat.\*；

public class Client{

//输入半径和精度要求，计算面积

public static void main（String[]args）{

double s=PI\*parseDouble（args[0]）；

NumberFormat nf=getInstance（）；

nf.setMaximumFractionDigits（parseInt（args[1]））；

formatMessage（nf.format（s））；

}

//格式化消息输出

public static void formatMessage（String s）{

System.out.println（"圆面积是："+s）；

}

}

就这么一段程序，看着就让人火大：常量PI，这知道，是圆周率；parseDouble方法可能是Double类的一个转换方法，这看名称也能猜测到。那紧接着的getInstance方法是哪个类的？是Client本地类？不对呀，没有这个方法，哦，原来是NumberFormate类的方法，这和formateMessage本地方法没有任何区别了—这代码也太难阅读了，非机器不可阅读。

所以，对于静态导入，一定要遵循两个规则：

不使用\*（星号）通配符，除非是导入静态常量类（只包含常量的类或接口）。

方法名是具有明确、清晰表象意义的工具类。

何为具有明确、清晰表象意义的工具类？我们来看看JUnit 4中使用的静态导入的例子，代码如下：

import static org.junit.Assert.\*；

public class DaoTest{

@Test

public void testInsert（）{

//断言

assertEquals（"foo"，"foo"）；

assertFalse（Boolean.FALSE）；

}

}

我们从程序中很容易判断出assertEquals方法是用来断言两个值是否相等的，assertFalse方法则是断言表达式为假，如此确实减少了代码量，而且代码的可读性也提高了，这也是静态导入用到正确地方所带来的好处。

**建议10：不要在本类中覆盖静态导入的变量和方法**

如果一个类中的方法及属性与静态导入的方法及属性重名会出现什么问题呢？我们先来看一个正常的静态导入，代码如下：

import static java.lang.Math.PI；

import static java.lang.Math.abs；

public class Client{

public static void main（String[]args）{

System.out.println（"PI="+PI）；

System.out.println（"abs（100）="+abs（-100））；

}

}

很简单的例子，打印出静态常量PI值，计算-100的绝对值。现在的问题是：如果我们在Client类中也定义了PI常量和abs方法，会出现什么问题？代码如下：

import static java.lang.Math.PI；

import static java.lang.Math.abs；

public class Client{

//常量名与静态导入的PI相同

public fnal static String PI="祖冲之"；

//方法名与静态导入的相同

public static int abs（int abs）{

return 0；

}

public static void main（String[]args）{

System.out.println（"PI="+PI）；

System.out.println（"abs（100）="+abs（-100））；

}

}

以上代码中，定义了一个PI字符串类型的常量，又定义了一个abs方法，与静态导入的相同。首先说好消息：编译器没有报错，接下来是不好的消息了：我们不知道哪个属性和哪个方法被调用了，因为常量名和方法名相同，到底调用了哪一个方法呢？我们运行一下看看结果：

PI=祖冲之

abs（100）=0

很明显是本地的属性和方法被引用了，为什么不是Math类中的属性和方法呢？那是因为编译器有一个“最短路径”原则：如果能够在本类中查找到的变量、常量、方法，就不会到其他包或父类、接口中查找，以确保本类中的属性、方法优先。

因此，如果要变更一个被静态导入的方法，最好的办法是在原始类中重构，而不是在本类中覆盖。

**建议11：养成良好习惯，显式声明UID**

我们编写一个实现了Serializable接口（序列化标志接口）的类，Eclipse马上就会给一个黄色警告：需要增加一个Serial Version ID。为什么要增加？它是怎么计算出来的？有什么用？本章就来解释该问题。

类实现Serializable接口的目的是为了可持久化，比如网络传输或本地存储，为系统的分布和异构部署提供先决支持条件。若没有序列化，现在我们熟悉的远程调用、对象数据库都不可能存在，我们来看一个简单的序列化类：

public class Person implements Serializable{

private String name；

/\*name属性的getter/setter方法省略\*/

}

这是一个简单JavaBean，实现了Serializable接口，可以在网络上传输，也可以本地存储然后读取。这里我们以Java消息服务（Java Message Service）方式传递该对象（即通过网络传递一个对象），定义在消息队列中的数据类型为ObjectMessage，首先定义一个消息的生产者（Producer），代码如下：

public class Producer{

public static void main（String[]args）throws Exception{

Person person=new Person（）；

person.setName（"混世魔王"）；

//序列化，保存到磁盘上

SerializationUtils.writeObject（person）；

}

}

这里引入了一个工具类SerializationUtils，其作用是对一个类进行序列化和反序列化，并存储到硬盘上（模拟网络传输），其代码如下：

public class SerializationUtils{

private static String FILE\_NAME="c：/obj.bin"；

//序列化

public static void writeObject（Serializable s）{

try{

ObjectOutputStream oos=new ObjectOutputStream（new

FileOutputStream（FILE\_NAME））；

oos.writeObject（s）；

oos.close（）；

}catch（Exception e）{

e.printStackTrace（）；

}

}

public static Object readObject（）{

Object obj=null；

//反序列化

try{

Object Input in put=new Object Input Stream（new

FileInputStream（FILE\_NAME））；

obj=input.readObject（）；

input.close（）；

}catch（Exception e）{

e.printStackTrace（）；

}

return obj；

}

}

通过对象序列化过程，把一个对象从内存块转化为可传输的数据流，然后通过网络发送到消息消费者（Consumer）那里，并进行反序列化，生成实例对象，代码如下：

public class Consumer{

public static void main（String[]args）throws Exception{

//反序列化

Person p=（Person）SerializationUtils.readObject（）；

System.out.println（"name="+p.getName（））；

}

}

这是一个反序列化过程，也就是对象数据流转换为一个实例对象的过程，其运行后的输出结果为：混世魔王。这太easy了，是的，这就是序列化和反序列化典型的demo。但此处隐藏着一个问题：如果消息的生产者和消息的消费者所参考的类（Person类）有差异，会出现何种神奇事件？比如：消息生产者中的Person类增加了一个年龄属性，而消费者没有增加该属性。为啥没有增加？！因为这是个分布式部署的应用，你甚至都不知道这个应用部署在何处，特别是通过广播（broadcast）方式发送消息的情况，漏掉一两个订阅者也是很正常的。

在这种序列化和反序列化的类不一致的情形下，反序列化时会报一个InvalidClassException异常，原因是序列化和反序列化所对应的类版本发生了变化，JVM不能把数据流转换为实例对象。接着刨根问底：JVM是根据什么来判断一个类版本的呢？

好问题，通过SerialVersionUID，也叫做流标识符（Stream Unique Identifier），即类的版本定义的，它可以显式声明也可以隐式声明。显式声明格式如下：

private static final long serialVersionUID=XXXXXL；

而隐式声明则是我不声明，你编译器在编译的时候帮我生成。生成的依据是通过包名、类名、继承关系、非私有的方法和属性，以及参数、返回值等诸多因子计算得出的，极度复杂，基本上计算出来的这个值是唯一的。

serialVersionUID如何生成已经说明了，我们再来看看serialVersionUID的作用。JVM在反序列化时，会比较数据流中的serialVersionUID与类的serialVersionUID是否相同，如果相同，则认为类没有发生改变，可以把数据流load为实例对象；如果不相同，对不起，我JVM不干了，抛个异常InvalidClassException给你瞧瞧。这是一个非常好的校验机制，可以保证一个对象即使在网络或磁盘中“滚过”一次，仍能做到“出淤泥而不染”，完美地实现类的一致性。

但是，有时候我们需要一点特例场景，例如：我的类改变不大，JVM是否可以把我以前的对象反序列化过来？就是依靠显式声明serialVersionUID，向JVM撒谎说“我的类版本没有变更”，如此，我们编写的类就实现了向上兼容。我们修改一下上面的Person类，代码如下：

public class Person implements Serializable{

private static fnal long serialVersionUID=55799L；

/\*其他保持不变\*/

}

刚开始生产者和消费者持有的Person类版本一致，都是V1.0，某天生产者的Person类版本变更了，增加了一个“年龄”属性，升级为V2.0，而由于种种原因（比如程序员疏忽、升级时间窗口不同等）消费端的Person还保持为V1.0版本，代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=5799L；

private int age；

/\*age、name的getter/setter方法省略\*/

}

此时虽然生产者和消费者对应的类版本不同，但是显式声明的serialVersionUID相同，反序列化也是可以运行的，所带来的业务问题就是消费端不能读取到新增的业务属性（age属性）而已。

通过此例，我们的反序列化实现了版本向上兼容的功能，使用V1.0版本的应用访问了一个V2.0版本的对象，这无疑提高了代码的健壮性。我们在编写序列化类代码时，随手加上serialVersionUID字段，也不会给我们带来太多的工作量，但它却可以在关键时候发挥异乎寻常的作用。

注意　显式声明serialVersionUID可以避免对象不一致，但尽量不要以这种方式向JVM“撒谎”。

**建议12：避免用序列化类在构造函数中为不变量赋值**

我们知道带有final标识的属性是不变量，也就是说只能赋值一次，不能重复赋值，但是在序列化类中就有点复杂了，比如有这样一个类：

public class Person implements Serializable{

private static final long serialVersionUID=71282334L；

//不变量

public fnal String name="混世魔王"；

}

这个Person类（此时V1.0版本）被序列化，然后存储在磁盘上，在反序列化时name属性会重新计算其值（这与static变量不同，static变量压根就没有保存到数据流中），比如name属性修改成了“德天使”（版本升级为V2.0），那么反序列化对象的name值就是“德天使”。保持新旧对象的final变量相同，有利于代码业务逻辑统一，这是序列化的基本规则之一，也就是说，如果final属性是一个直接量，在反序列化时就会重新计算。对这基本规则不多说，我们要说的是final变量另外一种赋值方式：通过构造函数赋值。代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=91282334L；

//不变量初始不赋值

public final String name；

//构造函数为不变量赋值

public Person（）{

name="混世魔王"；

}

}

这也是我们常用的一种赋值方式，可以把这个Person类定义为版本V1.0，然后进行序列化，看看有什么问题没有，序列化的代码如下所示：

public class Serialize{

public static void main（String[]args）{

//序列化以持久保存

SerializationUtils.writeObject（new Person（））；

}

}

Person的实例对象保存到了磁盘上，它是一个贫血对象（承载业务属性定义，但不包含其行为定义），我们做一个简单的模拟，修改一下name值代表变更，要注意的是serialVersionUID保持不变，修改后的代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=91282334L；

//不变量初始不赋值

public final String name；

//构造函数为不变量赋值

public Person（）{

name="德天使"；

}

}

此时Person类的版本是V2.0，但serialVersionUID没有改变，仍然可以反序列化，其代码如下：

public class Deserialize{

public static void main（String[]args）{

//反序列化

Person p=（Person）SerializationUtils.readObject（）；

System.out.println（p.name）；

}

}

现在问题来了：打印的结果是什么？是混世魔王还是德天使？

答案即将揭晓，答案是：混世魔王。

final类型的变量不是会重新计算吗？答案应该是“德天使”才对啊，为什么会是“混世魔王”？这是因为这里触及了反序列化的另一个规则：反序列化时构造函数不会执行。

反序列化的执行过程是这样的：JVM从数据流中获取一个Object对象，然后根据数据流中的类文件描述信息（在序列化时，保存到磁盘的对象文件中包含了类描述信息，注意是类描述信息，不是类）查看，发现是final变量，需要重新计算，于是引用Person类中的name值，而此时JVM又发现name竟然没有赋值，不能引用，于是它很“聪明”地不再初始化，保持原值状态，所以结果就是“混世魔王”了。

读者不要以为这样的情况很少发生，如果使用Java开发过桌面应用，特别是参与过对性能要求较高的项目（比如交易类项目），那么很容易遇到这样的问题。比如一个C/S结构的在线外汇交易系统，要求提供24小时的联机服务，如果在升级的类中有一个final变量是构造函数赋值的，而且新旧版本还发生了变化，则在应用请求热切的过程中（非常短暂，可能只有30秒），很可能就会出现反序列化生成的final变量值与新产生的实例值不相同的情况，于是业务异常就产生了，情况严重的话甚至会影响交易数据，那可是天大的事故了。

注意　在序列化类中，不使用构造函数为final变量赋值。

**建议13：避免为final变量复杂赋值**

为final变量赋值还有一种方式：通过方法赋值，即直接在声明时通过方法返回值赋值。还是以Person类为例来说明，代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=91282334L；

//通过方法返回值为final变量赋值

public fnal String name=initName（）；

//初始化方法名

public String initName（）{

return"混世魔王"；

}

}

name属性是通过initName方法的返回值赋值的，这在复杂类中经常用到，这比使用构造函数赋值更简洁、易修改，那么如此用法在序列化时会不会有问题呢？我们一起来看看。Person类写好了（定义为V1.0版本），先把它序列化，存储到本地文件，其代码与上一建议的Serialize类相同，不再赘述。

现在，Person类的代码需要修改，initName的返回值也改变了，代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=91282334L；

//通过方法返回值为final变量赋值

public final String name=initName（）；

//初始化方法名

public String initName（）{

return"德天使"；

}

}

上段代码仅仅修改了initName的返回值（Person类为V2.0版本），也就是说通过new生成的Person对象的final变量值都是“德天使”。那么我们把之前存储在磁盘上的实例加载上来，name值会是什么呢？

结果是：混世魔王。很诧异，上一建议说过final变量会被重新赋值，但是这个例子又没有重新赋值，为什么？

上个建议所说final会被重新赋值，其中的“值”指的是简单对象。简单对象包括：8个基本类型，以及数组、字符串（字符串情况很复杂，不通过new关键字生成String对象的情况下，final变量的赋值与基本类型相同），但是不能方法赋值。

其中的原理是这样的，保存到磁盘上（或网络传输）的对象文件包括两部分：

（1）类描述信息

包括包路径、继承关系、访问权限、变量描述、变量访问权限、方法签名、返回值，以及变量的关联类信息。要注意的一点是，它并不是class文件的翻版，它不记录方法、构造函数、static变量等的具体实现。之所以类描述会被保存，很简单，是因为能去也能回嘛，这保证反序列化的健壮运行。

（2）非瞬态（transient关键字）和非静态（static关键字）的实例变量值

注意，这里的值如果是一个基本类型，好说，就是一个简单值保存下来；如果是复杂对象，也简单，连该对象和关联类信息一起保存，并且持续递归下去（关联类也必须实现Serializable接口，否则会出现序列化异常），也就是说递归到最后，其实还是基本数据类型的保存。

正是因为这两点原因，一个持久化后的对象文件会比一个class类文件大很多，有兴趣的读者可以自己写个Hello word程序检验一下，其体积确实膨胀了不少。

总结一下，反序列化时final变量在以下情况下不会被重新赋值：

通过构造函数为final变量赋值。

通过方法返回值为final变量赋值。

final修饰的属性不是基本类型。

**建议14：使用序列化类的私有方法巧妙解决部分属性持久化问题**

部分属性持久化问题看似很简单，只要把不需要持久化的属性加上瞬态关键字（transient关键字）即可。这是一种解决方案，但有时候行不通。例如一个计税系统和人力资源系统（HR系统）通过RMI（Remote Method Invocation，远程方法调用）对接，计税系统需要从HR系统获得人员的姓名和基本工资，以作为纳税的依据，而HR系统的工资分为两部分：基本工资和绩效工资，基本工资没什么秘密，根据工作岗位和年限自己都可以计算出来，但绩效工资却是保密的，不能泄露到外系统，很明显这是两个相互关联的类。先来看薪水类Salary类的代码：

public class Salary implements Serializable{

private static final long serialVersionUID=44663L；

//基本工资

private int basePay；

//绩效工资

private int bonus；

public Salary（int\_basePay, int\_bonus）{

basePay=\_basePay；

bonus=\_bonus；

}

/\*getter/setter方法省略\*/

}

Peron类与Salary类是关联关系，代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=60407L；

//姓名

private String name；

//薪水

private Salary salary；

public Person（String\_name, Salary\_salary）{

name=\_name；

salary=\_salary；

}

/\*getter/setter方法省略\*/

}

这是两个简单的JavaBean，都实现了Serializable接口，都具备了持久化条件。首先计税系统请求HR系统对某一个Person对象进行序列化，把人员和工资信息传递到计税系统中，代码如下：

public class Serialize{

public static void main（String[]args）{

//基本工资1000元，绩效工资2500元

Salary salary=new Salary（1000，2500）；

//记录人员信息

Person person=new Person（"张三"，salary）；

//HR系统持久化，并传递到计税系统

SerializationUtils.writeObject（person）；

}

}

在通过网络传送到计税系统后，进行反序列化，代码如下：

public class Deserialize{

public static void main（String[]args）{

//技术系统反序列化，并打印信息

Person p=（Person）SerializationUtils.readObject（）；

StringBuffer sb=new StringBuffer（）；

sb.append（"姓名："+p.getName（））；

sb.append（"\t基本工资："+p.getSalary（）.getBasePay（））；

sb.append（"\t绩效工资："+p.getSalary（）.getBonus（））；

System.out.println（sb）；

}

}

打印出的结果很简单：

姓名：张三 基本工资：1000 绩效工资：2500。

但是这不符合需求，因为计税系统只能从HR系统中获得人员姓名和基本工资，而绩效工资是不能获得的，这是个保密数据，不允许发生泄露。怎么解决这个问题呢？你可能马上会想到四种方案：

（1）在bonus前加上transient关键字

这是一个方法，但不是一个好方法，加上transient关键字就标志着Salary类失去了分布式部署的功能，它可是HR系统最核心的类了，一旦遭遇性能瓶颈，想再实现分布式部署就不可能了，此方案否定。

（2）新增业务对象

增加一个Person4Tax类，完全为计税系统服务，就是说它只有两个属性：姓名和基本工资。符合开闭原则，而且对原系统也没有侵入性，只是增加了工作量而已。这是个方法，但不是最优方法。

（3）请求端过滤

在计税系统获得Person对象后，过滤掉Salary的bonus属性，方案可行但不合规矩，因为HR系统中的Salary类安全性竟然让外系统（计税系统）来承担，设计严重失职。

（4）变更传输契约

例如改用XML传输，或者重建一个Web Service服务。可以做，但成本太高。

可能有读者会说了，你都在说别人的方案不好，你提供个优秀的方案看看！好的，这就展示一个优秀的方案。其中，实现了Serializable接口的类可以实现两个私有方法：writeObject和readObject，以影响和控制序列化和反序列化的过程。我们把Person类稍做修改，看看如何控制序列化和反序列化，代码如下：

public class Person implements Serializable{

private static final long serialVersionUID=60407L；

//姓名

private String name；

//薪水

private transient Salary salary；

public Person（String\_name, Salary\_salary）{

name=\_name；

salary=\_salary；

}

//序列化委托方法

private void writeObject（java.io.ObjectOutputStream out）throws IOException{

out.defaultWriteObject（）；

out.writeInt（salary.getBasePay（））；

}

//反序列化时委托方法

private void readObject（java.io.ObjectInputStream in）throws IOException, Class-

NotFoundException{

in.defaultReadObject（）；

salary=new Salary（in.readInt（），0）；

}

}

其他代码不做任何改动，我们先运行看看，结果为：

姓名：张三 基本工资：1000 绩效工资：0。

我们在Person类中增加了writeObject和readObject两个方法，并且访问权限都是私有级别，为什么这会改变程序的运行结果呢？其实这里使用了序列化独有的机制：序列化回调。Java调用ObjectOutputStream类把一个对象转换成流数据时，会通过反射（Reflection）检查被序列化的类是否有writeObject方法，并且检查其是否符合私有、无返回值的特性。若有，则会委托该方法进行对象序列化，若没有，则由ObjectOutputStream按照默认规则继续序列化。同样，在从流数据恢复成实例对象时，也会检查是否有一个私有的readObject方法，如果有，则会通过该方法读取属性值。此处有几个关键点要说明：

（1）out. defaultWriteObject（）

告知JVM按照默认的规则写入对象，惯例的写法是写在第一句话里。

（2）in. defaultReadObject（）

告知JVM按照默认规则读入对象，惯例的写法也是写在第一句话里。

（3）out. writeXX和in.readXX

分别是写入和读出相应的值，类似一个队列，先进先出，如果此处有复杂的数据逻辑，建议按封装Collection对象处理。

可能有读者会提出，这似乎不是一种优雅的处理方案呀，为什么JDK没有对此提供一个更好的解决办法呢？比如访问者模式，或者设置钩子函数（Hook），完全可以更优雅地解决此类问题。我查阅了大量的文档，得出的结论是：无解，只能说这是一个可行的解决方案而已。

再回到我们的业务领域，通过上述方法重构后，其代码的修改量减少了许多，也优雅了许多。可能你又要反问了：如此一来，Person类也失去了分布式部署的能力啊。确实是，但是HR系统的难点和重点是薪水计算，特别是绩效工资，它所依赖的参数很复杂（仅从数量上说就有上百甚至上千种），计算公式也不简单（一般是引入脚本语言，个性化公式定制），而相对来说Person类基本上都是“静态”属性，计算的可能性不大，所以即使为性能考虑，Person类为分布式部署的意义也不大。

**建议15：break万万不可忘**

我们经常会写一些转换类，比如货币转换、日期转换、编码转换等，在金融领域里用到最多的要数中文数字转换了，比如把“1”转换为“壹”，不过，开源世界是不会提供此工具类的，因为它太贴合中国文化了，要转换还是得自己动手写，代码片段如下：

public class Client{

public static void main（String[]args）{

System.out.println（"2="+toChineseNumberCase（2））；

}

//把阿拉伯数字翻译成中文大写数字

public static String toChineseNumberCase（int n）{

String chineseNumber=""；

switch（n）{

case 0：chineseNumber="零"；

case 1：chineseNumber="壹"；

case 2：chineseNumber="贰"；

case 3：chineseNumber="叁"；

case 4：chineseNumber="肆"；

case 5：chineseNumber="伍"；

case 6：chineseNumber="陆"；

case 7：chineseNumber="柒"；

case 8：chineseNumber="捌"；

case 9：chineseNumber="玖"；

}

return chineseNumber；

}

}

这是一个简单的转换类，并没有完整实现，只是一个金融项目片段。如此简单的代码应该不会有错吧，我们运行看看，结果是：2=玖。

恩？错了？回头再来看程序，马上醒悟了：每个case语句后面少加了break关键字。程序从“case 2”后面的语句开始执行，直到找到最近的break语句结束，但可惜的是我们的程序中没有break语句，于是在程序执行的过程中，chineseNumber的赋值语句会多次执行，会从等于“贰”、等于“叁”、等于“肆”，一直变换到等于“玖”，switch语句执行结束了，于是结果也就如此了。

此类问题发生得非常频繁，但也很容易发现，只要做一下单元测试（Unit Test），问题立刻就会被发现并解决掉，但如果是在一堆的case语句中，其中某一条漏掉了break关键字，特别是在单元测试覆盖率不够高的时候（为什么不够高？在大点的项目中蹲过坑、打过仗的兄弟们可能都知道，项目质量是与项目工期息息相关的，而项目工期往往不是由项目人员决定的，所以如果一个项目的单元测试覆盖率能够达到60%，你就可以笑了），也就是说分支条件可能覆盖不到的时候，那就会在生产中出现大事故了。

我曾遇到过一个类似的事故，那是开发一个通过会员等级决定相关费率的系统，由于会员等级有100多个，所以测试时就采用了抽样测试的方法，测试时一切顺利，直到系统上线后，财务报表系统发现一个小概率的会员费率竟然出奇的低，于是就跟踪分析，发现是少了一个break，此事不仅造成甲方经济上的损失，而且在外部也产生了不良的影响，最后该代码的作者被辞退了，测试人员、质量负责人、项目经理都做了相应的处罚。希望读者能引以为戒，记住在case语句后面随手写上break，养成良好的习惯。

对于此类问题，还有一个最简单的解决办法：修改IDE的警告级别，例如在Eclipse中，可以依次点击Performaces→Java→Compiler→Errors/Warnings→Potential Programming problems，然后修改‘switch’case fall-through为Errors级别，如果你胆敢不在case语句中加入break，那Eclipse直接就报个红叉给你看，这样就可以完全避免该问题的发生了。

**建议16：易变业务使用脚本语言编写**

Java世界一直在遭受着异种语言的入侵，比如PHP、Ruby、Groovy、JavaScript等，这些“入侵者”都有一个共同特征：全是同一类语言—脚本语言，它们都是在运行期解释执行的。为什么Java这种强编译型语言会需要这些脚本语言呢？那是因为脚本语言的三大特征，如下所示：

灵活。脚本语言一般都是动态类型，可以不用声明变量类型而直接使用，也可以在运行期改变类型。

便捷。脚本语言是一种解释型语言，不需要编译成二进制代码，也不需要像Java一样生成字节码。它的执行是依靠解释器解释的，因此在运行期变更代码非常容易，而且不用停止应用。

简单。只能说部分脚本语言简单，比如Groovy, Java程序员若转到Groovy程序语言上，只需要两个小时，看完语法说明，看完Demo即可使用了，没有太多的技术门槛。

脚本语言的这些特性是Java所缺少的，引入脚本语言可以使Java更强大，于是Java 6开始正式支持脚本语言。但是因为脚本语言比较多，Java的开发者也很难确定该支持哪种语言，于是JCP（Java Community Process）很聪明地提出了JSR223规范，只要符合该规范的语言都可以在Java平台上运行（它对JavaScript是默认支持的），诸位读者有兴趣的话可以自己写个脚本语言，然后再实现ScriptEngine，即可在Java平台上运行。

我们来分析一个案例，展现一下脚本语言是如何实现“拥抱变化”的。咱们编写一套模型计算公式，预测下一个工作日的股票走势（如果真有，那巴菲特就羞愧死了），即把国家政策、汇率、利率、地域系数等参数输入到公式中，然后计算出明天这支股票是涨还是跌，该公式是依靠历史数据推断而来的，会根据市场环境逐渐优化调整，也就是逐渐趋向“真理”的过程，在此过程中，公式经常需要修改（这里的修改不仅仅是参数修改，还涉及公式的算法修改），如果把这个公式写到一个类中（或者几个类中），就需要经常发布重启等操作（比如业务中断，需要冒烟测试（Smoke Testing）等），使用脚本语言则可以很好地简化这一过程，我们写一个简单公式来模拟一下，代码如下：

function formula（var1，var2）{

return var1+var2\*factor；

}

这就是一个简单的脚本语言函数，可能你会很疑惑：factor（因子）这个变量是从哪儿来的？它是从上下文来的，类似于一个运行的环境变量。该JavaScript保存在C：/model.js中。下一步Java需要调用JavaScript公式，代码如下：

public static void main（String[]args）throws Exception{

//获得一个JavaScript的执行引擎

ScriptEngine engine=new ScriptEngineManager（）.getEngineByName（"javascript"）；

//建立上下文变量

Bindings bind=engine.createBindings（）；

bind.put（"factor"，1）；

//绑定上下文，作用域是当前引擎范围

engine.setBindings（bind, ScriptContext.ENGINE\_SCOPE）；

Scanner input=new Scanner（System.in）；

while（input.hasNextInt（））{

int first=input.nextInt（）；

int sec=input.nextInt（）；

System.out.println（"输入参数是："+first+"，"+sec）；

//执行js代码

engine.eval（new FileReader（"c：/model.js"））；

//是否可调用方法

if（engine instanceof Invocable）{

Invocable in=（Invocable）engine；

//执行js中的函数

Double result=（Double）in.invokeFunction（"formula"，frst, sec）；

System.out.println（"运算结果："+result.intValue（））；

}

}

}

上段代码使用Scanner类接受键盘输入的两个数字，然后调用JavaScript脚本的formula函数计算其结果，注意，除非输入了一个非int数字，否则当前JVM会一直运行，这也是模拟生产系统的在线变更状况。运行结果如下：

输入参数是：1，2

运算结果：3

此时，保持JVM的运行状态，我们修改一下formula函数，代码如下：

function formula（var1，var2）{

return var1+var2-factor；

}

其中，乘号变成了减号，计算公式发生了重大改变。回到JVM中继续输入，运行结果如下。

输入参数是：1，2

运算结果：2

修改Java代码，JVM没有重启，输入参数也没有任何改变，仅仅改变脚本函数即可产生不同的结果。这就是脚本语言对系统设计最有利的地方：可以随时发布而不用重新部署；这也是我们Javaer最喜爱它的地方—即使进行变更，也能提供不间断的业务服务。

Java 6不仅仅提供了代码级的脚本内置，还提供了一个jrunscript命令工具，它可以在批处理中发挥最大效能，而且不需要通过JVM解释脚本语言，可以直接通过该工具运行脚本。想想看，这是多么大的诱惑力呀！而且这个工具是可以跨操作系统的，脚本移植就更容易了。但是有一点需要注意：该工具是实验性的，在以后的JDK中会不会继续提供就很难说了。

**建议17：慎用动态编译**

动态编译一直是Java的梦想，从Java 6版本它开始支持动态编译了，可以在运行期直接编译.java文件，执行.class，并且能够获得相关的输入输出，甚至还能监听相关的事件。不过，我们最期望的还是给定一段代码，直接编译，然后运行，也就是空中编译执行（on-the-fly），来看如下代码：

public class Client{

public static void main（String[]args）throws Exception{

//Java源代码

String sourceStr="public class Hello{public String sayHello（String name）

{return\"Hello，\"+name+\"！\"；}}"；

//类名及文件名

String clsName="Hello"；

//方法名

String methodName="sayHello"；

//当前编译器

JavaCompiler cmp=ToolProvider.getSystemJavaCompiler（）；

//Java标准文件管理器

StandardJavaFileManager fm=cmp.getStandardFileManager（null, null, null）；

//Java文件对象

JavaFileObject jfo=new StringJavaObject（clsName, sourceStr）；

//编译参数，类似于javac＜options＞中的options

List＜String＞optionsList=new ArrayList＜String＞（）；

//编译文件的存放地方，注意：此处是为Eclipse工具特设的

optionsList.addAll（Arrays.asList（"-d"，"./bin"））；

//要编译的单元

List＜JavaFileObject＞jfos=Arrays.asList（jfo）；

//设置编译环境

JavaCompiler.CompilationTask task=cmp.getTask（null, fm, null，

optionsList, null, jfos）；

//编译成功

if（task.call（））{

//生成对象

Object obj=Class.forName（clsName）.newInstance（）；

Class＜?extends Object＞cls=obj.getClass（）；

//调用sayHello方法

Method m=cls.getMethod（methodName, String.class）；

String str=（String）m.invoke（obj，"Dynamic Compilation"）；

System.out.println（str）；

}

}

}

//文本中的Java对象

class StringJavaObject extends SimpleJavaFileObject{

//源代码

private String content=""；

//遵循Java规范的类名及文件

public StringJavaObject（String\_javaFileName, String\_content）{

super（\_createStringJavaObjectUri（\_javaFileName），Kind.SOURCE）；

content=\_content；

}

//产生一个URL资源路径

private static URI\_createStringJavaObjectUri（String name）{

//注意此处没有设置包名

return URI.create（"String：///"+name+Kind.SOURCE.extension）；

}

//文本文件代码

@Override

public CharSequence getCharContent（boolean ignoreEncodingErrors）

throws IOException{

return content；

}

}

上面的代码较多，这是一个动态编译的模板程序，读者可以拷贝到项目中使用，代码中的中文注释也较多，相信读者看得懂，不多解释，读者只要明白一件事：只要是在本地静态编译能够实现的任务，比如编译参数、输入输出、错误监控等，动态编译就都能实现。

Java的动态编译对源提供了多个渠道。比如，可以是字符串（例子中就是字符串），可以是文本文件，也可以是编译过的字节码文件（.class文件），甚至可以是存放在数据库中的明文代码或是字节码。汇总成一句话，只要是符合Java规范的就都可以在运行期动态加载，其实现方式就是实现JavaFileObject接口，重写getCharContent、openInputStream、openOutputStream，或者实现JDK已经提供的两个SimpleJavaFileObject、ForwardingJavaFileObject，具体代码可以参考上个例子。

动态编译虽然是很好的工具，让我们可以更加自如地控制编译过程，但是在我目前所接触的项目中还是使用得较少。原因很简单，静态编译已经能够帮我们处理大部分的工作，甚至是全部的工作，即使真的需要动态编译，也有很好的替代方案，比如JRuby、Groovy等无缝的脚本语言。

另外，我们在使用动态编译时，需要注意以下几点：

（1）在框架中谨慎使用

比如要在Struts中使用动态编译，动态实现一个类，它若继承自ActionSupport就希望它成为一个Action。能做到，但是debug很困难；再比如在Spring中，写一个动态类，要让它动态注入到Spring容器中，这是需要花费老大功夫的。

（2）不要在要求高性能的项目使用

动态编译毕竟需要一个编译过程，与静态编译相比多了一个执行环节，因此在高性能项目中不要使用动态编译。不过，如果是在工具类项目中它则可以很好地发挥其优越性，比如在Eclipse工具中写一个插件，就可以很好地使用动态编译，不用重启即可实现运行、调试功能，非常方便。

（3）动态编译要考虑安全问题

如果你在Web界面上提供了一个功能，允许上传一个Java文件然后运行，那就等于说：“我的机器没有密码，大家都来看我的隐私吧”，这是非常典型的注入漏洞，只要上传一个恶意Java程序就可以让你所有的安全工作毁于一旦。

（4）记录动态编译过程

建议记录源文件、目标文件、编译过程、执行过程等日志，不仅仅是为了诊断，还是为了安全和审计，对Java项目来说，空中编译和运行是很不让人放心的，留下这些依据可以更好地优化程序。

**建议18：避免instanceof非预期结果**

instanceof是一个简单的二元操作符，它是用来判断一个对象是否是一个类实例的，其操作类似于＞=、==，非常简单，我们来看段程序，代码如下：

public class Client{

public static void main（String[]args）{

//String对象是否是Object的实例

boolean b1="Sting"instanceof Object；

//String对象是否是String的实例

boolean b2=new String（）instanceof String；

//Object对象是否是String的实例

boolean b3=new Object（）instanceof String；

//拆箱类型是否是装箱类型的实例

boolean b4='A'instanceof Character；

//空对象是否是String的实例

boolean b5=null instanceof String；

//类型转换后的空对象是否是String的实例

boolean b6=（String）null instanceof String；

//Date对象是否是String的实例

boolean b7=new Date（）instanceof String；

//在泛型类中判断String对象是否是Date的实例

boolean b8=new GenericClass＜String＞（）.isDateInstance（""）；

}

}

class GenericClass＜T＞{

//判断是否是Date类型

public boolean isDateInstance（T t）{

return t instanceof Date；

}

}

就这么一段程序，instanceof的所有应用场景都出现了，同时问题也产生了：这段程序中哪些语句会编译通不过？我们一个一个地来解说。

"Sting"instanceof Object

返回值是true，这很正常，“String”是一个字符串，字符串又继承了Object，那当然是返回true了。

new String（）instanceof String

返回值是true，没有任何问题，一个类的对象当然是它的实例了。

new Object（）instanceof String

返回值是false, Object是父类，其对象当然不是String类的实例了。要注意的是，这句话其实完全可以编译通过，只要instanceof关键字的左右两个操作数有继承或实现关系，就可以编译通过。

'A'instanceof Character

这句话可能有读者会猜错，事实上它编译不通过，为什么呢？因为'A'是一个char类型，也就是一个基本类型，不是一个对象，instanceof只能用于对象的判断，不能用于基本类型的判断。

null instanceof String

返回值是false，这是instanceof特有的规则：若左操作数是null，结果就直接返回false，不再运算右操作数是什么类。这对我们的程序非常有利，在使用instanceof操作符时，不用关心被判断的类（也就是左操作数）是否为null，这与我们经常用到的equals、toString方法不同。

（String）null instanceof String

返回值是false，不要看这里有个强制类型转换就认为结果是true，不是的，null是一个万用类型，也可以说它没类型，即使做类型转换还是个null。

new Date（）instanceof String

编译通不过，因为Date类和String没有继承或实现关系，所以在编译时直接就报错了，instanceof操作符的左右操作数必须有继承或实现关系，否则编译会失败。

new GenericClass＜String＞（）. isDateInstance（""）

编译通不过？非也，编译通过了，返回值是false, T是个String类型，与Date之间没有继承或实现关系，为什么''t instanceof Date''会编译通过呢？那是因为Java的泛型是为编码服务的，在编译成字节码时，T已经是Object类型了，传递的实参是String类型，也就是说T的表面类型是Object，实际类型是String，那''t instanceof Date''这句话就等价于''Object instance of Date''了，所以返回false就很正常了。

就这么一个简单的instanceof，你答对几个？

**建议19：断言绝对不是鸡肋**

在防御式编程中经常会用断言（Assertion）对参数和环境做出判断，避免程序因不当的输入或错误的环境而产生逻辑异常，断言在很多语言中都存在，C、C++、Python都有不同的断言表示形式。在Java中的断言使用的是assert关键字，其基本的用法如下：

assert＜布尔表达式＞

assert＜布尔表达式＞：＜错误信息＞

在布尔表达式为假时，抛出AssertionError错误，并附带了错误信息。assert的语法较简单，有以下两个特性：

（1）assert默认是不启用的

我们知道断言是为调试程序服务的，目的是为了能够快速、方便地检查到程序异常，但Java在默认条件下是不启用的，要启用就需要在编译、运行时加上相关的关键字，这就不多说，有需要的话可以参考一下Java规范。

（2）assert抛出的异常AssertionError是继承自Error的

断言失败后，JVM会抛出一个AssertionError错误，它继承自Error，注意，这是一个错误，是不可恢复的，也就表示这是一个严重问题，开发者必须予以关注并解决之。

assert虽然是做断言的，但不能将其等价于if……else……这样的条件判断，它在以下两种情况不可使用：

（1）在对外公开的方法中

我们知道防御式编程最核心的一点就是：所有的外部因素（输入参数、环境变量、上下文）都是“邪恶”的，都存在着企图摧毁程序的罪恶本源，为了抵制它，我们要在程序中处处检验，满地设卡，不满足条件就不再执行后续程序，以保护主程序的正确性，处处设卡没问题，但就是不能用断言做输入校验，特别是公开方法。我们来看一个例子：

public class Client{

public static void main（String[]args）{

StringUtils.encode（null）；

}}

//字符串处理工具类

class StringUtils{

public static String encode（String str）{

assert str！=null："加密的字符串为null"；

/\*加密处理\*/

}

}

encode方法对输入参数做了不为空的假设，如果为空，则抛出AssertionError错误，但这段程序存在一个严重的问题，encode是一个public方法，这标志着是它对外公开的，任何一个类只要能够传递一个String类型的参数（遵守契约）就可以调用，但是Client类按照规范和契约调用enocde方法，却获得了一个AssertionError错误信息，是谁破坏了契约协定？—是encode方法自己。

（2）在执行逻辑代码的情况下

assert的支持是可选的，在开发时可以让它运行，但在生产系统中则不需要其运行了（以便提高性能），因此在assert的布尔表达式中不能执行逻辑代码，否则会因为环境不同而产生不同的逻辑，例如：

public void doSomething（List list, Object element）{

assert list.remove（element）："删除元素"+element+"失败"；

/\*业务处理\*/

}

这段代码在assert启用的环境下，没有任何问题，但是一旦投入到生产环境，就不会启用断言了，而这个方法也就彻底完蛋了，list的删除动作永远都不会执行，所以也就永远不会报错或异常，因为根本就没有执行嘛！

以上两种情况下不能使用assert，那在什么情况下能够使用assert呢？一句话：按照正常执行逻辑不可能到达的代码区域可以放置assert。具体分为三种情况：

（1）在私有方法中放置assert作为输入参数的校验

在私有方法中可以放置assert校验输入参数，因为私有方法的使用者是作者自己，私有方法的调用者和被调用者之间是一种弱契约关系，或者说没有契约关系，其间的约束是依靠作者自己控制的，因此加上assert可以更好地预防自己犯错，或者无意的程序犯错。

（2）流程控制中不可能达到的区域

这类似于JUnit的fail方法，其标志性的意义就是：程序执行到这里就是错误的，例如：

public void doSomething（）{

int i=7；

while（i＞7）{

/\*业务处理\*/

}

assert false："到达这里就表示错误"；

}

（3）建立程序探针

我们可能会在一段程序中定义两个变量，分别代表两个不同的业务含义，但是两者有固定的关系，例如var1=var2\*2，那我们就可以在程序中到处设“桩”，断言这两者的关系，如果不满足即表明程序已经出现了异常，业务也就没有必要运行下去了。

**建议20：不要只替换一个类**

我们经常在系统中定义一个常量接口（或常量类），以囊括系统中所涉及的常量，从而简化代码，方便开发，在很多的开源项目中已采用了类似的方法，比如在Struts2中，org.apache.struts2.StrutsConstants就是一个常量类，它定义了Struts框架中与配置有关的常量，而org.apache.struts2.StrutsStatics则是一个常量接口，其中定义了OGNL访问的关键字。

关于常量接口（类）我们来看一个例子，首先定义一个常量类：

public class Constant{

//定义人类寿命极限

public fnal static int MAX\_AGE=150；

}

这是一个非常简单的常量类，定义了人类的最大年龄，我们引用这个常量，代码如下：

public class Client{

public static void main（String[]args）{

System.out.println（"人类寿命极限是："+Constant.MAX\_AGE）；

}

}

运行的结果非常简单（结果省略）。目前的代码编写都是在“智能型”IDE工具中完成的，下面我们暂时回溯到原始时代，也就是回归到用记事本编写代码的年代，然后看看会发生什么奇妙事情（为什么要如此，稍后会给出答案）。

修改常量Constant类，人类的寿命增加了，最大能活到180岁，代码如下：

public class Constant{

//定义人类寿命极限

public fnal static int MAX\_AGE=180；

}

然后重新编译：javac Constant，编译完成后执行：java Client，大家想看看输出的极限年龄是多少岁吗？

输出的结果是：“人类寿命极限是：150”，竟然没有改变为180，太奇怪了，这是为何？

原因是：对于final修饰的基本类型和String类型，编译器会认为它是稳定态（Immutable Status），所以在编译时就直接把值编译到字节码中了，避免了在运行期引用（Run-time Reference），以提高代码的执行效率。针对我们的例子来说，Client类在编译时，字节码中就写上了“150”这个常量，而不是一个地址引用，因此无论你后续怎么修改常量类，只要不重新编译Client类，输出还是照旧。

而对于final修饰的类（即非基本类型），编译器认为它是不稳定态（Mutable Status），在编译时建立的则是引用关系（该类型也叫做Soft Final），如果Client类引入的常量是一个类或实例，即使不重新编译也会输出最新值。

千万不可小看了这点知识，细坑也能绊倒大象，比如在一个Web项目中，开发人员修改一个final类型的值（基本类型），考虑到重新发布风险较大，或者是时间较长，或者是审批流程过于繁琐，反正是为了偷懒，于是直接采用替换class类文件的方式发布。替换完毕后应用服务器自动重启，然后简单测试一下（比如本类引用final类型的常量），一切OK。可运行几天后发现业务数据对不上，有的类（引用关系的类）使用了旧值，有的类（继承关系的类）使用的是新值，而且毫无头绪，让人一筹莫展，其实问题的根源就在于此。

恩，还有个小问题没有说明，我们的例子为什么不在IDE工具（比如Eclipse）中运行呢？那是因为在IDE中不能重现该问题，若修改了Constant类，IDE工具会自动编译所有的引用类，“智能”化屏蔽了该问题，但潜在的风险其实仍然存在。

注意　发布应用系统时禁止使用类文件替换方式，整体WAR包发布才是万全之策。
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不积跬步，无以至千里；

不积小流，无以成江海。

——荀子《劝学篇》

Java中的基本数据类型（Primitive Data Types）有8个：byte、char、short、int、long、float、double、boolean，它们是Java最基本的单元，我们的每一段程序中都有它们的身影，但我们对如此熟悉的“伙伴”又了解多少呢？

积少成多，积土成山，本章我们就来一探这最基本的8个数据类型。

**建议21：用偶判断，不用奇判断**

判断一个数是奇数还是偶数是小学里学的基本知识，能够被2整除的整数是偶数，不能被2整除的是奇数，这规则简单又明了，还有什么好考虑的？好，我们来看一个例子，代码如下：

public class Client{

public static void main（String[]args）{

//接收键盘输入参数

Scanner input=new Scanner（System.in）；

System.out.print（"请输入多个数字判断奇偶："）；

while（input.hasNextInt（））{

int i=input.nextInt（）；

String str=i+"-＞"+（i%2==1?"奇数"："偶数"）；

System.out.println（str）；

}

}

}

输入多个数字，然后判断每个数字的奇偶性，不能被2整除就是奇数，其他的都是偶数，完全是根据奇偶数的定义编写的程序，我们来看看打印的结果：

请输入多个数字判断奇偶：1 2 0-1-2

1-＞奇数

2-＞偶数

0-＞偶数

-1-＞偶数

-2-＞偶数

前三个还很靠谱，第四个参数-1怎么可能会是偶数呢，这Java也太差劲了，如此简单的计算也会错！别忙着下结论，我们先来了解一下Java中的取余（%标示符）算法，模拟代码如下：

//模拟取余计算，dividend被除数，divisor除数

public static int remainder（int dividend, int divisor）{

return dividend-dividend/divisor\*divisor；

}

看到这段程序，相信大家都会心地笑了，原来Java是这么处理取余计算的呀。根据上面的模拟取余可知，当输入-1的时候，运算结果是-1，当然不等于1了，所以它就被判定为偶数了，也就是说是我们的判断失误了。问题明白了，修正也很简单，改为判断是否是偶数即可，代码如下：

i%2==0?"偶数"："奇数"

注意　对于基础知识，我们应该“知其然，并知其所以然”。

**建议22：用整数类型处理货币**

在日常生活中，最容易接触到的小数就是货币，比如你付给售货员10元钱购买一个9.60元的零食，售货员应该找你0.4元也就是4毛钱才对，我们来看下面的程序：

public class Client{

public static void main（String[]args）{

System.out.println（10.00-9.60）；

}

}

我们期望的结果是0.4，也应该是这个数字，但是打印出来的却是0.40000000000000036，这是为什么呢？

这是因为在计算机中浮点数有可能（注意是可能）是不准确的，它只能无限接近准确值，而不能完全精确。为什么会如此呢？这是由浮点数的存储规则所决定的，我们先来看0.4这个十进制小数如何转换成二进制小数，使用“乘2取整，顺序排列”法（不懂？这就没招了，太基础了），我们发现0.4不能使用二进制准确的表示，在二进制数世界里它是一个无限循环的小数，也就是说，“展示”都不能“展示”，更别说是在内存中存储了（浮点数的存储包括三部分：符号位、指数位、尾数，具体不再介绍），可以这样理解，在十进制的世界里没有办法准确表示1/3，那在二进制世界里当然也无法准确表示1/5（如果二进制也有分数的话倒是可以表示），在二进制的世界里1/5是一个无限循环小数。

各位要说了，那我对结果取整不就对了吗？代码如下：

public class Client{

public static void main（String[]args）{

NumberFormat f=new DecimalFormat（"#.##"）；

System.out.println（f.format（10.00-9.60））；

}

}

打印出结果是0.4，看似解决了，但是隐藏了一个很深的问题。我们来思考一下金融行业的计算方法，会计系统一般记录小数点后的4位小数，但是在汇总、展现、报表中，则只记录小数点后的2位小数，如果使用浮点数来计算货币，想想看，在大批量的加减乘除后结果会有多大的差距（其中还涉及后面会讲到的四舍五入问题）！会计系统要的就是准确，但是却因为计算机的缘故不准确了，那真是罪过。要解决此问题有两种方法：

（1）使用BigDecimal

BigDecimal是专门为弥补浮点数无法精确计算的缺憾而设计的类，并且它本身也提供了加减乘除的常用数学算法。特别是与数据库Decimal类型的字段映射时，BigDecimal是最优的解决方案。

（2）使用整型

把参与运算的值扩大100倍，并转变为整型，然后在展现时再缩小100倍，这样处理的好处是计算简单、准确，一般在非金融行业（如零售行业）应用较多。此方法还会用于某些零售POS机，它们的输入和输出全部是整数，那运算就更简单。

**建议23：不要让类型默默转换**

我们出一个小学生的题目给大家做做看，光速是每秒30万公里，根据光线旅行的时间，计算月亮与地球、太阳与地球之间的距离。代码如下：

public class Client{

//光速是30万公里/秒，常量

public static final int LIGHT\_SPEED=30\*10000\*1000；

public static void main（String[]args）{

System.out.println（"题目1：月亮光照射到地球需要1秒，计算月亮和地球的距离。"）；

long dis1=LIGHT\_SPEED\*1；

System.out.println（"月亮与地球的距离是："+dis1+"米"）；

System.out.println（"--------------------------------------------"）；

System.out.println（"题目2：太阳光照射到地球上需要8分钟，计算太阳到地球的距离。"）；

//可能要超出整数范围，使用long型

long dis2=LIGHT\_SPEED\*60\*8；

System.out.println（"太阳与地球的距离是："+dis2+"米"）；

}

}

估计你要鄙视了，这种小学生乘法计算有什么可做的。不错，确实就是一个乘法运算，我们运行一下看看结果：

题目1：月亮光照射到地球需要1秒，计算月亮和地球的距离。

月亮与地球的距离是：300000000米

--------------------------------------------

题目2：太阳光照射到地球上需要8分钟，计算太阳到地球的距离。

太阳与地球的距离是：-2028888064米

太阳和地球的距离竟然是负的，诡异。dis2不是已经考虑到int类型可能越界的问题，并使用了long型吗，为什么还会出现负值呢？

那是因为Java是先运算然后再进行类型转换的，具体地说就是因为disc2的三个运算参数都是int类型，三者相乘的结果虽然也是int类型，但是已经超过了int的最大值，所以其值就是负值了（为什么是负值？因为过界了就会从头开始），再转换成long型，结果还是负值。

问题知道了，解决起来也很简单，只要加个小小的“L”即可，代码如下：

long dis2=LIGHT\_SPEED\*60L\*8；

60L是一个长整型，乘出来的结果也是一个长整型（此乃Java的基本转换规则，向数据范围大的方向转换，也就是加宽类型），在还没有超过int类型的范围时就已经转换为long型了，彻底解决了越界问题。在实际开发中，更通用的做法是主动声明式类型转化（注意不是强制类型转换），代码如下：

long dis2=1L\*LIGHT\_SPEED\*60\*8；

既然期望的结果是long型，那就让第一个参与运算的参数也是long型（1L）吧，也就是明说“嗨，我已经是长整型了，你们都跟着我一起转为长整型吧”。

注意　基本类型转换时，使用主动声明方式减少不必要的Bug。

**建议24：边界，边界，还是边界**

某商家生产的电子产品非常畅销，需要提前30天预订才能抢到手，同时它还规定了一个会员可拥有的最多产品数量，目的是防止囤积压货肆意加价。会员的预定过程是这样的：先登录官方网站，选择产品型号，然后设置需要预订的数量，提交，符合规则即提示下单成功，不符合规则提示下单失败。后台的处理逻辑模拟如下：

public class Client{

//一个会员拥有产品的最多数量

public final static int LIMIT=2000；

public static void main（String[]args）{

//会员当前拥有的产品数量

int cur=1000；

Scanner input=new Scanner（System.in）；

System.out.print（"请输入需要预定的数量："）；

while（input.hasNextInt（））{

int order=input.nextInt（）；

//当前拥有的与准备订购的产品数量之和

if（order＞0＆＆order+cur＜=LIMIT）{

System.out.println（"你已经成功预定的"+order+"个产品！"）；

}else{

System.out.println（"超过限额，预订失败！"）；

}

}

}

}

这是一个简易的订单处理程序，其中cur代表的是会员已经拥有的产品数量，LIMIT是一个会员最多拥有的产品数量（现实中这两个参数当然是从数据库中获得的，不过这里是一个模拟程序），如果当前预订数量与拥有数量之和超过了最大数量，则预订失败，否则下单成功。业务逻辑很简单，同时在Web界面上对订单数量做了严格的校验，比如不能是负值、不能超过最大数量等，但是人算不如天算，运行不到两小时数据库中就出现了异常数据：某会员拥有产品的数量与预订数量之和远远大于限额。怎么会这样？程序逻辑上不可能有问题呀，这是如何产生的呢？我们来模拟一下，第一次输入：

请输入需要预定的数量：800

你已经成功预定的800个产品！

这完全满足条件，没有任何问题，继续输入：

请输入需要预定的数量：2147483647

你已经成功预定的2147483647个产品！

看到没，这个数字远远超过了2000的限额，但是竟然预订成功了，真是神奇！

看着2147483647这个数字很眼熟？那就对了，它是int类型的最大值，没错，有人输入了一个最大值，使校验条件失效了，Why？我们来看程序，order的值是2147483647，那再加上1000就超出int的范围了，其结果是-2147482649，那当然是小于正数2000了！一句话可归结其原因：数字越界使检验条件失效。

在单元测试中，有一项测试叫做边界测试（也有叫做临界测试），如果一个方法接收的是int类型的参数，那以下三个值是必测的：0、正最大、负最小，其中正最大和负最小是边界值，如果这三个值都没有问题，方法才是比较安全可靠的。我们的例子就是因为缺少边界测试，致使生产系统产生了严重的偏差。

也许你要疑惑了，Web界面既然已经做了严格的校验，为什么还能输入2147483647这么大的数字呢？是否说明Web校验不严格？错了，不是这样的，Web校验都是在页面上通过JavaScript实现的，只能限制普通用户（这里的普通用户是指不懂HTML、不懂HTTP、不懂Java的简单使用者），而对于高手，这些校验基本上就是摆设，HTTP是明文传输的，将其拦截几次，分析一下数据结构，然后再写一个模拟器，一切前端校验就都成了浮云！想往后台提交个什么数据那还不是信手拈来？！

**建议25：不要让四舍五入亏了一方**

本建议还是来重温一个小学数学问题：四舍五入。四舍五入是一种近似精确的计算方法，在Java 5之前，我们一般是通过使用Math.round来获得指定精度的整数或小数的，这种方法使用非常广泛，代码如下：

public class Client{

public static void main（String[]args）{

System.out.println（"10.5近似值："+Math.round（10.5））；

System.out.println（"-10.5近似值："+Math.round（-10.5））；

}

}

输出结果为：

10.5近似值：11

-10.5近似值：-10

这是四舍五入的经典案例，也是初级面试官很乐意选择的考题，绝对值相同的两个数字，近似值为什么就不同了呢？这是由Math.round采用的舍入规则所决定的（采用的是正无穷方向舍入规则，后面会讲解）。我们知道四舍五入是有误差的：其误差值是舍入位的一半。我们以舍入运用最频繁的银行利息计算为例来阐述该问题。

我们知道银行的盈利渠道主要是利息差，从储户手里收拢资金，然后放贷出去，其间的利息差额便是所获得的利润。对一个银行来说，对付给储户的利息的计算非常频繁，人民银行规定每个季度末月的20日为银行结息日，一年有4次的结息日。

场景介绍完毕，我们回过头来看四舍五入，小于5的数字被舍去，大于等于5的数字进位后舍去，由于所有位上的数字都是自然计算出来的，按照概率计算可知，被舍入的数字均匀分布在0到9之间，下面以10笔存款利息计算作为模型，以银行家的身份来思考这个算法：

四舍。舍弃的数值：0.000、0.001、0.002、0.003、0.004，因为是舍弃的，对银行家来说，就不用付款给储户了，那每舍弃一个数字就会赚取相应的金额：0.000、0.001、0.002、0.003、0.004。

五入。进位的数值：0.005、0.006、0.007、0.008、0.009，因为是进位，对银行家来说，每进一位就会多付款给储户，也就是亏损了，那亏损部分就是其对应的10进制补数：0.005、0.004、0.003、0.002、0.001。

因为舍弃和进位的数字是在0到9之间均匀分布的，所以对于银行家来说，每10笔存款的利息因采用四舍五入而获得的盈利是：

0.000+0.001+0.002+0.003+0.004-0.005-0.004-0.003-0.002-0.001=-0.005

也就是说，每10笔的利息计算中就损失0.005元，即每笔利息计算损失0.0005元，这对一家有5千万储户的银行来说（对国内的银行来说，5千万是个很小的数字），每年仅仅因为四舍五入的误差而损失的金额是：

public class Client{

public static void main（String[]args）{

//银行账户数量，5千万

int accountNum=5000\*10000；

//按照人行的规定，每个季度末月的20日为银行结息日

double cost=0.0005\*accountNum\*4；

System.out.println（"银行每年损失的金额："+cost）；

}

}

输出的结果是：“银行每年损失的金额：100000.0”。即，每年因为一个算法误差就损失了10万元，事实上以上的假设条件都是非常保守的，实际情况可能损失得更多。那各位可能要说了，银行还要放贷呀，放出去这笔计算误差不就抵消掉了吗？不会抵销，银行的贷款数量是非常有限的，其数量级根本没有办法和存款相比。

这个算法误差是由美国银行家发现的（那可是私人银行，钱是自己的，白白损失了可不行），并且对此提出了一个修正算法，叫做银行家舍入（Banker's Round）的近似算法，其规则如下：

舍去位的数值小于5时，直接舍去；

舍去位的数值大于等于6时，进位后舍去；

当舍去位的数值等于5时，分两种情况：5后面还有其他数字（非0），则进位后舍去；若5后面是0（即5是最后一个数字），则根据5前一位数的奇偶性来判断是否需要进位，奇数进位，偶数舍去。

以上规则汇总成一句话：四舍六入五考虑，五后非零就进一，五后为零看奇偶，五前为偶应舍去，五前为奇要进一。我们举例说明，取2位精度：

round（10.5551）=10.56

round（10.555）=10.56

round（10.545）=10.54

要在Java 5以上的版本中使用银行家的舍入法则非常简单，直接使用RoundingMode类提供的Round模式即可，示例代码如下：

public class Client{

public static void main（String[]args）{

//存款

BigDecimal d=new BigDecimal（888888）；

//月利率，乘3计算季利率

BigDecimal r=new BigDecimal（0.001875\*3）；

//计算利息

BigDecimal i=d.multiply（r）.setScale（2，RoundingMode.HALF\_EVEN）；

System.out.println（"季利息是："+i）；

}

}

在上面的例子中，我们使用了BigDecimal类，并且采用setScale方法设置了精度，同时传递了一个RoundingMode.HALF\_EVEN参数表示使用银行家舍入法则进行近似计算，BigDecimal和RoundingMode是一个绝配，想要采用什么舍入模式使用RoundingMode设置即可。目前Java支持以下七种舍入方式：

ROUND\_UP：远离零方向舍入。

向远离0的方向舍入，也就是说，向绝对值最大的方向舍入，只要舍弃位非0即进位。

ROUND\_DOWN：趋向零方向舍入。

向0方向靠拢，也就是说，向绝对值最小的方向输入，注意：所有的位都舍弃，不存在进位情况。

ROUND\_CEILING：向正无穷方向舍入。

向正最大方向靠拢，如果是正数，舍入行为类似于ROUND\_UP；如果为负数，则舍入行为类似于ROUND\_DOWN。注意：Math.round方法使用的即为此模式。

ROUND\_FLOOR：向负无穷方向舍入。

向负无穷方向靠拢，如果是正数，则舍入行为类似于ROUND\_DOWN；如果是负数，则舍入行为类似于ROUND\_UP。

HALF\_UP：最近数字舍入（5进）。

这就是我们最最经典的四舍五入模式。

HALF\_DOWN：最近数字舍入（5舍）。

在四舍五入中，5是进位的，而在HALF\_DOWN中却是舍弃不进位。

HALF\_EVEN：银行家算法。

在普通的项目中舍入模式不会有太多影响，可以直接使用Math.round方法，但在大量与货币数字交互的项目中，一定要选择好近似的计算模式，尽量减少因算法不同而造成的损失。

注意　根据不同的场景，慎重选择不同的舍入模式，以提高项目的精准度，减少算法损失。

**建议26：提防包装类型的null值**

我们知道Java引入包装类型（Wrapper Types）是为了解决基本类型的实例化问题，以便让一个基本类型也能参与到面向对象的编程世界中。而在Java 5中泛型更是对基本类型说了“不”，如想把一个整型放到List中，就必须使用Integer包装类型。我们来看一段代码：

//计算list中所有元素之和

public static int f（List＜Integer＞list）{

int count=0；

for（int i：list）{

count+=i；

}

return count；

}

接收一个元素是整型的List参数，计算所有元素之和，这在统计、报表项目中很常见，我们来看看这段代码有没有问题。遍历一个列表，然后相加，应该没有问题。那我们再来写一个方法调用，代码如下：＜/p＞

public static void main（String[]args）{

List＜Integer＞list=new ArrayList＜Integer＞（）；

list.add（1）；

list.add（2）；

list.add（null）；

System.out.println（f（list））；

}

把1、2和空值都放到List中，然后调用方法计算，现在来思考一下会不会出错。应该不会出错吧，基本类型和包装类型都是可以通过自动装箱（Autoboxing）和自动拆箱（AutoUnboxing）自由转换的，null应该可以转为0吧，真的是这样吗？我们运行一下看看结果：

Exception in thread"main"java.lang.NullPointerException

运行失败，报空指针异常，我们稍稍思考一下很快就知道原因了：在程序的for循环中，隐含了一个拆箱过程，在此过程中包装类型转换为了基本类型。我们知道拆箱过程是通过调用包装对象的intValue方法来实现的，由于包装对象是null值，访问其intValue方法报空指针异常也就在所难免了。问题清楚了，修改也很简单，加入null值检查即可，代码如下：

public static int f（List＜Integer＞list）{

int count=0；

for（Integer i：list）{

count+=（i！=null）?i：0；

}

return count；

}

上面以Integer和int为例说明了拆箱问题，其他7个包装对象的拆箱过程也存在着同样的问题。包装对象和拆箱对象可以自由转换，这不假，但是要剔除null值，null值并不能转化为基本类型。对于此类问题，我们谨记一点：包装类型参与运算时，要做null值校验。

**建议27：谨慎包装类型的大小比较**

基本类型是可以比较大小的，其所对应的包装类型都实现了Comparable接口也说明了此问题，那我们来比较一下两个包装类型的大小，代码如下：

public class Client{

public static void main（String[]args）{

Integer i=new Integer（100）；

Integer j=new Integer（100）；

compare（i, j）；

}

//比较两个包装对象大小

public static void compare（Integer i, Integer j）{

System.out.println（i==j）；

System.out.println（i＞j）；

System.out.println（i＜j）；

}

}

代码很简单，产生了两个Integer对象，然后比较两者的大小关系，既然基本类型和包装类型是可以自由转换的，那上面的代码是不是就可打印出两个相等的值呢？让事实说话，运行结果如下：

false

false

false

竟然是3个false，也就是说两个值之间不等，也没大小关系，这也太奇怪了吧。不奇怪，我们来一一解释。

i==j

在Java中“==”是用来判断两个操作数是否有相等关系的，如果是基本类型则判断值是否相等，如果是对象则判断是否是一个对象的两个引用，也就是地址是否相等，这里很明显是两个对象，两个地址，不可能相等。

i＞j和i＜j

在Java中，“＞”和“＜”用来判断两个数字类型的大小关系，注意只能是数字型的判断，对于Integer包装类型，是根据其intValue（）方法的返回值（也就是其相应的基本类型）进行比较的（其他包装类型是根据相应的value值来比较的，如doubleValue、floatValue等），那很显然，两者不可能有大小关系的。

问题清楚了，修改总是比较容易的，直接使用Integer实例的compareTo方法即可。但是这类问题的产生更应该说是习惯问题，只要是两个对象之间的比较就应该采用相应的方法，而不是通过Java的默认机制来处理，除非你确定对此非常了解。

**建议28：优先使用整型池**

上一建议我们解释了包装对象的比较问题，本建议将继续深入讨论相关问题，首先看如下代码：

public static void main（String[]args）{

Scanner input=new Scanner（System.in）；

while（input.hasNextInt（））{

int ii=input.nextInt（）；

System.out.println（"\n===="+ii+"的相等判断======"）；

//两个通过new产生的Integer对象

Integer i=new Integer（ii）；

Integer j=new Integer（ii）；

System.out.println（"new产生的对象："+（i==j））；

//基本类型转为包装类型后比较

i=ii；

j=ii；

System.out.println（"基本类型转换的对象："+（i==j））；

//通过静态方法生成一个实例

i=Integer.valueOf（ii）；

j=Integer.valueOf（ii）；

System.out.println（"valueOf产生的对象："+（i==j））；

}

}

输入多个数字，然后按照3种不同的方式产生Integer对象，判断其是否相等，注意这里使用了“==”，这说明判断的不是同一个对象。我们输入三个数字127、128、555，结果如下：

====127的相等判断======

new产生的对象：false

基本类型转换的对象：true

valueOf产生的对象：true

====128的相等判断======

new产生的对象：false

基本类型转换的对象：false

valueOf产生的对象：false

====555的相等判断======

new产生的对象：false

基本类型转换的对象：false

valueOf产生的对象：false

很不可思议呀，数字127的比较结果竟然与其他两个数字不同，它的装箱动作所产生的对象竟然是同一个对象，valueOf产生的也是同一个对象，但是大于127的数字128和555在比较过程中所产生的却不是同一个对象，这是为什么？我们一个一个来解释。

（1）new产生的Integer对象

new声明的就是要生成一个新的对象，没二话，这是两个对象，地址肯定不等，比较结果为false。

（2）装箱生成的对象

对于这一点，首先要说明的是装箱动作是通过valueOf方法实现的，也就是说后两个算法是相同的，那结果肯定也是一样的，现在的问题是：valueOf是如何生成对象的呢？我们来阅读一下Integer.valueOf的实现代码：

public static Integer valueOf（int i）{

final int offset=128；

if（i＞=-128＆＆i＜=127）{//must cache

return IntegerCache.cache[i+offset]；

}

return new Integer（i）；

}

这段代码的意思已经很明了了，如果是-128到127之间的int类型转换为Integer对象，则直接从cache数组中获得，那cache数组里是什么东西，代码如下：

static final Integer cache[]=new Integer[-（-128）+127+1]；

static{

for（int i=0；i＜cache.length；i++）

cache[i]=new Integer（i-128）；

}

cache是IntegerCache内部类的一个静态数组，容纳的是-128到127之间的Integer对象。通过valueOf产生包装对象时，如果int参数在-128和127之间，则直接从整型池中获得对象，不在该范围的int类型则通过new生成包装对象。

明白了这一点，要理解上面的输出结果就迎刃而解了，127的包装对象是直接从整型池中获得的，不管你输入多少次127这个数字，获得的对象都是同一个，那地址当然都是相等的。而128、555超出了整型池范围，是通过new产生一个新的对象，地址不同，当然也就不相等了。

以上的解释也是整型池的原理，整型池的存在不仅仅提高了系统性能，同时也节约了内存空间，这也是我们使用整型池的原因，也就是在声明包装对象的时候使用valueOf生成，而不是通过构造函数来生成的原因。顺便提醒大家，在判断对象是否相等的时候，最好是用equals方法，避免用“==”产生非预期结果。

注意　通过包装类的valueOf生成包装实例可以显著提高空间和时间性能。

**建议29：优先选择基本类型**

包装类型是一个类，它提供了诸如构造方法、类型转换、比较等非常实用的功能，而且在Java 5之后又实现了与基本类型之间的自动转换，这使包装类型如虎添翼，更是应用广泛了，在开发中包装类型已经随处可见，但无论是从安全性、性能方面来说，还是从稳定性方面来说，基本类型都是首选方案。我们来看一段代码：

public class Client{

public static void main（String[]args）{

Client cilent=new Client（）；

int i=140；

//分别传递int类型和Integer类型

cilent.f（i）；

cilent.f（Integer.valueOf（i））；

}

public void f（long a）{

System.out.println（"基本类型的方法被调用"）；

}

public void f（Long a）{

System.out.println（"包装类型的方法被调用"）；

}

}

在上面的程序中首先声明了一个int变量i，然后加宽转变成long型，再调用f（）方法，分别传递int和long的基本类型和包装类型，诸位想想该程序是否能够编译？如果能编译输出结果又是什么呢？

首先，这段程序绝对是能够编译的。不过，说不能编译的同学还是很动了一番脑筋的，只是还欠缺点火候，你可能会猜测以下这些地方不能编译：

f（）方法重载有问题。定义的两个f（）方法实现了重载，一个形参是基本类型，一个形参是包装类型，这类重载很正常。虽然基本类型和包装类型有自动装箱、自动拆箱的功能，但并不影响它们的重载，自动拆箱（装箱）只有在赋值时才会发生，和重载没有关系。

cilent. f（i）报错。i是int类型，传递到fun（long l）是没有任何问题的，编译器会自动把i的类型加宽，并将其转变为long型，这是基本类型的转换规则，也没有任何问题。

cilent. f（Integer.valueOf（i））报错。代码中没有f（Integer i）方法，不可能接收一个Integer类型的参数，而且Integer和Long两个包装类型是兄弟关系，不是继承关系，那就是说肯定编译失败了？不，编译是成功的，稍后再解释为什么这里编译成功。

既然编译通过了，我们来看一下输出：

基本类型的方法被调用

基本类型的方法被调用

cilent. f（i）的输出是正常的，我们已经解释过了。那第二个输出就让人很困惑了，为什么会调用f（long a）方法呢？这是因为自动装箱有一个重要的原则：基本类型可以先加宽，再转变成宽类型的包装类型，但不能直接转变成宽类型的包装类型。这句话比较拗口，简单地说就是，int可以加宽转变成long，然后再转变成Long对象，但不能直接转变成包装类型，注意这里指的都是自动转换，不是通过构造函数生成。为了解释这个原则，我们再来看一个例子：

public class Client{

public static void main（String[]args）{

int i=100；

f（i）；

}

public static void f（Long l）{

}

}

这段程序编译是通不过的，因为i是一个int类型，不能自动转变为Long型。但是修改成以下代码就可以编译通过了：

public static void main（String[]args）{

int i=100；

long l=（long）i；

f（l）；

}

这就是int先加宽转变为long型，然后自动转换成Long型。规则说明白了，我们继续来看f（Integer.valueOf（i））是如何调用的，Integer.valueOf（i）返回的是一个Integer对象，这没错，但是Integer和int是可以互相转换的。没有f（Integer i）方法？没关系，编译器会尝试转换成int类型的实参调用，OK，这次成功了，与f（i）相同了，于是乎被加宽转变成long型—结果也很明显了。整个f（Integer.valueOf（i））的执行过程是这样的：

i通过valueOf方法包装成一个Integer对象。

由于没有f（Integer i）方法，编译器“聪明”地把Integer对象转换成int。

int自动拓宽为long，编译结束。

使用包装类型确实有方便的地方，但是也会引起一些不必要的困惑，比如我们这个例子，如果f（）的两个重载方法使用的是基本类型，而且实参也是基本类型，就不会产生以上问题，而且程序的可读性更强。自动装箱（拆箱）虽然很方便，但引起的问题也非常严重—我们甚至都不知道执行的是哪个方法。

注意　重申，基本类型优先考虑。

**建议30：不要随便设置随机种子**

随机数在太多的地方使用了，比如加密、混淆数据等，我们使用随机数是期望获得一个唯一的、不可仿造的数字，以避免产生相同的业务数据造成混乱。在Java项目中通常是通过Math.random方法和Random类来获得随机数的，我们来看一段代码：

public class Client{

public static void main（String[]args）{

Random r=new Random（）；

for（int i=1；i＜4；i++）{

System.out.println（"第"+i+"次："+r.nextInt（））；

}

}

}

代码很简单，我们一般都是这样获得随机数的，运行此程序可知：三次打印的随机数都不相同，即使多次运行结果也不同，这也正是我们想要随机数的原因。我们再来看下面的程序：

public class Client{

public static void main（String[]args）{

Random r=new Random（1000）；

for（int i=1；i＜4；i++）{

System.out.println（"第"+i+"次："+r.nextInt（））；

}

}

}

上面使用了Random的有参构造，运行结果如下：

第1次：-498702880

第2次：-858606152

第3次：1942818232

计算机不同输出的随机数也不同，但是有一点是相同的：在同一台机器上，甭管运行多少次，所打印的随机数都是相同的，也就是说第一次运行，会打印出这三个随机数，第二次运行还是打印出这三个随机数，只要是在同一台硬件机器上，就永远都会打印出相同的随机数，似乎随机数不随机了，问题何在？

那是因为产生随机数的种子被固定了，在Java中，随机数的产生取决于种子，随机数和种子之间的关系遵从以下两个规则：

种子不同，产生不同的随机数。

种子相同，即使实例不同也产生相同的随机数。

看完上面两个规则，我们再来看这个例子，会发现问题就出在有参构造上，Random类的默认种子（无参构造）是System.nanoTime（）的返回值（JDK 1.5版本以前默认种子是System.currentTimeMillis（）的返回值），注意这个值是距离某一个固定时间点的纳秒数，不同的操作系统和硬件有不同的固定时间点，也就是说不同的操作系统其纳秒值是不同的，而同一个操作系统纳秒值也会不同，随机数自然也就不同了。（顺便说下，System.nanoTime不能用于计算日期，那是因为“固定”的时间点是不确定的，纳秒值甚至可能是负值，这点与System.currentTimeMillis不同。）

new Random（1000）显式地设置了随机种子为1000，运行多次，虽然实例不同，但都会获得相同的三个随机数。所以，除非必要，否则不要设置随机种子。

顺便提一下，在Java中有两种方法可以获得不同的随机数：通过java.util.Random类获得随机数的原理和Math.random方法相同，Math.random（）方法也是通过生成一个Random类的实例，然后委托nextDouble（）方法的，两者是殊途同归，没有差别。

注意　若非必要，不要设置随机数种子。
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类、对象及方法**

书读得多而不思考，你会觉得自己知道的很多。

书读得多而思考，你会觉得自己不懂的越来越多。

——伏尔泰

在面向对象编程（Object-Oriented Programming, OOP）的世界里，类和对象是真实世界的描述工具，方法是行为和动作的展示形式，封装、继承、多态则是其多姿多彩的主要实现方式，如此，OOP才会像现在这样繁荣昌盛、欣欣向荣。

本章主要讲述关于Java类、对象、方法的种种规则、限制及建议，让读者在面向对象编程的世界中走得更远，飞得更高。

**建议31：在接口中不要存在实现代码**

看到这样的标题读者可能会纳闷：接口中有实现代码？这怎么可能呢？确实，接口中可以声明常量，声明抽象方法，也可以继承父接口，但就是不能有具体实现，因为接口是一种契约（Contract），是一种框架性协议，这表明它的实现类都是同一种类型，或者是具备相似特征的一个集合体。对于一般程序，接口确实没有任何实现，但是在那些特殊的程序中就例外了，阅读如下代码：

public class Client{

public static void main（String[]args）{

//调用接口的实现

B.s.doSomething（）；

}

}

//在接口中存在实现代码

interface B{

public static fnal S s=new S（）{

public void doSomething（）{

System.out.println（"我在接口中实现了"）；

}

}；

}

//被实现的接口

interface S{

public void doSomething（）；

}

仔细看main方法，注意那个B接口。它调用了接口常量，在没有任何显式实现类的情况下，它竟然打印出了结果，那B接口中的s常量（接口是S）是在什么地方被实现的呢？答案是在B接口中。

在B接口中声明了一个静态常量s，其值是一个匿名内部类（Anonymous Inner Class）的实例对象，就是该匿名内部类（当然，可以不用匿名，直接在接口中实现内部类也是允许的）实现了S接口。你看，在接口中存在着实现代码吧！

这确实很好，很强大，但是在一般的项目中，此类代码是严禁出现的，原因很简单：这是一种不好的编码习惯，接口是用来干什么的？接口是一个契约，不仅仅约束着实现者，同时也是一个保证，保证提供的服务（常量、方法）是稳定、可靠的，如果把实现代码写到接口中，那接口就绑定了可能变化的因素，这就会导致实现不再稳定和可靠，是随时都可能被抛弃、被更改、被重构的。所以，接口中虽然可以有实现，但应避免使用。

注意　接口中不能存在实现代码。

**建议32：静态变量一定要先声明后赋值**

这标题看着让人很纳闷，什么叫做变量一定要先声明后赋值？Java中的变量不都是先声明后使用的吗？难道还能先使用后声明？能不能暂且不说，我们先来看一个例子，代码如下：

public class Client{

public static int i=1；

static{

i=100；

}

public static void main（String[]args）{

System.out.println（i）；

}

}

这段程序很简单，输出100嘛！对，确实是100，我们再稍稍修改一下，代码如下：

public class Client{

static{

i=100；

}

public static int i=1；

public static void main（String[]args）{

System.out.println（i）；

}

}

注意，变量i的声明和赋值调换了位置，现在的问题是：这段程序能否编译？如果可以编译那输出是多少？还要注意：这个变量i可是先使用（也就是赋值）后声明的。

答案是：可以编译，没有任何问题，输出是1。对，你没有看错，输出确实是1，而不是100。仅仅调换了一下位置，输出就变了，而且变量i还真是先使用后声明的，难道这世界真的颠倒了？

这要从静态变量的诞生说起了，静态变量是类加载时被分配到数据区（Data Area）的，它在内存中只有一个拷贝，不会被分配多次，其后的所有赋值操作都是值改变，地址则保持不变。我们知道JVM初始化变量是先声明空间，然后再赋值的，也就是说：

int i=100；

在JVM中是分开执行，等价于：

int i；//分配地址空间

i=100；//赋值

静态变量是在类初始化时首先被加载的，JVM会去查找类中所有的静态声明，然后分配空间，注意这时候只是完成了地址空间的分配，还没有赋值，之后JVM会根据类中静态赋值（包括静态类赋值和静态块赋值）的先后顺序来执行。对于程序来说，就是先声明了int类型的地址空间，并把地址传递给了i，然后按照类中的先后顺序执行赋值动作，首先执行静态块中i=100，接着执行i=1，那最后的结果就是i=1了。

哦，如此而已，那再问一个问题：如果有多个静态块对i继续赋值呢？i当然还是等于1了，谁的位置最靠后谁有最终的决定权。

有些程序员喜欢把变量定义放到类的底部，如果这是实例变量还好说，没有任何问题，但如果是静态变量，而且还在静态块中进行了赋值，那这结果可就和你期望的不一样了，所以遵循Java通用的开发规范“变量先声明后使用”是一个良好的编码风格。

注意　再次重申变量要先声明后使用，这不是一句废话。

**建议33：不要覆写静态方法**

我们知道在Java中可以通过覆写（Override）来增强或减弱父类的方法和行为，但覆写是针对非静态方法（也叫做实例方法，只有生成实例才能调用的方法）的，不能针对静态方法（static修饰的方法，也叫做类方法），为什么呢？我们先看一个例子，代码如下：

public class Client{

public static void main（String[]args）{

Base base=new Sub（）；

//调用非静态方法

base.doAnything（）；

//调用静态方法

base.doSomething（）；

}

}

class Base{

//父类静态方法

public static void doSomething（）{

System.out.println（"我是父类静态方法"）；

}

//父类非静态方法

public void doAnything（）{

System.out.println（"我是父类非静态方法"）；

}

}

class Sub extends Base{

//子类同名、同参数的静态方法

public static void doSomething（）{

System.out.println（"我是子类静态方法"）；

}

//覆写父类的非静态方法

@Override

public void doAnything（）{

System.out.println（"我是子类非静态方法"）；

}

}

注意看程序，子类的doAnything方法覆写了父类方法，这没有任何问题，那doSomething方法呢？它与父类的方法名相同，输入、输出也相同，按道理来说应该是覆写，不过到底是不是覆写呢？我们先看输出结果：

我是子类非静态方法

我是父类静态方法

这个结果很让人困惑，同样是调用子类方法，一个执行了子类方法，一个执行了父类方法，两者的差别仅仅是有无static修饰，却得到不同的输出结果，原因何在呢？

我们知道一个实例对象有两个类型：表面类型（Apparent Type）和实际类型（Actual Type），表面类型是声明时的类型，实际类型是对象产生时的类型，比如我们例子，变量base的表面类型是Base，实际类型是Sub。对于非静态方法，它是根据对象的实际类型来执行的，也就是执行了Sub类中的doAnything方法。而对于静态方法来说就比较特殊了，首先静态方法不依赖实例对象，它是通过类名访问的；其次，可以通过对象访问静态方法，如果是通过对象调用静态方法，JVM则会通过对象的表面类型查找到静态方法的入口，继而执行之。因此上面的程序打印出“我是父类静态方法”，也就不足为奇了。

在子类中构建与父类相同的方法名、输入参数、输出参数、访问权限（权限可以扩大），并且父类、子类都是静态方法，此种行为叫做隐藏（Hide），它与覆写有两点不同：

表现形式不同。隐藏用于静态方法，覆写用于非静态方法。在代码上的表现是：@Override注解可以用于覆写，不能用于隐藏。

职责不同。隐藏的目的是为了抛弃父类静态方法，重现子类方法，例如我们的例子，Sub.doSomething的出现是为了遮盖父类的Base.doSomething方法，也就是期望父类的静态方法不要破坏子类的业务行为；而覆写则是将父类的行为增强或减弱，延续父类的职责。

解释了这么多，我们回头看一下本建议的标题：静态方法不能覆写，可以再续上一句话，虽然不能覆写，但是可以隐藏。顺便说一下，通过实例对象访问静态方法或静态属性不是好习惯，它给代码带来了“坏味道”，建议读者阅之戒之。

**建议34：构造函数尽量简化**

我们知道在通过new关键字生成对象时必然会调用构造函数，构造函数的简繁情况会直接影响实例对象的创建是否繁琐。在项目开发中，我们一般都会制订构造函数尽量简单，尽可能不抛异常，尽量不做复杂算法等规范，那如果一个构造函数确实复杂了会怎么样？我们来看一段代码：

public class Client{

public static void main（String[]args）{

Server s=new SimpleServer（1000）；

}

}

//定义一个服务

abstract class Server{

public final static int DEFAULT\_PORT=40000；

public Server（）{

//获得子类提供的端口号

int port=getPort（）；

System.out.println（"端口号："+port）；

/\*进行监听动作\*/

}

//由子类提供端口号，并做可用性检查

protected abstract int getPort（）；

}

class SimpleServer extends Server{

private int port=100；

//初始化传递一个端口号

public SimpleServer（int\_port）{

port=\_port；

}

//检查端口号是否有效，无效则使用默认端口，这里使用随机数模拟

@Override

protected int getPort（）{

return Math.random（）＞0.5?port：DEFAULT\_PORT；

}

}

该代码是一个服务类的简单模拟程序，Server类实现了服务器的创建逻辑，子类只要在生成实例对象时传递一个端口号即可创建一个监听该端口的服务，该代码的意图如下：

通过SimpleServer的构造函数接收端口参数。

子类的构造函数默认调用父类的构造函数。

父类构造函数调用子类的getPort方法获得端口号。

父类构造函数建立端口监听机制。

对象创建完毕，服务监听启动，正常运行。

貌似很合理，再仔细看看代码，确实也和我们的意图相吻合，那我们尝试多次运行看看，输出结果要么是“端口号：40000”，要么是“端口号：0”，永远不会出现“端口号：100”或是“端口号：1000”，这就奇怪了，40000还好说，但那个0是怎么冒出来的呢？代码在什么地方出现问题了？

要解释这个问题，我们首先要说说子类是如何实例化的。子类实例化时，会首先初始化父类（注意这里是初始化，可不是生成父类对象），也就是初始化父类的变量，调用父类的构造函数，然后才会初始化子类的变量，调用子类自己的构造函数，最后生成一个实例对象。了解了相关知识，我们再来看上面的程序，其执行过程如下：

子类SimpleServer的构造函数接收int类型的参数：1000。

父类初始化常变量，也就是DEFAULT\_PORT初始化，并设置为40000。

执行父类无参构造函数，也就是子类的有参构造中默认包含了super（）方法。

父类无参构造函数执行到“int port=getPort（）”方法，调用子类的getPort方法实现。

子类的getPort方法返回port值（注意，此时port变量还没有赋值，是0）或DEFAULT\_PORT（此时已经是40000）了。

父类初始化完毕，开始初始化子类的实例变量，port赋值100。

执行子类构造函数，port被重新赋值为1000。

子类SimpleServer实例化结束，对象创建完毕。

终于清楚了，在类初始化时getPort方法返回的port值还没有赋值，port只是获得了默认初始值（int类的实例变量默认初始值是0），因此Server永远监听的是40000端口了（0端口是没有意义的）。这个问题的产生从浅处说是由类元素初始化顺序导致的，从深处说是因为构造函数太复杂而引起的。构造函数用作初始化变量，声明实例的上下文，这都是简单的实现，没有任何问题，但我们的例子却实现了一个复杂的逻辑，而这放在构造函数里就不合适了。

问题知道了，修改也很简单，把父类的无参构造函数中的所有实现都移动到一个叫做start的方法中，将SimpleServer类初始化完毕，再调用其start方法即可实现服务器的启动工作，简洁而又直观，这也是大部分JEE服务器的实现方式。

注意　构造函数简化，再简化，应该达到“一眼洞穿”的境界。

**建议35：避免在构造函数中初始化其他类**

构造函数是一个类初始化必须执行的代码，它决定着类的初始化效率，如果构造函数比较复杂，而且还关联了其他类，则可能产生意想不到的问题，我们来看如下代码：

public class Client{

public static void main（String[]args）{

Son s=new Son（）；

s.doSomething（）；

}

}

//父类

class Father{

Father（）{

new Other（）；

}

}//子类

class Son extends Father{

public void doSomething（）{

System.out.println（"Hi, show me something"）；

}

}

//相关类

class Other{

public Other（）{

new Son（）；

}

}

这段代码并不复杂，只是在构造函数中初始化了其他类，想想看这段代码的运行结果是什么？是打印“Hi, show me something”吗？

答案是这段代码不能运行，报StackOverflowError异常，栈（Stack）内存溢出。这是因为声明s变量时，调用了Son的无参构造函数，JVM又默认调用了父类Father的无参构造函数，接着Father类又初始化了Other类，而Other类又调用了Son类，于是一个死循环就诞生了，直到栈内存被消耗完毕为止。

可能有读者会觉得这样的场景不可能在开发中出现，那我们来思考这样的场景：Father是由框架提供的，Son类是我们自己编写的扩展代码，而Other类则是框架要求的拦截类（Interceptor类或者Handle类或者Hook方法），再来看看该问题，这种场景不可能出现吗？

那有读者可能要说了，这种问题只要系统一运行就会发现，不可能对项目产生影响。

那是因为我们在这里展示的代码比较简单，很容易一眼洞穿，一个项目中的构造函数可不止一两个，类之间的关系也不会这么简单的，要想瞥一眼就能明白是否有缺陷这对所有人员来说都是不可能完成的任务，解决此类问题的最好办法就是：不要在构造函数中声明初始化其他类，养成良好的习惯。

**建议36：使用构造代码块精炼程序**

什么叫代码块（Code Block）？用大括号把多行代码封装在一起，形成一个独立的数据体，实现特定算法的代码集合即为代码块，一般来说代码块是不能单独运行的，必须要有运行主体。在Java中一共有四种类型的代码块：

（1）普通代码块

就是在方法后面使用“{}”括起来的代码片段，它不能单独执行，必须通过方法名调用执行。

（2）静态代码块

在类中使用static修饰，并使用“{}”括起来的代码片段，用于静态变量的初始化或对象创建前的环境初始化。

（3）同步代码块

使用synchronized关键字修饰，并使用“{}”括起来的代码片段，它表示同一时间只能有一个线程进入到该方法块中，是一种多线程保护机制。

（4）构造代码块

在类中没有任何的前缀或后缀，并使用“{}”括起来的代码片段。

我们知道，一个类至少有一个构造函数（如果没有，编译器会无私地为其创建一个无参构造函数），构造函数是在对象生成时调用的，那现在的问题来了：构造函数和构造代码块是什么关系？构造代码块是在什么时候执行的？在回答这个问题之前，我们先来看看编译器是如何处理构造代码块的，看如下代码：

public class Client{

{

//构造代码块

System.out.println（"执行构造代码块"）；

}

public Client（）{

System.out.println（"执行无参构造"）；

}

public Client（String\_str）{

System.out.println（"执行有参构造"）；

}

}

这是一段非常简单的代码，它包含了构造代码块、无参构造、有参构造，我们知道代码块不具有独立执行的能力，那么编译器是如何处理构造代码块呢？很简单，编译器会把构造代码块插入到每个构造函数的最前端，上面的代码与如下代码等价：

public class Client{

public Client（）{

System.out.println（"执行构造代码块"）；

System.out.println（"执行无参构造"）；

}

public Client（String\_str）{

System.out.println（"执行构造代码块"）；

System.out.println（"执行有参构造"）；

}

}

每个构造函数的最前端都被插入了构造代码块，很显然，在通过new关键字生成一个实例时会先执行构造代码块，然后再执行其他代码，也就是说：构造代码块会在每个构造函数内首先执行（需要注意的是：构造代码块不是在构造函数之前运行的，它依托于构造函数的执行），明白了这一点，我们就可以把构造代码块应用到如下场景中：

（1）初始化实例变量（Instance Variable）

如果每个构造函数都要初始化变量，可以通过构造代码块来实现。当然也可以通过定义一个方法，然后在每个构造函数中调用该方法来实现，没错，可以解决，但是要在每个构造函数中都调用该方法，而这就是其缺点，若采用构造代码块的方式则不用定义和调用，会直接由编译器写入到每个构造函数中，这才是解决此类问题的绝佳方式。

（2）初始化实例环境

一个对象必须在适当的场景下才能存在，如果没有适当的场景，则就需要在创建对象时创建此场景，例如在JEE开发中，要产生HTTP Request必须首先建立HTTP Session，在创建HTTP Request时就可以通过构造代码块来检查HTTP Session是否已经存在，不存在则创建之。

以上两个场景利用了构造代码块的两个特性：在每个构造函数中都运行和在构造函数中它会首先运行。很好地利用构造代码块的这两个特性不仅可以减少代码量，还可以让程序更容易阅读，特别是当所有的构造函数都要实现逻辑，而且这部分逻辑又很复杂时，这时就可以通过编写多个构造代码块来实现。每个代码块完成不同的业务逻辑（当然了，构造函数尽量简单，这是基本原则），按照业务顺序依次存放，这样在创建实例对象时JVM也就会按照顺序依次执行，实现复杂对象的模块化创建。

**建议37：构造代码块会想你所想**

上一个建议中我们提议使用构造代码块来简化代码，并且也了解到编译器会自动把构造代码块插入到各个构造函数中，那我们接下来看看编译器是不是足够聪明，能够为我们解决真实的开发问题。有这样一个案例：统计一个类的实例数量。可能你要说了，这很简单，在每个构造函数中加入一个对象计数器不就解决问题了吗？或者使用我们上一个建议介绍的，使用构造代码块也可以。确实如此，我们来看如下代码是否可行：

public class Client{

public static void main（String[]args）{

new Base（）；

new Base（""）；

new Base（0）；

System.out.println（"实例对象数量："+Base.getNumOfObjects（））；

}

}

class Base{

//对象计数器

private static int numOfObjects=0；

{

//构造代码块，计算产生对象数量

numOfObjects++；

}

public Base（）{

}

//有参构造调用无参构造

public Base（String\_str）{

this（）；

}

//有参构造不调用其他构造

public Base（int\_i）{

}

//返回在一个JVM中，创建了多少个实例对象

public static int getNumOfObjects（）{

return numOfObjects；

}

}

这段代码是可行的吗？能计算出实例对象的数量吗？哎，好像不对呀，如果编译器把构造代码块插入到各个构造函数中，那带有String形参的构造函数可就有问题，它会调用无参构造，那通过它生成Base对象时就会执行两次构造代码块：一次是由无参构造函数调用构造代码块，一次是执行自身的构造代码块，这样的话计算可就不准确了，main函数实际在内存中产生了3个对象，但结果却会是4。不过真是这样的吗？Are you sure？我们运行一下看看结果：

实例对象数量：3

非常遗憾，你错了，实例对象的数量还是3，程序没有任何问题。奇怪吗？不奇怪，上一个建议是说编译器会把构造代码块插入到每一个构造函数中，但是有一个例外的情况没有说明：如果遇到this关键字（也就是构造函数调用自身其他的构造函数时）则不插入构造代码块，对于我们的例子来说，编译器在编译时发现String形参的构造函数调用了无参构造，于是放弃插入构造代码块，所以只执行了一次构造代码块—结果就是如此。

那Java编译器为什么会这么聪明呢？这还要从构造代码块的诞生说起，构造代码块是为了提取构造函数的共同量，减少各个构造函数的代码而产生的，因此，Java就很聪明地认为把代码块插入到没有this方法的构造函数中即可，而调用其他构造函数的则不插入，确保每个构造函数只执行一次构造代码块。

还有一点需要说明，读者千万不要以为this是特殊情况，那super也会类似处理了。其实不会，在构造代码块的处理上，super方法没有任何特殊的地方，编译器只是把构造代码块插入到super方法之后执行而已，仅此不同。

注意　放心地使用构造代码块吧，Java已经想你所想了。

**建议38：使用静态内部类提高封装性**

Java中的嵌套类（Nested Class）分为两种：静态内部类（也叫静态嵌套类，Static Nested Class）和内部类（Inner Class）。内部类我们介绍过很多了，现在来看看静态内部类。什么是静态内部类呢？是内部类，并且是静态（static修饰）的即为静态内部类。只有在是静态内部类的情况下才能把static修复符放在类前，其他任何时候static都是不能修饰类的。

静态内部类的形式很好理解，但是为什么需要静态内部类呢？那是因为静态内部类有两个优点：加强了类的封装性和提高了代码的可读性，我们通过一段代码来解释这两个优点，如下所示：

public class Person{

//姓名

private String name；

//家庭

private Home home；

//构造函数设置属性值

public Person（String\_name）{

name=\_name；

}

/\*home、name的getter/setter方法省略\*/

public static class Home{

//家庭地址

private String address；

//家庭电话

private String tel；

public Home（String\_address, String\_tel）{

address=\_address；

tel=\_tel；

}

/\*address、tel的getter/setter方法省略\*/

}

}

其中，Person类中定义了一个静态内部类Home，它表示的意思是“人的家庭信息”，由于Home类封装了家庭信息，不用在Person类中再定义homeAddre、homeTel等属性，这就使封装性提高了。同时我们仅仅通过代码就可以分析出Person和Home之间的强关联关系，也就是说语义增强了，可读性提高了。所以在使用时就会非常清楚它要表达的含义：

public static void main（String[]args）{

//定义张三这个人

Person p=new Person（"张三"）；

//设置张三的家庭信息

p.setHome（new Person.Home（"上海"，"021"））；

}

定义张三这个人，然后通过Person.Home类设置张三的家庭信息，这是不是就和我们真实世界的情形相同了？先登记人的主要信息，然后登记人员的分类信息。可能你又要问了，这和我们一般定义的类有什么区别呢？又有什么吸引人的地方呢？如下所示：

提高封装性。从代码位置上来讲，静态内部类放置在外部类内，其代码层意义就是：静态内部类是外部类的子行为或子属性，两者直接保持着一定的关系，比如在我们的例子中，看到Home类就知道它是Person的Home信息。

提高代码的可读性。相关联的代码放在一起，可读性当然提高了。

形似内部，神似外部。静态内部类虽然存在于外部类内，而且编译后的类文件名也包含外部类（格式是：外部类+$+内部类），但是它可以脱离外部类存在，也就是说我们仍然可以通过new Home（）声明一个Home对象，只是需要导入“Person.Home”而已。

解释了这么多，读者可能会觉得外部类和静态内部类之间是组合关系（Composition）了，这是错误的，外部类和静态内部类之间有强关联关系，这仅仅表现在“字面”上，而深层次的抽象意义则依赖于类的设计。

那静态内部类与普通内部类有什么区别呢？问得好，区别如下：

（1）静态内部类不持有外部类的引用

在普通内部类中，我们可以直接访问外部类的属性、方法，即使是private类型也可以访问，这是因为内部类持有一个外部类的引用，可以自由访问。而静态内部类，则只可以访问外部类的静态方法和静态属性（如果是private权限也能访问，这是由其代码位置所决定的），其他则不能访问。

（2）静态内部类不依赖外部类

普通内部类与外部类之间是相互依赖的关系，内部类实例不能脱离外部类实例，也就是说它们会同生同死，一起声明，一起被垃圾回收器回收。而静态内部类是可以独立存在的，即使外部类消亡了，静态内部类还是可以存在的。

（3）普通内部类不能声明static的方法和变量

普通内部类不能声明static的方法和变量，注意这里说的是变量，常量（也就是final static修饰的属性）还是可以的，而静态内部类形似外部类，没有任何限制。

**建议39：使用匿名类的构造函数**

阅读如下代码，看看是否可以编译：

public static void main（String[]args）{

List l1=new ArrayList（）；

List l2=new ArrayList（）{}；

List l3=new ArrayList（）{{}}；

System.out.println（l1.getClass（）==l2.getClass（））；

System.out.println（l2.getClass（）==l3.getClass（））；

System.out.println（l1.getClass（）==l3.getClass（））；

}

注意ArrayList后面的不同点：l1变量后面什么都没有，l2后面有一对{}，l3后面有2对嵌套的{}，这段程序能不能编译呢？若能编译，那输出是多少呢？

答案是能编译，输出的是3个false。l1很容易解释，就是声明了ArrayList的实例对象，那l2和l3代表的是什么呢？

（1）l2=new ArrayList（）{}

l2代表的是一个匿名类的声明和赋值，它定义了一个继承于ArrayList的匿名类，只是没有任何的覆写方法而已，其代码类似于：

//定义一个继承ArrayList的内部类

class Sub extends ArrayList{

}

//声明和赋值

List l2=new Sub（）；

（2）l3=new ArrayList（）{{}}

这个语句就有点怪了，还带了两对大括号，我们分开来解释就会明白了，这也是一个匿名类的定义，它的代码类似于：

//定义一个继承ArrayList的内部类

class Sub extends ArrayList{

{

//初始化块

}

}

//声明和赋值

List l3=new Sub（）；

看到了吧，就是多了一个初始化块而已，起到构造函数的功能。我们知道一个类肯定有一个构造函数，且构造函数的名称和类名相同，那问题来了：匿名类的构造函数是什么呢？它没有名字呀！很显然，初始化块就是它的构造函数。当然，一个类中的构造函数块可以是多个，也就是说可以出现如下代码：

List l3=new ArrayList（）{{}{}{}{}{}}；

上面的代码是正确无误，没有任何问题的。现在清楚了：匿名函数虽然没有名字，但也是可以有构造函数的，它用构造函数块来代替，那上面的3个输出就很清楚了：虽然父类相同，但是类还是不同的。

**建议40：匿名类的构造函数很特殊**

在上一个建议中我们讲到匿名类虽然没有名字，但可以有一个初始化块来充当构造函数，那这个构造函数是否就和普通的构造函数完全一样呢？我们来看一个例子，设计一个计算器，进行加减乘除运算，代码如下：

//定义一个枚举，限定操作符

enum Ops{ADD, SUB}

class Calculator{

private int i, j，result；

//无参构造

public Calculator（）{}

//有参构造

public Calculator（int\_i, int\_j）{

i=\_i；

j=\_j；

}

//设置符号，是加法运算还是减法运算

protected void setOperator（Ops\_op）{

result=\_op.equals（Ops.ADD）?i+j：i-j；

}

//取得运算结果

public int getResult（）{

return result；

}

}

代码的意图是，通过构造函数输入两个int类型的数字，然后根据设置的操作符（加法还是减法）进行计算，编写一个客户端调用：

public static void main（String[]args）{

Calculator c1=new Calculator（1，2）{

{

setOperator（Ops.ADD）；

}

}；

System.out.println（c1.getResult（））；

}

这段匿名类的代码非常清晰：接收两个参数1和2，然后设置一个操作符号，计算其值，结果是3，这毫无疑问，但是这中间隐藏着一个问题：带有参数的匿名类声明时到底是调用的哪一个构造函数呢？我们把这段程序模拟一下：

//加法计算

class Add extends Calculator{

{

setOperator（Ops.ADD）；

}

//覆写父类的构造方法

public Add（int\_i, int\_j）{

}

}

匿名类和这个Add类是等价的吗？可能有人会说：上面只是把匿名类增加了一个名字，其他的都没有改动，那肯定是等价的啦！毫无疑问！那好，你再写个客户端调用Add类的方法看看。是不是输出结果为0（为什么是0？这很容易，有参构造没有赋值）。这说明两者不等价，不过，原因何在呢？

原来是因为匿名类的构造函数特殊处理机制，一般类（也就是具有显式名字的类）的所有构造函数默认都是调用父类的无参构造的，而匿名类因为没有名字，只能由构造代码块代替，也就无所谓的有参和无参构造函数了，它在初始化时直接调用了父类的同参数构造，然后再调用了自己的构造代码块，也就是说上面的匿名类与下面的代码是等价的：

//加法计算

class Add extends Calculator{

{

setOperator（Ops.ADD）；

}

//覆写父类的构造方法

public Add（int\_i, int\_j）{

super（\_i，\_j）；

}

}

它首先会调用父类有两个参数的构造函数，而不是无参构造，这是匿名类的构造函数与普通类的差别，但是这一点也确实鲜有人细细琢磨，因为它的处理机制符合习惯呀，我传递两个参数，就是希望先调用父类有两个参数的构造，然后再执行我自己的构造函数，而Java的处理机制也正是如此处理的！

**建议41：让多重继承成为现实**

在Java中一个类可以多重实现，但不能多重继承，也就是说一个类能够同时实现多个接口，但不能同时继承多个类。但有时候我们确实需要继承多个类，比如希望拥有两个类的行为功能，就很难使用单继承来解决问题了（当然，使用多层继承是可以解决的）。幸运的是Java中提供的内部类可以曲折地解决此问题，我们来看一个案例，定义一个父亲、母亲接口，描述父亲强壮、母亲温柔的理想情形，代码如下：

//父亲

interface Father{

public int strong（）；

}

//母亲

interface Mother{

public int kind（）；

}

其中strong和kind的返回值表示强壮和温柔的指数，指数越高强壮度和温柔度也就越高，这与在游戏中设置人物的属性值是一样的。我们继续来看父亲、母亲这两个实现：

class FatherImpl implements Father{

//父亲的强壮指数是8

public int strong（）{

return 8；

}

}

class MotherImpl implements Mother{

//母亲的温柔指数是8

public int kind（）{

return 8；

}

}

父亲强壮指数是8，母亲温柔指数也是8，门当户对，那他们生的儿子、女儿一定更优秀了，我们先来看儿子类，代码如下：

class Son extends FatherImpl implements Mother{

@Override

public int strong（）{

//儿子比父亲强壮

return super.strong（）+1；

}

@Override

public int kind（）{

return new MotherSpecial（）.kind（）；

}

private class MotherSpecial extends MotherImpl{

public int kind（）{

//儿子温柔指数降低了

return super.kind（）-1；

}

}

}

儿子继承自父亲，变得比父亲更强壮了（覆写父类strong方法），同时儿子也具有母亲的优点，只是温柔指数降低了。注意看，这里构造了MotherSpecial类继承母亲类，也就是获得了母亲类的行为方法，这也是内部类的一个重要特性：内部类可以继承一个与外部类无关的类，保证了内部类的独立性，正是基于这一点，多重继承才会成为可能。MotherSpecial的这种内部类叫做成员内部类（也叫做实例内部类，Instance Inner Class）。我们再来看看女儿类，代码如下：

class Daughter extends MotherImpl implements Father{

@Override

public int strong（）{

return new FatherImpl（）{

@Override

public int strong（）{

//女儿的强壮指数降低了

return super.strong（）-2；

}

}.strong（）；

}

}

女儿继承了母亲的温柔指数，同时又覆写父类的强壮指数，不多解释。注意看覆写的strong方法，这里是创建了一个匿名内部类（Anonymous Inner Class）来覆写父类的方法，以完成继承父亲行为的功能。

多重继承指的是一个类可以同时从多于一个的父类那里继承行为与特征，按照这个定义来看，我们的儿子类、女儿类都实现了从父亲类、母亲类那里所继承的功能，应该属于多重继承。这要完全归功于内部类，诸位在需要用到多重继承时，可以思考一下内部类。

在现实生活中，也确实存在多重继承的问题，上面的例子是说后人即继承了父亲也继承了母亲的行为和特征，再比如我国的特产动物“四不像"（学名麋鹿），其外形“似鹿非鹿，似马非马，似牛非牛，似驴非驴”，这你要是想用单继承表示就麻烦了，如果用多继承则可以很好地解决问题：定义鹿、马、牛、驴四个类，然后建立麋鹿类的多个内部类，继承它们即可。

**建议42：让工具类不可实例化**

Java项目中使用的工具类非常多，比如JDK自己的工具类java.lang.Math、java.util.Collections等都是我们经常用到的。工具类的方法和属性都是静态的，不需要生成实例即可访问，而且JDK也做了很好的处理，由于不希望被初始化，于是就设置构造函数为private访问权限，表示除了类本身外，谁都不能产生一个实例，我们来看一下java.lang.Math代码：

public final class Math{

/\*\*

\*Don't let anyone instantiate this class.

\*/

private Math（）{}

}

之所以要将“Don’t let anyone instantiate this class.”留下来，是因为Math的构造函数设置为private了：我就是一个工具类，我只想要其他类通过类名来访问，我不想你通过实例对象访问。这在平台型或框架型项目中已经足够了。但是如果已经告诉你不能这么做了，你还要生成一个Math实例来访问静态方法和属性（Java的反射是如此的发达，修改个构造函数的访问权限易如反掌），那我就不保证正确性了，隐藏问题随时都有可能爆发！那我们在项目开发中有没有更好的限制办法呢？有，即不仅仅设置成private访问权限，还抛异常，代码如下：

public class UtilsClass{

private UtilsClass（）{

throw new Error（"不要实例化我！"）；

}

}

如此做才能保证一个工具类不会实例化，并且保证所有的访问都是通过类名来进行的。需要注意一点的是，此工具类最好不要做继承的打算，因为如果子类可以实例化的话，那就要调用父类的构造函数，可是父类没有可以被访问的构造函数，于是问题就会出现。

注意　如果一个类不允许实例化，就要保证“平常”渠道都不能实例化它。

**建议43：避免对象的浅拷贝**

我们知道一个类实现了Cloneable接口就表示它具备了被拷贝的能力，如果再覆写clone（）方法就会完全具备拷贝能力。拷贝是在内存中进行的，所以在性能方面比直接通过new生成对象要快很多，特别是在大对象的生成上，这会使性能的提升非常显著。但是对象拷贝也有一个比较容易忽略的问题：浅拷贝（Shadow Clone，也叫做影子拷贝）存在对象属性拷贝不彻底的问题。我们来看这样一段代码：

public class Client{

public static void main（String[]args）{

//定义父亲

Person f=new Person（"父亲"）；

//定义大儿子

Person s1=new Person（"大儿子"，f）；

//小儿子的信息是通过大儿子拷贝过来的

Person s2=s1.clone（）；

s2.setName（"小儿子"）；

System.out.println（s1.getName（）+"的父亲是"+s1.getFather（）.getName（））；

System.out.println（s2.getName（）+"的父亲是"+s2.getFather（）.getName（））；

}

}

class Person implements Cloneable{

//姓名

private String name；

//父亲

private Person father；

public Person（String\_name）{

name=\_name；

}

public Person（String\_name, Person\_parent）{

name=\_name；

father=\_parent；

}

/\*name和parent的getter/setter方法省略\*/

//拷贝的实现

@Override

public Person clone（）{

Person p=null；

try{

p=（Person）super.clone（）；

}catch（CloneNotSupportedException e）{

e.printStackTrace（）；

}

return p；

}

}

程序中，我们描述了这样一个场景：一个父亲，有两个儿子，大小儿子同根同种，所以小儿子对象就通过拷贝大儿子对象来生成，运行输出的结果如下：

大儿子的父亲是父亲

小儿子的父亲是父亲

这很正确，没有问题。突然有一天，父亲心血来潮想让大儿子去认个干爹，也就是大儿子的父亲名称需要重新设置一下，代码如下：

public static void main（String[]args）{

//定义父亲

Person f=new Person（"父亲"）；

//定义大儿子

Person s1=new Person（"大儿子"，f）；

//小儿子的信息是通过大儿子拷贝过来的

Person s2=s1.clone（）；

s2.setName（"小儿子"）；

//认干爹

s1.getFather（）.setName（"干爹"）；

System.out.println（s1.getName（）+"的父亲是"+s1.getFather（）.getName（））；

System.out.println（s2.getName（）+"的父亲是"+s2.getFather（）.getName（））；

}

上面仅仅修改了加粗字体部分，大儿子重新设置了父亲名称，我们期望的输出是：将大儿子父亲的名称修改为干爹，小儿子的父亲名称保持不变。下面来检查一下结果是否如此：

大儿子的父亲是干爹

小儿子的父亲是干爹

怎么回事，小儿子的父亲也成了“干爹”?两个儿子都没有，岂不是要气死“父亲”了！出现这个问题的原因就在于clone方法，我们知道所有类都继承自Object, Object提供了一个对象拷贝的默认方法，即上面代码中的super.clone方法，但是该方法是有缺陷的，它提供的是一种浅拷贝方式，也就是说它并不会把对象的所有属性全部拷贝一份，而是有选择性的拷贝，它的拷贝规则如下：

（1）基本类型

如果变量是基本类型，则拷贝其值，比如int、float等。

（2）对象

如果变量是一个实例对象，则拷贝地址引用，也就是说此时新拷贝出的对象与原有对象共享该实例变量，不受访问权限的限制。这在Java中是很疯狂的，因为它突破了访问权限的定义：一个private修饰的变量，竟然可以被两个不同的实例对象访问，这让Java的访问权限体系情何以堪！

（3）String字符串

这个比较特殊，拷贝的也是一个地址，是个引用，但是在修改时，它会从字符串池（String Pool）中重新生成新的字符串，原有的字符串对象保持不变，在此处我们可以认为String是一个基本类型。（有关字符串的知识详见第4章。）

明白了这三个规则，上面的例子就很清晰了，小儿子对象是通过拷贝大儿子产生的，其父亲都是同一个人，也就是同一个对象，大儿子修改了父亲名称，小儿子也就跟着修改了—于是，父亲的两个儿子都没了！其实要更正也很简单，clone方法的代码如下：

public Person clone（）{

Person p=null；

try{

p=（Person）super.clone（）；

p.setFather（new Person（p.getFather（）.getName（）））；

}catch（CloneNotSupportedException e）{

e.printStackTrace（）；

}

return p；

}

然后再运行，小儿子的父亲就不会是“干爹”了。如此就实现了对象的深拷贝（Deep Clone），保证拷贝出来的对象自成一体，不受“母体”的影响，和new生成的对象没有任何区别。

注意　浅拷贝只是Java提供的一种简单拷贝机制，不便于直接使用。

**建议44：推荐使用序列化实现对象的拷贝**

上一个建议说了对象的浅拷贝问题，实现Cloneable接口就具备了拷贝能力，那我们来思考这样一个问题：如果一个项目中有大量的对象是通过拷贝生成的，那我们该如何处理？每个类都写一个clone方法，并且还要深拷贝？想想看这是何等巨大的工作量呀，是否有更好的方法呢？

其实，可以通过序列化方式来处理，在内存中通过字节流的拷贝来实现，也就是把母对象写到一个字节流中，再从字节流中将其读出来，这样就可以重建一个新对象了，该新对象与母对象之间不存在引用共享的问题，也就相当于深拷贝了一个新对象，代码如下：

public class CloneUtils{

//拷贝一个对象

@SuppressWarnings（"unchecked"）

public static＜T extends Serializable＞T clone（T obj）{

//拷贝产生的对象

T clonedObj=null；

try{

//读取对象字节数据

ByteArrayOutputStream baos=new ByteArrayOutputStream（）；

ObjectOutputStream oos=new ObjectOutputStream（baos）；

oos.writeObject（obj）；

oos.close（）；

//分配内存空间，写入原始对象，生成新对象

ByteArrayInputStream bais=new ByteArrayInputStream（baos.toByteArray（））；

ObjectInputStream ois=new ObjectInputStream（bais）；

//返回新对象，并做类型转换

clonedObj=（T）ois.readObject（）；

ois.close（）；

}catch（Exception e）{

e.printStackTrace（）；

}

return clonedObj；

}

}

此工具类要求被拷贝的对象必须实现Serializable接口，否则是没办法拷贝的（当然，使用反射那是另外一种技巧），上一个建议中的例子只要稍微修改一下即可实现深拷贝，代码如下：

class Person implements Serializable{

private static final long serialVersionUID=1611293231L；

/\*删除掉clone方法，其他代码保持不变\*/

}

被拷贝的类只要实现Serializable这个标志性接口即可，不需要任何实现，当然serialVersionUID常量还是要加上去的，然后我们就可以通过CloneUtils工具进行对象的深拷贝了。用此方法进行对象拷贝时需要注意两点：

（1）对象的内部属性都是可序列化的

如果有内部属性不可序列化，则会抛出序列化异常，这会让调试者很纳闷：生成一个对象怎么会出现序列化异常呢？从这一点来考虑，也需要把CloneUtils工具的异常进行细化处理。

（2）注意方法和属性的特殊修饰符

比如final、static变量的序列化问题会被引入到对象拷贝中来（参考第1章），这点需要特别注意，同时transient变量（瞬态变量，不进行序列化的变量）也会影响到拷贝的效果。

当然，采用序列化方式拷贝时还有一个更简单的办法，即使用Apache下的commons工具包中的SerializationUtils类，直接使用更加简洁方便。

**建议45：覆写equals方法时不要识别不出自己**

我们在写一个JavaBean时，经常会覆写equals方法，其目的是根据业务规则判断两个对象是否相等，比如我们写一个Person类，然后根据姓名判断两个实例对象是否相同，这在DAO（Data Access Objects）层是经常用到的。具体操作是先从数据库中获得两个DTO（Data Transfer Object，数据传输对象），然后判断它们是否是相等的，代码如下：

class Person{

private String name；

public Person（String\_name）{

name=\_name；

}

/\*name的getter/setter方法省略\*/

@Override

public boolean equals（Object obj）{

if（obj instanceof Person）{

Person p=（Person）obj；

return name.equalsIgnoreCase（p.getName（）.trim（））；

}

return false；

}

}

覆写的equals做了多个校验，考虑到从Web上传递过来的对象有可能输入了前后空格，所以用trim方法剪切一下，看看代码有没有问题，我们写一个main：

public static void main（String[]args）{

Person p1=new Person（"张三"）；

Person p2=new Person（"张三"）；

List＜Person＞l=new ArrayList＜Person＞（）；

l.add（p1）；

l.add（p2）；

System.out.println（"列表中是否包含张三："+l.contains（p1））；

System.out.println（"列表中是否包含张三："+l.contains（p2））；

}

上面的代码产生了两个Person对象（注意p2变量中的那个张三后面有一个空格），然后放到List中，最后判断List是否包含了这两个对象。看上去没有问题，应该打印出两个true才是，但是结果却是：

列表中是否包含张三：true

列表中是否包含张三：false

刚刚放到list中的对象竟然说没有，这太让人失望了，原因何在呢？List类检查是否包含元素时是通过调用对象的equals方法来判断的，也就是说constains（p2）传递进去，会依次执行p2.equals（p1）、p2.equals（p2），只要有一个返回true，结果就是true，可惜的是比较结果都是false，那问题就出来了：难道p2.equals（p2）也为false不成？

还真说对了，p2.equals（p2）确实是false，看看我们的equals方法，它把第二个参数进行了剪切！也就是说比较的是如下等式：

"张三".equalsIgnoreCase（"张三"）

注意前面的“张三”是有空格的，那这个结果肯定是false了，错误也就此产生了。这是一个想做好事却办成了“坏事”的典型案例，它违背了equals方法的自反性原则：对于任何非空引用x, x.equals（x）应该返回true。

问题知道了，解决也非常容易，只要把trim（）去掉即可，注意解决的只是当前问题，该equals方法还存在其他问题。

**建议46：equals应该考虑null值情景**

继续上一建议的问题，我们解决了覆写equals的自反性问题，是不是就很完美了呢？再把main方法重构一下：

public static void main（String[]args）{

Person p1=new Person（"张三"）；

Person p2=new Person（null）；

/\*其他部分没有任何修改，不再赘述\*/

}

很小的改动，那运行结果是什么呢？是两个true吗？我们来看运行结果：

列表中是否包含张三：true

Exception in thread"main"java.lang.NullPointerException

竟然抛异常了！为什么p1就能在List中检查一遍，并且执行p1.equals方法，而到了p2就开始报错了呢？仔细分析一下程序，马上明白了：当执行到p2.equals（p1）时，由于p2的name是一个null值，所以调用name.equalsIgnoreCase方法时就会报空指针异常了！出现这种情形是因为覆写equals没有遵循对称性原则：对于任何引用x和y的情形，如果x.equals（y）返回true，那么y.equals（x）也应该返回true。

问题知道了，解决也很简单，增加name是否为空进行判断即可，修改后的equals代码如下：

public boolean equals（Object obj）{

if（obj instanceof Person）{

Person p=（Person）obj；

if（p.getName（）==null||name==null）{

return false；

}else{

return name.equalsIgnoreCase（p.getName（））；

}

}

return false；

}

**建议47：在equals中使用getClass进行类型判断**

本节我们继续讨论覆写equals的问题。这次我们编写一个员工Employee类继承Person类，这很正常，员工也是人嘛，而且在JEE中JavaBean有继承关系也很常见，代码如下：

class Employee extends Person{

private int id；

/\*id的getter/setter方法省略\*/

public Employee（String\_name, int\_id）{

super（\_name）；

id=\_id；

}

@Override

public boolean equals（Object obj）{

if（obj instanceof Employee）{

Employee e=（Employee）obj；

return super.equals（obj）＆＆e.getId（）==id；

}

return false；

}

}

员工类增加了工号ID属性，同时也覆写了equals方法，只有在姓名和ID号都相同的情况下才表示是同一个员工，这是为了避免在一个公司中出现同名同姓员工的情况。看看上面的代码，这里校验条件已经相当完备了，应该不会再出错了，那我们编写一个main方法来看看，代码如下：

public static void main（String[]args）{

Employee e1=new Employee（"张三"，100）；

Employee e2=new Employee（"张三"，1001）；

Person p1=new Person（"张三"）；

System.out.println（p1.equals（e1））；

System.out.println（p1.equals（e2））；

System.out.println（e1.equals（e2））；

}

上面定义了2个员工和1个社会闲杂人员，虽然他们同名同姓，但肯定不是同一个，输出应该都是false，那我们看看运行结果：

true

true

false

很不给力嘛，p1竟然等于e1，也等于e2，为什么不是同一个类的两个实例竟然也会相等呢？这很简单，因为p1.equals（e1）是调用父类Person的equals方法进行判断的，它使用instanceof关键字检查e1是否是Person的实例，由于两者存在继承关系，那结果当然是true了，相等也就没有任何问题了，但是反过来就不成立了，e1或e2可不等于p1，这也是违反对称性原则的一个典型案例。

更玄的是p1与e1、e2相等，但e1竟然与e2不相等，似乎一个简单的等号传递都不能实现。这才是我们要分析的真正重点：e1.equals（e2）调用的是子类Employee的equals方法，不仅仅要判断姓名相同，还要判断工号是否相同，两者工号是不同的，不相等也是自然的了。等式不传递是因为违反了equals的传递性原则，传递性原则是指对于实例对象x、y、z来说，如果x.equals（y）返回true, y.equals（z）返回true，那么x.equals（z）也应该返回true。

这种情况发生的关键是父类使用了instanceof关键字，它是用来判断是否是一个类的实例对象的，这很容易让子类“钻空子”。想要解决也很简单，使用getClass来代替instanceof进行类型判断，Person类的equals方法修改后如下所示：

public boolean equals（Object obj）{

if（obj！=null＆＆obj.getClass（）==this.getClass（））{

Person p=（Person）obj；

if（p.getName（）==null||name==null）{

return false；

}else{

return name.equalsIgnoreCase（p.getName（））；

}

}

return false；

}

当然，考虑到Employee也有可能被继承，也需要把它的instanceof修改为getClass。总之，在覆写equals时建议使用getClass进行类型判断，而不要使用instanceof。

**建议48：覆写equals方法必须覆写hashCode方法**

覆写equals方法必须覆写hashCode方法，这条规则基本上每个Javaer都知道，这也是JDK API上反复说明的，不过为什么要这样做呢？这两个方法之间有什么关系呢？本建议就来解释该问题，我们先来看如下代码：

public static void main（String[]args）{

//Person类的实例作为Map的key

Map＜Person, Object＞map=new HashMap＜Person, Object＞（）{

{

put（new Person（"张三"），new Object（））；

}

}；

//Person类的实例作为List的元素

List＜Person＞list=new ArrayList＜Person＞（）{

{

add（new Person（"张三"））；

}

}；

//列表中是否包含

boolean b1=list.contains（new Person（"张三"））；

//Map中是否包含

boolean b2=map.containsKey（new Person（"张三"））；

}

代码中的Person类与上一建议相同，euqals方法完美无缺。在这段代码中，我们在声明时直接调用方法赋值，这其实也是一个内部匿名类的操作（下一个建议会详细说明）。现在的问题是b1和b2这两个boolean值是否都为true？

我们先来看b1，Person类的equals覆写了，不再判断两个地址是否相等，而是根据人员的姓名来判断两个对象是否相等，所以不管我们的new Person（“张三”）产生了多少个对象，它们都是相等的。把“张三”对象放入List中，再检查List中是否包含，那结果肯定是true了。

接着来看b2，我们把张三这个对象作为了Map的键（Key），放进去的对象是张三，检查的对象还是张三，那应该和List的结果相同了，但是很遗憾，结果是false。原因何在呢？

原因就是HashMap的底层处理机制是以数组的方式保存Map条目（Map Entry）的，这其中的关键是这个数组下标的处理机制：依据传入元素hashCode方法的返回值决定其数组的下标，如果该数组位置上已经有了Map条目，且与传入的键值相等则不处理，若不相等则覆盖；如果数组位置没有条目，则插入，并加入到Map条目的链表中。同理，检查键是否存在也是根据哈希码确定位置，然后遍历查找键值的。

接着深入探讨，那对象元素的hashCode方法返回的是什么值呢？它是一个对象的哈希码，是由Object类的本地方法生成的，确保每个对象有一个哈希码（这也是哈希算法的基本要求：任意输入k，通过一定算法f（k），将其转换为非可逆的输出，对于两个输入k1和k2，要求若k1=k2，则必须f（k1）=f（k2），但也允许k1≠k2，f（k1）=f（k2）的情况存在）。

那回到我们的例子上，由于我们没有重写hashCode方法，两个张三对象的hashCode方法返回值（也就是哈希码）肯定是不相同的了，在HashMap的数组中也就找不到对应的Map条目了，于是就返回了false。

问题清楚了，修改也非常简单，重写一下hashCode方法即可，代码如下：

class Person{

/\*其他代码相同，不再赘述\*/

@Override

public int hashCode（）{

return new HashCodeBuilder（）.append（name）.toHashCode（）；

}

}

其中HashCodeBuilder是org.apache.commons.lang.builder包下的一个哈希码生成工具，使用起来非常方便，诸位可以直接在项目中集成。（为什么不直接写hashCode方法？因为哈希码的生成有很多种算法，自己写麻烦，事儿又多，所以采用拿来主义是最好的方法。）

**建议49：推荐覆写toString方法**

为什么要覆写toString方法，这个问题很简单，因为Java提供的默认toString方法不友好，打印出来看不懂，不覆写不行，看这样一段代码：

public class Client{

public static void main（String[]args）{

System.out.println（new Person（"张三"））；

}

}

class Person{

private String name；

public Person（String\_name）{

name=\_name；

}

/\*name的getter/setter方法省略\*/

}

输出的结果是：Person@1fc4bec。如果机器不同，@后面的内容也会不同，但格式都是相同的：类名+@+hashCode，这玩意就是给机器看的，人哪能看得懂呀！这就是因为我们没有覆写Object类的toString方法的缘故，修改一下，代码如下所示：

public String toString（）{

return String.format（"%s.name=%s"，this.getClass（），name）；

}

如此就可以在需要的时候输出可调试信息了，而且也非常友好，特别是在Bean流行的项目中（一般的Web项目就是这样），有了这样的输出才能更好的debug，否则查找错误就如海底捞针呀！当然，当Bean的属性较多时，自己实现就不可取了，不过可以使用apache的commons工具包中的ToStringBuilder类，简洁、实用又方便。

可能有读者要说了，为什么通过println方法打印一个对象会调用toString方法？那是源于println的实现机制：如果是一个原始类型就直接打印，如果是一个类类型，则打印出其toString方法的返回值，如此而已！

**建议50：使用package-info类为包服务**

Java中有一个特殊的类：package-info类，它是专门为本包服务的，为什么说它特殊呢？主要体现在3个方面：

（1）它不能随便被创建

在一般的IDE中，Eclipse、package-info等文件是不能随便被创建的，会报“Type name is notvalid”错误，类名无效。在Java变量定义规范中规定如下字符是允许的：字母、数字、下划线，以及那个不怎么常用的$符号，不过中划线可不在之列，那怎么创建这个文件呢？很简单，用记事本创建一个，然后拷贝进去再改一下就成了，更直接的办法就是从别的项目中拷贝过来。

（2）它服务的对象很特殊

一个类是一类或一组事物的描述，比如Dog这个类，就是描述“旺财”的，那package-info这个类是描述什么的呢？它总要有一个被描述或被陈述的对象吧，它是描述和记录本包信息的。

（3）package-info类不能有实现代码

package-info类再怎么特殊也是一个类，也会被编译成package-info.class，但是在package-info.java文件里不能声明package-info类。

package-info类还有几个特殊的地方，比如不可以继承，没有接口，没有类间关系（关联、组合、聚合等）等，不再赘述，Java中既然允许存在这么一个特殊的类，那肯定有其特殊的作用了，我们来看看它的作用，主要表现在以下三个方面：

（1）声明友好类和包内访问常量

这个比较简单，而且很实用，比如一个包中有很多内部访问的类或常量，就可以统一放到package-info类中，这样很方便，而且便于集中管理，可以减少友好类到处游走的情况，代码如下：

//这里是包类，声明一个包使用的公共类

class PkgClass{

public void test（）{}

}

//包常量，只允许包内访问

class PkgConst{

static final String PACAKGE\_CONST="ABC"；

}

注意以上代码是存放在package-info.java中的，虽然它没有编写package-info的实现，但是package-info.class类文件还是会生成。通过这样的定义，我们把一个包需要的类和常量都放置在本包下，在语义上和习惯上都能让程序员更适应。

（2）为在包上标注注解提供便利

比如我们要写一个注解（Annotation），查看一个包下的所有对象，只要把注解标注到package-info文件中即可，而且在很多开源项目也采用了此方法，比如Struts2的@namespace、Hibernate的@FilterDef等。

（3）提供包的整体注释说明

如果是分包开发，也就是说一个包实现了一个业务逻辑或功能点或模块或组件，则该包需要有一个很好的说明文档，说明这个包是做什么用的，版本变迁历史，与其他包的逻辑关系等，package-info文件的作用在此就发挥出来了，这些都可以直接定义到此文件中，通过javadoc生成文档时，会把这些说明作为包文档的首页，让读者更容易对该包有一个整体的认识。当然在这点上它与package.htm的作用是相同的，不过package-info可以在代码中维护文档的完整性，并且可以实现代码与文档的同步更新。

解释了这么多，总结成一句话：在需要用到包的地方，就可以考虑一下package-info这个特殊类，也许能起到事半功倍的作用。

**建议51：不要主动进行垃圾回收**

很久很久以前，在Java 1.1的年代里，我们经常会看到System.gc这样的调用—主动对垃圾进行回收。不过，在Java知识深入人心后，这样的代码就逐渐销声匿迹了—这是好现象，因为主动进行垃圾回收是一个非常危险的动作。

之所以危险，是因为System.gc要停止所有的响应（Stop the world），才能检查内存中是否有可回收的对象，这对一个应用系统来说风险极大，如果是一个Web应用，所有的请求都会暂停，等待垃圾回收器执行完毕，若此时堆内存（Heap）中的对象少的话则还可以接受，一旦对象较多（现在的Web项目是越做越大，框架、工具也越来越多，加载到内存中的对象当然也就更多了），那这个过程就非常耗时了，可能0.01秒，也可能是1秒，甚至是20秒，这就会严重影响到业务的正常运行。

例如，我们写这样一段代码：new String（"abc"），该对象没有任何引用，对JVM来说就是个垃圾对象。JVM的垃圾回收器线程第一次扫描（扫描时间不确定，在系统不繁忙的时候执行）时把它贴上一个标签，说“你是可以被回收的”，第二次扫描时才真正地回收该对象，并释放内存空间，如果我们直接调用System.gc，则是在说“嗨，你，那个垃圾回收器过来检查一下有没有垃圾对象，回收一下”。瞧瞧看，程序主动招来了垃圾回收器，这意味着正在运行着的系统要让出资源，以供垃圾回收器执行，想想看吧，它会把所有的对象都检查一遍，然后处理掉那些垃圾对象。注意哦，是检查每个对象。

不要调用System.gc，即使经常出现内存溢出也不要调用，内存溢出是可分析的，是可以查找出原因的，GC可不是一个好招数！
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字符串**

Although the world is full of suffering, it is full also of the overcoming of it.

虽然世界充满了苦难，但总是能战胜的。

——Hellen Keller（海伦·凯勒，美国作家）

在Class的班级里，Object班主任问道，“大家知道谁是我们班最受欢迎的同学吗？”

大家面面相觑，不解其意，既而交头接耳，窃窃私语，猛然间，所有的目光都投向了String同学，时光仿佛戛然而止，String诧异地左顾右盼，然后羞红了脸，慢慢地低下了头，同时右手缓缓地举起来，直至胳膊完全伸直，形成一个大大“1”字。

**建议52：推荐使用String直接量赋值**

一般对象都是通过new关键字生成的，但是String还有第二种生成方式，也就是我们经常使用的直接声明方式，比如Str str="a"，即是通过直接量“a”进行赋值的。对于String对象来说，这种方式是极力推荐的，但不建议使用new String（"a"）的方式赋值。为什么呢？我们来看一段程序：

public class Client{

public static void main（String[]args）{

String str1="中国"；

String str2="中国"；

String str3=new String（"中国"）；

String str4=str3.intern（）；

//两个直接量是否相等

boolean b1=（str1==str2）；

//直接量和对象是否相等

boolean b2=（str1==str3）；

//经过intern处理后的对象与直接量是否相等

boolean b3=（str1==str4）；

}

}

注意看上面的程序，我们使用“==”判断的是两个对象的引用地址是否相同，也就是判断是否为同一个对象，打印的结果是true, false, true。即有两个直接量是同一个对象（经过intern处理后的String与直接量是同一个对象），但直接通过new生成的对象却与之不相等，原因何在？

原因是Java为了避免在一个系统中大量产生String对象（为什么会大量产生？因为String字符串是程序中最经常使用的类型），于是就设计了一个字符串池（也有叫做字符串常量池，String Pool或String Constant Pool或String Literal Pool），在字符串池中所容纳的都是String字符串对象，它的创建机制是这样的：创建一个字符串时，首先检查池中是否有字面值相等的字符串，如果有，则不再创建，直接返回池中该对象的引用，若没有则创建之，然后放到池中，并返回新建对象的引用，这个池和我们平常所说的池概念非常相似。对于此例子来说，就是在创建第一个“中国”字符串时，先检查字符串池中有没有该对象，发现没有，于是就创建了“中国”这个字符串并放到池中，待再创建str2字符串时，由于池中已经有了该字符串，于是就直接返回了该对象的引用，此时，str1和str2指向的是同一个地址，所以使用“==”来判断那当然是相等的了。

那为什么使用new String（“中国”）就不相等了呢？因为直接声明一个String对象是不检查字符串池的，也不会把对象放到池中，那当然“==”为false了。

那为什么使用intern方法处理后就又相等了呢？因为intern会检查当前的对象在对象池中是否有字面值相同的引用对象，如果有则返回池中对象，如果没有则放置到对象池中，并返回当前对象。

可能有读者要问了，对象放到池中会不会产生线程安全问题呀？好问题，不过Java已经考虑到了，String类是一个不可变（Immutable）对象其实有两层意思：一是String类是final类，不可继承，不可能产生一个String的子类；二是在String类提供的所有方法中，如果有String返回值，就会新建一个String对象，不对原对象进行修改，这也就保证了原对象是不可改变的。

还有读者问了，放到池中，是不是要考虑垃圾回收问题呀？不用考虑了，虽然Java的每个对象都保存在堆内存中，但是字符串池非常特殊，它在编译期已经决定了其存在JVM的常量池（Constant Pool），垃圾回收器是不会对它进行回收的。

通过上面的介绍，我们发现Java在字符串的创建方面确实提供了非常好的机制，利用对象池不仅可以提高效率，同时也减少了内存空间的占用，建议大家在开发中使用直接量赋值方式，除非确有必要才新建立一个String对象。

**建议53：注意方法中传递的参数要求**

有这样一个简单需求：写一个方法，实现从原始字符串中删除与之匹配的所有子字符串，比如在“蓝蓝的天，白云飘”中，删除“白云飘”，输出“蓝蓝的天，”，代码如下：

public class StringUtils{

//删除字符串

public static String remove（String source, String sub）{

return source.replaceAll（sub，""）；

}

}

StringUtils工具类很简单，它采用了String的replace方法，该方法是做字符串替换的，我们来编写一个测试用例，检查remove方法是否正确，如下所示：

assertTrue（StringUtils.remove（"好是好"，"好"）.equals（"是"））；

测试的结果是绿条（Green Bar），正确无误，但是再看看如下的测试用例：

assertTrue（StringUtils.remove（"$是$"，"$"）.equals（"是"））；

上面只是把“好是好”中的两个“好”字替换成了一个“$”符号，猜猜结果会是什么，应该也是绿条吧？但是非常遗憾，结果是红条，测试未通过。就这么简单一个的替换，为什么测试通不过呢？

问题就出在了replaceAll方法上，该方法确实需要传递两个String类型的参数，也确实进行了字符串替换，但是它要求第一个参数是一个正则表达式，符合正则表达式的字符串才会被替换。对上面的例子来说，第一个测试案例传递进来的是一个字符串“好”，这是一个全匹配查找替换，处理得非常正确，第二个测试案例传递进来的是“$”符号，“$”符号在正则表达式中表示的是字符串的结束位置，也就是说执行完repalceAll后，在字符串结尾的地方加上了空字符串，其结果还是“$是$”，所以测试失败也就在所难免了。问题清楚了，解决方案也就出来了：使用replace方法替代即可，它是repalceAll方法的简化版，可传递两个String参数继续替换，与我们的编码意图是相吻合的。

读者如果注意看JDK文档，会发现replace（CharSequence target, CharSequence replacement）方法是在1.5版本以后才开始提供的，在此之前如果要对一个字符串进行全替换，只能使用replaceAll方法，不过由于replaceAll方法的第二个参数使用了正则表达式，而且参数类型只要是CharSequence就可以（String的父类），所以很容易让使用者误解，稍有不慎就会导致严重的替换错误。

注意　replaceAll传递的第一个参数是正则表达式。

**建议54：正确使用String、StringBuffer、StringBuilder**

CharSequence接口有三个实现类与字符串有关：String、StringBuffer、StringBuilder，虽然它们都与字符串有关，但是其处理机制是不同的。

String类是不可改变的量，也就是创建后就不能再修改了，比如创建了一个“abc”这样的字符串对象，那么它在内存中永远都会是“abc”这样具有固定表面值的一个对象，不能被修改，即使想通过String提供的方法来尝试修改，也是要么创建一个新的字符串对象，要么返回自己，比如：

String str="abc"；

String str1=str.substring（1）；

其中，str是一个字符串对象，其值是“abc”，通过substring方法又重新生成了一个字符串str1，它的值是“bc”，也就是说str引用的对象一旦产生就永远不会改变。为什么上面还说有可能不创建对象而返回自己呢？那是因为采用str.substring（0）就不会创建新对象，JVM会从字符串池中返回str的引用，也就是自身的引用。

StringBuffer是一个可变字符序列，它与String一样，在内存中保存的都是一个有序的字符序列（char类型的数组），不同点是StringBuffer对象的值是可改变的，例如：

StringBuffer sb=new StringBuffer（"a"）；

sb.append（"b"）；

从上面的代码可以看出sb的值在改变，初始化的时候是“a”，经过append方法后，其值变成了“ab”。可能有读者会问了，这与String类通过“+”连接有什么区别？例如：

String s="a"；

s=s+"b"；

有区别，字符串变量s初始化时是“a”对象的引用，经过加号计算后，s变量就修改为了“ab”的引用，但是初始化的“a”对象还是没有改变，只是变量s指向了新的引用地址。再看看StringBuffer的对象，它的引用地址虽不变，但值在改变。

StringBuilder与StringBuffer基本相同，都是可变字符序列，不同点是：StringBuffer是线程安全的，StringBuilder是线程不安全的，翻翻两者的源代码，就会发现在StringBuffer的方法前都有synchronized关键字，这也是StringBuffer在性能上远低于StringBuilder的原因。

在性能方面，由于String类的操作都是产生新的String对象，而StringBuilder和StringBuffer只是一个字符数组的再扩容而已，所以String类的操作要远慢于StringBuffer和StringBuilder。

弄清楚了三者的原理，我们就可以在不同的场景下使用不同的字符序列了：

（1）使用String类的场景

在字符串不经常变化的场景中可以使用String类，例如常量的声明、少量的变量运算等。

（2）使用StringBuffer类的场景

在频繁进行字符串的运算（如拼接、替换、删除等），并且运行在多线程的环境中，则可以考虑使用StringBuffer，例如XML解析、HTTP参数解析和封装等。

（3）使用StringBuilder类的场景

在频繁进行字符串的运算（如拼接、替换、删除等），并且运行在单线程的环境中，则可以考虑使用StringBuilder，如SQL语句的拼装、JSON封装等。

注意　在适当的场景选用字符串类型。

**建议55：注意字符串的位置**

看这样一段程序：

public static void main（String[]args）{

String str1=1+2+"apples"；

String str2="apples："+1+2；

}

想想看这两个字符串输出的苹果数量是否一致？如果一致，那是几个呢？

答案是不一致，str1的值是“3 apples”，str2的值是“apples：12”，这中间悬殊很大，只是把“apples”调换了一下位置，为何会发生如此大的变化呢？

这都源于Java对加号的处理机制：在使用加号进行计算的表达式中，只要遇到String字符串，则所有的数据都会转换为String类型进行拼接，如果是原始数据，则直接拼接，如果是对象，则调用toString方法的返回值然后拼接，如：

str=str+new ArrayList（）；

上面就是调用ArrayList对象的toString方法返回值进行拼接的。再回到前面的问题上，对于str1字符串，Java的执行顺序是从左到右，先执行1+2，也就是算数加法运算，结果等于3，然后再与字符串进行拼接，结果就是“3 apples”，其形式类似于如下计算：

String str1=（1+2）+"apples"；

而对于str2字符串，由于第一个参与运算的是String类型，加上1后的结果是“apples：1”，这仍然是一个字符串，然后再与2相加，其结果还是一个字符串，也就是“apples：12”。这说明如果第一个参数是String，则后续的所有计算都会转变成String类型，谁让字符串是老大呢！

注意　在“+”表达式中，String字符串具有最高优先级。

**建议56：自由选择字符串拼接方法**

对一个字符串进行拼接有三种方法：加号、concat方法及StringBuilder（或StringBuffer，由于StringBuffer的方法与StringBuilder相同，文中不再赘述）的append方法，其中加号是最常用的，其他两种方式偶尔会出现在一些开源项目中，那这三者之间有什么区别吗？我们来看下面的例子：

//加号拼接

str+="c"；

//concat方法连接

str=str.concat（"c"）；

上面是两种不同的字符串拼接方式，循环5万次后再检查其执行的时间，加号方式的执行时间是1438毫秒，而concat方法的执行时间是703毫秒，时间相差1倍，如果使用StringBuilder方式，执行时间会更少，其代码如下：

public static void doWithStringBuffer（）{

StringBuilder sb=new StringBuilder（"a"）；

for（int i=0；i＜50000；i++）{

sb.append（"c"）；

}

String str=sb.toString（）；

}

StringBuffer的append方法的执行时间是0毫秒，说明时间非常非常短暂（毫秒不足以计时，读者可以使用纳秒进行计算）。这个实验也说明在字符串拼接方式中，append方法最快，concat方法次之，加号最慢，这是为何呢？

（1）“+”方法拼接字符串

虽然编译器对字符串的加号做了优化，它会使用StringBuilder的append方法进行追加，按道理来说，其执行时间也应该是0毫秒，不过它最终是通过toString方法转换成String字符串的，例子中“+”拼接的代码与如下代码相同：

str=new StringBuilder（str）.append（"c"）.toString（）；

注意看，它与纯粹使用StringBuilder的append方法是不同的：一是每次循环都会创建一个StringBuilder对象，二是每次执行完毕都要调用toString方法将其转换为字符串—它的执行时间就是耗费在这里了！

（2）concat方法拼接字符串

我们从源码上看一下concat方法的实现，代码如下：

public String concat（String str）{

int otherLen=str.length（）；

//如果追加的字符串长度为0，则返回字符串本身

if（otherLen==0）{

return this；

}

//字符数组，容纳的是新字符串的字符

char buf[]=new char[count+otherLen]；

//取出原始字符串放到buf数组中

getChars（0，count, buf，0）；

//追加的字符串转化成字符数组，添加到buf中

str.getChars（0，otherLen, buf, count）；

//复制字符数组，产生一个新的字符串

return new String（0，count+otherLen, buf）；

}

其整体看上去就是一个数组拷贝，虽然在内存中的处理都是原子性操作，速度非常快，不过，注意看最后的return语句，每次的concat操作都会新创建一个String对象，这就是concat速度慢下来的真正原因，它创建了5万个String对象呀！

（3）append方法拼接字符串

StringBuilder的append方法直接由父类AbstractStringBuilder实现，其代码如下：

public AbstractStringBuilder append（String str）{

//如果是null值，则把null作为字符串处理

if（str==null）str="null"；

int len=str.length（）；

//字符串长度为0，则返回自身

if（len==0）return this；

int newCount=count+len；

//追加后的字符数组长度是否超过当前值

if（newCount＞value.length）

expandCapacity（newCount）；//加长，并做数组拷贝

//字符串复制到目标数组

str.getChars（0，len, value, count）；

count=newCount；

return this；

}

看到没，整个append方法都在做字符数组处理，加长，然后数组拷贝，这些都是基本的数据处理，没有新建任何对象，所以速度也就最快了！注意：例子中是在最后通过StringBuffer的toString返回了一个字符串，也就是说在5万次循环结束后才生成了一个String对象。

三者的实现方法不同，性能也就不同，但并不表示我们一定要使用StringBuilder，这是因为“+”非常符合我们的编码习惯，适合人类阅读，两个字符串拼接，就用加号连一下，这很正常，也很友好，在大多数情况下我们都可以使用加号操作，只有在系统性能临界（如在性能“增之一分则太长”的情况下）的时候才可以考虑使用concat或append方法。而且，很多时候系统80%的性能是消耗在20%的代码上的，我们的精力应该更多的投入到算法和结构上。

注意　适当的场景使用适当的字符串拼接方式。

**建议57：推荐在复杂字符串操作中使用正则表达式**

字符串的操作，诸如追加、合并、替换、倒序、分割等，都是在编码过程中经常用到的，而且Java也提供了append、replace、reverse、split等方法来完成这些操作，它们使用起来也确实方便，但是更多的时候，需要使用正则表达式来完成复杂的处理，我们来看一个例子：统计一篇文章中英文单词的数量，很简单吧？代码如下：

public static void main（String[]args）{

//接收键盘输入

Scanner input=new Scanner（System.in）；

while（input.hasNext（））{

String str=input.nextLine（）；

//使用split方法分隔后统计

int wordsCount=str.split（""）.length；

System.out.println（str+"单词数："+wordsCount）；

}

}

使用split方法根据空格来分割单词，然后计算分隔后的数组长度，这种方法可靠吗？可行吗？我们来看输出：

Today is Monday

Today is Monday单词数：3

Today is Monday

Today is Monday单词数：4

Today is Monday?No！

Today is Monday?No！单词数：3

I'm Ok.

I'm Ok.单词数：2

注意看输出，除了第一个输入“Todady is Monay”正确外，其他都是错误的！第二条输入中单词“Monday”前有2个连续的空格，第三条输入中“NO”单词的前后都没有空格，最后一个输入则没有把连写符号“'”考虑进去，这样统计出来的单词数量肯定错误一堆，那怎么做才合理呢？

如果考虑使用一个循环来处理这样的“异常”情况，会使程序的稳定性变差，而且要考虑太多太多的因素，这让程序的复杂性也大大提高了。那如何处理呢？可以考虑使用正则表达式，代码如下：

public static void main（String[]args）{

//接收键盘输入

Scanner input=new Scanner（System.in）；

while（input.hasNext（））{

String str=input.nextLine（）；

//正则表达式对象

Pattern pattern=Pattern.compile（"\\b\\w+\\b"）；

//生成匹配器

Matcher matcher=pattern.matcher（str）；

//记录单词数量

int wordsCount=0；

//遍历查找匹配，统计单词数量

while（matcher.find（））{

wordsCount++；

}

System.out.println（str+"单词数："+wordsCount）；

}

}

准不准确，我们来看相同的输入所产生的结果：

Today is Monday

Today is Monday单词数：3

Today is Monday

Today is Monday单词数：3

Today is Monday?No！

Today is Monday?No！单词数：4

I'm Ok.

I'm Ok.单词数：3

每项的输出都是准确的，而且程序也不复杂，先生成一个正则表达式对象，然后使用匹配器进行匹配，之后通过一个while循环统计匹配的数量。需要说明的是，在Java的正则表达式中“\b”表示的是一个单词的边界，它是一个位置界定符，一边为字符或数字，另外一边则非字符或数字，例如“A”这样一个输入就有两个边界，即单词“A”的左右位置，这也就说明了为什么要加上“\w”（它表示的是字符或数字）。

正则表达式在字符串的查找、替换、剪切、复制、删除等方面有着非凡的作用，特别是面对大量的文本字符需要处理（如需要读取大量的LOG日志）时，使用正则表达式可以大幅地提高开发效率和系统性能，但是正则表达式是一个恶魔（Regular Expressions is evil），它会使程序难以读懂，想想看，写一个包含^、$、\A、\s、\Q、+、？、（）、[]、{}等符号的正则表达式，然后告诉你这是一个“这样，这样……”的字符串查找，你是不是要崩溃了？这代码只有上帝才能看懂了！

注意　正则表达式是恶魔，威力巨大，但难以控制。

**建议58：强烈建议使用UTF编码**

Java的乱码问题由来已久，有点经验的开发人员肯定都遇到过乱码问题，有时是从Web上接收的乱码，有时是从数据库中读取的乱码，有时是在外部接口中接收到的乱码文件，这些都让我们困惑不已，甚至是痛苦不堪，看如下代码：

public static void main（String[]args）throws Exception{

String str="汉字"；

//读取字节

byte[]b=str.getBytes（"UTF-8"）；

//重新生成一个新的字符串

System.out.println（new String（b））；

}

Java文件是通过IDE工具默认创建的，编码格式是GBK，大家想想看上面的输出结果会是什么？可能是乱码吧？两个编码格式不相同。我们暂不公布结果，先解释一下Java中的编码规则。Java程序涉及的编码包括两部分：

（1）Java文件编码

如果我们使用记事本创建一个.java后缀的文件，则文件的编码格式就是操作系统默认的格式。如果是使用IDE工具创建的，如Eclipse，则依赖于IDE的设置，Eclipse默认是操作系统编码（Windows一般为GBK）。

（2）Class文件编码

通过javac命令生成的后缀名为.class的文件是UTF-8编码的UNICODE文件，这在任何操作系统上都是一样的，只要是class文件就会是UNICODE格式。需要说明的是，UTF是UNICODE的存储和传输格式，它是为了解决UNICODE的高位占用冗余空间而产生的，使用UTF编码就标志着字符集使用的是UNICODE。

再回到我们的例子上，getBytes方法会根据指定的字符集提取出字节数组（这里按照UNICODE格式来提取），然后程序又通过newString（byte[]bytes）重新生成一个字符串。来看看String这个构造函数：通过操作系统默认的字符集解码指定的byte数组，构造一个新的String。结果已经很清楚了，如果操作系统是UTF-8编码的话，输出就是正确的，如果不是，则会是乱码。由于这里使用的是默认编码GBK，那么输出的结果也就是乱码了。我们再详细分解一下运行步骤：

步骤1　创建Client.java文件。

该文件的默认编码GBK（如果使用Eclipse，则可以在属性查看到）。

步骤2　编写代码（如上）。

步骤3　保存，并使用javac编译。

注意我们没有使用“javac-encoding GBK Client.java”显式声明Java的编码格式，javac会自动按照操作系统的编码（GBK）读取Client.java文件，然后将其编译成.class文件。

步骤4　生成.class文件。

编译结束，生成.class文件，并保存到硬盘上。此时.class文件使用的是UTF-8格式编码的UNICODE字符集，可以通过javap命令阅读class文件。其中“汉字”变量也已经由GBK编码转变成UNICODE格式了。

步骤5　运行main方法，提取“汉字”的字节数组。

“汉字”原本是按照UTF-8格式保存的，要再提取出来当然没有任何问题了。

步骤6　重组字符串。

读取操作系统的编码格式（GBK），然后重新编码变量b的所有字节。问题就在这里产生了：因为UNICODE的存储格式是两个字节表示一个字符（注意这里是指UCS-2标准），虽然GBK也是2个字节表示一个字符，但两者之间没有影射关系，要想做转换只能读取映射表，不能实现自动转换—于是JVM就按照默认的编码格式（GBK）读取了UNICODE的两个字节。

步骤7　输出乱码，程序运行结束。

问题清楚了，解决方案也随之产生，方案有两个。

步骤8　修改代码。

明确指定编码即可，代码如下：

System.out.println（new String（b，"UTF-8"））；

步骤9　修改操作系统的编码方式。

各个操作系统的修改方式不同，不再赘述。

我们可以把从字符串读取字节的过程看作是数据传输的需要（比如网络、存储），而重组字符串则是业务逻辑的需求，这样就可使乱码现场重现：通过JDBC读取的字节数组是GBK的，而业务逻辑编码时采用的是UTF-8，于是乱码产生了。对于此类问题，最好的解决办法就是使用统一的编码格式，要么都用GBK；要么都用UTF-8，各个组件、接口、逻辑层都用UTF-8，拒绝独树一帜的情况。

问题解释清楚了，我们再来看以下代码：

public class Client{

public static void main（String[]args）throws Exception{

String str="汉字"；

//读取字节

byte[]b=str.getBytes（"GB2312"）；

//重新生成一个新的字符串

System.out.println（new String（b））；

}

}

仅仅修改了读取字节的编码格式（修改成了GB2312格式的），结果会是怎样的呢？又或者将其修改成GB18030，结果又是怎样的呢？结果都是“汉字”，不是乱码。哈哈，这是因为GB2312是中文字符集的V1.0版，GBK是V2.0版本，GB18030是V3.0版，版本是向下兼容的，只是它们包含的汉字数量不同而已，注意，UNICODE可不在这个序列之内的。

注意　一个系统使用统一的编码。

**建议59：对字符串排序持一种宽容的心态**

在Java中一涉及中文处理就会冒出很多问题来，其中排序也是一个让人头疼的课题，我们来看下面的代码：

public static void main（String[]args）{

String[]strs={"张三（Z）"，"李四（L）"，"王五（W）"}；

//排序，默认是升序

Arrays.sort（strs）；

int i=0；

for（String str：strs）{

System.out.println（（++i）+"、"+str）；

}

}

上面的代码定义一个数组，然后进行升序排序，我们期望的结果是按照拼音升序排列，即为李四、王五、张三，但是结果却不是这样的：

1、张三（Z）

2、李四（L）

3、王五（W）

这是按照什么排序的呀，非常混乱！我们知道Arrays工具类的默认排序是通过数组元素的compareTo方法来进行比较的，那我们来看String类的compareTo的主要实现：

while（k＜lim）{

//原字符串的字符数组

char c1=v1[k]；

//比较字符串的字符数组

char c2=v2[k]；

if（c1！=c2）{

//比较两者的char值大小

return c1-c2；

}

k++；

}

上面的代码先取得字符串的字符数组，然后一个一个地比较大小，注意这里是字符比较（减号操作符），也就是UNICODE码值的比较，查一下UNICODE代码表，“张”的码值是5F20，而“李”是674E，这样一看，“张”排在“李”的前面也就很正确了—但这明显与我们的意图冲突了。这一点在JDK文档中也有说明：对于非英文的String排序可能会出现不准确的情况。那该如何解决这个问题呢？Java推荐使用Collator类进行排序，那好，我们把代码修改一下：

public static void main（String[]args）throws Exception{

String[]strs={"张三（Z）"，"李四（L）"，"王五（W）"}；

//定义一个中文排序器

Comparator c=Collator.getInstance（Locale.CHINA）；

//升序排列

Arrays.sort（strs, c）；

int i=0；

for（String str：strs）{

System.out.println（（++i）+"、"+str）；

}

}

输出结果如下：

1、李四（L）

2、王五（W）

3、张三（Z）

这确实是我们期望的结果，应该举杯庆贺了吧！但是且慢，中国的汉字博大精深，Java是否都能精确的排序呢？最主要的一点是汉字中有象形文字，音形分离，是不是每个汉字都能按照拼音的顺序排列好呢？我们写一个复杂的汉字来看看：

public static void main（String[]args）throws Exception{

String[]strs={"犇（B）"，"鑫（X）"}；

Arrays.sort（strs, Collator.getInstance（Locale.CHINA））；

int i=0；

for（String str：strs）{

System.out.println（（++i）+"、"+str）；

}

}

三个牛“犇”读bēn，三个金“鑫”读xīn，这两个字经常出现在饭店和商店的名称上，我们来看排序的输出结果：

1、鑫（X）

2、犇（B）

输出结果又乱了！不要责怪Java，它已经尽量为我们考虑了，只是因为我们的汉字文化太博大精深了，要做好这个排序确实有点难为它。更深层次的原因是Java使用的是UNICODE编码，而中文UNICODE字符集是来源于GB18030的，GB18030又是从GB2312发展起来，GB2312是一个包含了7000多个字符的字符集，它是按照拼音排序，并且是连续的，之后的GBK、GB18030都是在其基础上扩充出来的，所以要让它们完整排序也就难上加难了。

如果是排序对象是经常使用的汉字，使用Collator类排序完全可以满足我们的要求，毕竟GB2312已经包含了大部分的汉字，如果需要严格排序，则要使用一些开源项目来自己实现了，比如pinyin4j可以把汉字转换为拼音，然后我们自己来实现排序算法，不过此时你也会发现要考虑诸如算法、同音字、多音字等众多问题。

注意　如果排序不是一个关键算法，使用Collator类即可。
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数组和集合**

噢，他明白了，河水既没有牛伯伯说的那么浅，也没有小松鼠说的那么深，只有自己亲自试过才知道。

——寓言故事《小马过河》

数据集处理是每种语言必备的功能，Java更甚之，数据集可以允许重复，也可以不允许重复，可以允许null存在，也可以不允许null存在，可以自动排序，也可以不自动排序，可以是阻塞式的，也可以是非阻塞式的，可以是栈，也可以是队列……

本章将围绕我们使用最多的三个数据集合（数组、ArrayList和HashMap）来阐述在开发过程中要注意的事项，并由此延伸至Set、Queue、Stack等集合。

**建议60：性能考虑，数组是首选**

数组在实际的系统开发中用得越来越少了，我们通常只有在阅读一些开源项目时才会看到它们的身影，在Java中它确实没有List、Set、Map这些集合类用起来方便，但是在基本类型处理方面，数组还是占优势的，而且集合类的底层也都是通过数组实现的，比如对一个数据集求和这样的计算：

//对数组求和

public static int sum（int[]datas）{

int sum=0；

for（int i=0；i＜datas.length；i++）{

sum+=datas[i]；

}

return sum；

}

对一个int类型的数组求和，取出所有的数组元素并相加，此算法中如果是基本类型则使用数组效率是最高的，使用集合则效率次之。再看使用List求和：

//对列表求和计算

public static int sum（List＜Integer＞datas）{

int sum=0；

for（int i=0；i＜datas.size（）；i++）{

sum+=datas.get（i）；

}

return sum；

}

注意看加粗字体，这里其实已经做了一个拆箱动作，Integer对象通过intValue方法自动转换成了一个int基本类型，对于性能濒于临界的系统来说该方案是比较危险的，特别是大数量的时候，首先，在初始化List数组时要进行装箱动作，把一个int类型包装成一个Integer对象，虽然有整型池在，但不在整型池范围内的都会产生一个新的Integer对象，而且众所周知，基本类型是在栈内存中操作的，而对象则是在堆内存中操作的，栈内存的特点是速度快，容量小，堆内存的特点是速度慢，容量大（从性能上来讲，基本类型的处理占优势）。其次，在进行求和计算（或者其他遍历计算）时要做拆箱动作，因此无谓的性能消耗也就产生了。

在实际测试中发现：对基本类型进行求和计算时，数组的效率是集合的10倍。

注意　性能要求较高的场景中使用数组替代集合。

**建议61：若有必要，使用变长数组**

Java中的数组是定长的，一旦经过初始化声明就不可改变长度，这在实际使用中非常不方便，比如要对班级学生的信息进行统计，因为我们不知道一个班级会有多少学生（随时都可能会有学生入学、退学或转学），所以需要有一个足够大的数组来容纳所有的学生，但问题是多大才算足够大？10年前一台台式机64MB的内存已经很牛了，现在要是没有2GB的内存你都不好意思跟别人交流计算机的配置，所以呀，这个足够大是相对于当时的场景而言的。随着环境的变化，“足够大”也可能会转变成“足够小”，然后就会出现超出数组最大容量的情况，那该如何解决呢？事实上，可以通过对数组扩容“婉转”地解决该问题，代码如下：

public static＜T＞T[]expandCapacity（T[]datas, int newLen）{

//不能是负值

newLen=newLen＜0?0：newLen；

//生成一个新数组，并拷贝原值

return Arrays.copyOf（datas, newLen）；

}

上述代码中采用的是Arrays数组工具类的copyOf方法，产生了一个newLen长度的新数组，并把原有的值拷贝了进去，之后就可以对超长的元素进行赋值了（依据类型的不同分别赋值为0、false或null），使用方法如下：

public static void main（String[]args）{

//一个班级最多容量60个学生

Stu[]classes=new Stu[60]；

/\*classes初始化……\*/

//偶尔一个班级可以容纳80人，数组加长

classes=expandCapacity（classes，80）；

/\*重新初始化超过限额的20人……\*/

}

通过这样的处理方式，曲折地解决了数组的变长问题。其实，集合的长度自动维护功能的原理与此类似。在实际开发中，如果确实需要变长的数据集，数组也是在考虑范围之内的，不能因固定长度而将其否定之。

**建议62：警惕数组的浅拷贝**

有这样一个例子，第一个箱子里有赤橙黄绿青蓝紫7色气球，现在希望在第二个箱子中也放入7个气球，其中最后一个气球改为蓝色，也就是赤橙黄绿青蓝蓝7个气球，那我们很容易就会想到第二个箱子中的气球可以通过拷贝第一个箱子中的气球来实现，毕竟有6个气球是一样的嘛，来看实现代码：

public class Client{

public static void main（String[]args）{

//气球数量

int ballonNum=7；

//第一个箱子

Balloon[]box1=new Balloon[ballonNum]；

//初始化第一个箱子中的气球

for（int i=0；i＜ballonNum；i++）{

box1[i]=new Balloon（Color.values（）[i]，i）；

}

//第二个箱子的气球是拷贝的第一个箱子里的

Balloon[]box2=Arrays.copyOf（box1，box1.length）；

//修改最后一个气球颜色

box2[6].setColor（Color.Blue）；

//打印出第一个箱子中的气球颜色

for（Balloon b：box1）{

System.out.println（b）；

}

}

}

//气球颜色

enum Color{

Red, Orange, Yellow, Green, Indigo, Blue, Violet；

}

//气球

class Balloon{

//编号

private int id；

//颜色

private Color color；

public Balloon（Color\_color, int\_id）{

color=\_color；

id=\_id；

}

/\*id、color的getter/setter方法省略\*/

//apache-common包下的ToStringBuilder重写toString方法

public String toString（）{

return new ToStringBuilder（this）

.append（"编号"，id）

.append（"颜色"，color）

.toString（）；

}

}

第二个箱子里最后一个气球的颜色毫无疑问是被修改成蓝色了，不过我们是通过拷贝第一个箱子里的气球然后再修改的方式来实现的，那会对第一个箱子的气球颜色有影响吗？我们看输出：

Balloon@b2fd8f[编号=0，颜色=Red]

Balloon@a20892[编号=1，颜色=Orange]

Balloon@158b649[编号=2，颜色=Yellow]

Balloon@1037c71[编号=3，颜色=Green]

Balloon@1546e25[编号=4，颜色=Indigo]

Balloon@8a0d5d[编号=5，颜色=Blue]

Balloon@a470b8[编号=6，颜色=Blue]

最后一个气球颜色竟然也被修改了，我们只是希望修改第二个箱子的气球啊，这是为何？这是很典型的浅拷贝（Shallow Clone）问题，前面第1章的序列化中也介绍过，但是这里与之有一点不同：数组中的元素没有实现Serializable接口。

确实如此，通过copyOf方法产生的数组是一个浅拷贝，这与序列化的浅拷贝完全相同：基本类型是直接拷贝值，其他都是拷贝引用地址。需要说明的是，数组的clone方法也是与此相同的，同样是浅拷贝，而且集合的clone方法也都是浅拷贝，这就需要大家在拷贝时多留心了。

问题找到了，解决方案也很简单，遍历box1的每个元素，重新生成一个气球（Ballon）对象，并放置到box2数组中，代码较简单，不再赘述。

该方法用得最多的地方是在使用集合（如List）进行业务处理时，比如发觉需要拷贝集合中的元素，可集合没有提供拷贝方法，如果自己写会很麻烦，所以干脆使用List.toArray方法转换成数组，然后通过Arrays.copyOf拷贝，再转换回集合，简单便捷！但是，非常遗憾的是，这里我们又撞到浅拷贝的枪口上了，虽然很多时候浅拷贝可以解决业务问题，但更多时候会留下隐患，需要我们提防又提防。

**建议63：在明确的场景下，为集合指定初始容量**

我们经常使用ArrayList、Vector、HashMap等集合，一般都是直接用new跟上类名声明出一个集合来，然后使用add、remove等方法进行操作，而且因为它是自动管理长度的，所以不用我们特别费心超长的问题，这确实是一个非常好的优点，但也有我们必须要注意的事项。

下面以ArrayList为例深入了解一下Java是如何实现长度的动态管理的，先从add方法的阅读开始，代码如下。

public boolean add（E e）{

//扩展长度

ensureCapacity（size+1）；

//追加元素

elementData[size++]=e；

return true；

}

我们知道ArrayList是一个大小可变的数组，但它在底层使用的是数组存储（也就是elementData变量），而且数组是定长的，要实现动态长度必然要进行长度的扩展，ensureCapacity方法提供了此功能，代码如下：

public void ensureCapacity（int minCapacity）{

//修改计数器

modCount++；

//上次（原始）定义的数组长度

int oldCapacity=elementData.length；

//当前需要的长度超过了数组长度

if（minCapacity＞oldCapacity）{

Object oldData[]=elementData；

//计算新数组长度

int newCapacity=（oldCapacity\*3）/2+1；

if（newCapacity＜minCapacity）

newCapacity=minCapacity；

//数组拷贝，生成新数组

elementData=Arrays.copyOf（elementData, newCapacity）；

}

}

注意看新数组的长度计算方法，并不是增加一个元素，elementData的长度就加1，而是在达到elementData长度的临界点时，才将elementData扩容1.5倍，这样实现有什么好处呢？好处是避免了多次调用copyOf方法的性能开销，否则每加一个元素都要扩容一次，那性能岂不是非常糟糕？！

可能有读者要问了，这里为什么是1.5倍，而不是2.5倍、3.5倍？这是一个好问题，原因是一次扩容太大（比如扩容2.5倍），占用的内存也就越大，浪费的内存也就越多（1.5倍扩容，最多浪费33%的数组空间，而2.5倍则最多可能浪费60%的内存）；而一次扩容太小（比如每次扩容1.1倍），则需要多次对数组重新分配内存，性能消耗严重。经过测试验证，扩容1.5倍即满足了性能要求，也减少了内存消耗。

现在我们知道了ArrayList的扩容原则，那还有一个问题：elementData的默认长度是多少呢？答案是10，如果我们使用默认方式声明ArrayList，如new ArrayList（），则elementData的初始长度就是10。我们来看ArrayList的无参构造：

//无参构造，我们通常用得最多的就是这个

public ArrayList（）{

//默认是长度为10的数组

this（10）；

}

//指定数组长度的有参构造

public ArrayList（int initialCapacity）{

super（）；

if（initialCapacity＜0）

throw new IllegalArgumentException（"Illegal Capacity："+initialCapacity）；

//声明指定长度的数组，容纳element

this.elementData=new Object[initialCapacity]；

}

默认初始化时声明了一个长度为10的数组，在通过add方法增加第11个元素时，ArrayList类就自动扩展了，新的elementData数组长度是（10×3）/2+1，也就是16，当增加到第17个元素时再次扩容为（16×3）/2+1，也就是25，依此类推，实现了ArrayList的动态数组管理。

从这里我们可以看出，如果不设置初始容量，系统就按照1.5倍的规则扩容，每次扩容都是一次数组的拷贝，如果数据量很大，这样的拷贝会非常耗费资源，而且效率非常低下。如果我们已经知道一个ArrayList的可能长度，然后对ArrayList设置一个初始容量则可以显著提高系统性能。比如一个班级的学生，通常也就是50人左右，我们就声明ArrayList的默认容量为50的1.5倍（元素数量小，直接计算，避免数组拷贝），即new ArrayList＜Studeng＞（75），这样在使用add方法增加元素时，只要在75以内都不用做数组拷贝，超过了75才会按照默认规则扩容（也就是1.5倍扩容）。如此处理，对我们的开发逻辑并不会有任何影响，而且还可以提高运行效率（在大数据量下，是否指定容量会使性能相差5倍以上）。

弄明白了ArrayList的长度处理方式，那其他集合类型呢？我们先来看Vector，它的处理方式与ArrayList相似，只是数组的长度计算方式不同而已，代码如下：

private void ensureCapacityHelper（int minCapacity）{

int oldCapacity=elementData.length；

if（minCapacity＞oldCapacity）{

Object[]oldData=elementData；

//若有递增步长，则按照步长增长；否则，扩容2倍

int newCapacity=（capacityIncrement＞0）?（oldCapacity+capacityIncrement）

：（oldCapacity\*2）；

//越界检查，否则超过int最大值

if（newCapacity＜minCapacity）{

newCapacity=minCapacity；

}

elementData=Arrays.copyOf（elementData, newCapacity）；

}

}

Vector与ArrayList不同的地方是它提供了递增步长（capacityIncrement变量），其值代表的是每次数组拓长时要增加的长度，不设置此值则是容量翻倍（默认是不设置递增步长的，可以通过构造函数来设置递增步长）。其他集合类的扩容方式与此相似，如HashMap是按照倍数增加的，Stack继承自Vector，所采用的也是与其相同的扩容原则等，读者有兴趣可以自行研读一下JDK的源码。

注意　非常有必要在集合初始化时声明容量。

**建议64：多种最值算法，适时选择**

对一批数据进行排序，然后找出其中的最大值或最小值，这是基本的数据结构知识。在Java中我们可以通过编写算法的方式，也可以通过数组先排序再取值的方式来实现。下面以求最大值为例，解释一下多种算法。

（1）自行实现，快速查找最大值

先来看用快速查找法取最大值的算法，其代码如下：

public static int max（int[]data）{

int max=data[0]；

for（int i：data）{

max=max＞i?max：i；

}

return max；

}

这是我们经常使用的最大值算法，也是速度最快的算法。它不要求排序，只要遍历一遍数组即可找出最大值。

（2）先排序，后取值

对于求最大值，也可以采用先排序后取值的方式，同样比较简单，代码如下：

public static int max（int[]data）{

//先排序

Arrays.sort（data.clone（））；

//然后取值

return data[data.length-1]；

}

从效率上来讲，当然是自己写快速查找法更快一些了，只用遍历一遍就可以计算出最大值。但在实际测试中我们发现，如果数组数量少于1万，两者基本上没有差别，在同一个毫秒级别里，此时就可以不用自己写算法了，直接使用数组先排序后取值的方式。

如果数组元素超过1万，就需要依据实际情况来考虑：自己实现，可以提升性能；先排序后取值，简单，通俗易懂。排除性能上的差异，两者都可以选择，甚至后者更方便一些，也更容易想到。

现在问题来了，在代码中为什么要先使用data.clone拷贝再排序呢？那是因为数组也是一个对象，不拷贝不就改变了原有数组元素的顺序吗？除非数组元素的顺序无关紧要。

接着往下思考，如果要查找仅次于最大值的元素（也就是老二），该如何处理呢？要注意，数组的元素是可以重复的，最大值可能是多个，所以单单一个排序然后取倒数第二个元素是解决不了问题的。

此时，就需要一个特殊的排序算法了，先要剔除重复数据，然后再排序。当然，自己写算法也可以实现，但是集合类已经提供了非常好的方法，要是再使用数组自己写算法就显得有点过时了。数组不能剔除重复数据，但Set集合却是可以的，而且Set的子类TreeSet还能自动排序。代码如下：

public static int getSecond（Integer[]data）{

//转换为列表

List＜Integer＞dataList=Arrays.asList（data）；

//转换为TreeSet，删除重复元素并升序排列

TreeSet＜Integer＞ts=new TreeSet＜Integer＞（dataList）；

//取得比最大值小的最大值，也就是老二了

return ts.lower（ts.last（））；

}

剔除重复元素并升序排列，这都由TreeSet类实现的，然后可再使用lower方法寻找小于最大值的值。大家看，上面的程序非常简单吧？那如果是我们自己编写代码会怎么样？那至少要遍历数组两遍才能计算出老二的值，代码的复杂度将大大提升。

也许你会说，这个要求有点变态，怎么会有这样的需求？不，有这样的需求很正常，比如在学校按成绩排名时，如果一个年级有1200人，只要找出最高的三个分数（可不一定就是3个人，也可能是多人），是不是就是这种情况呢？因此在实际应用中求最值，包括最大值、最小值、第二大值、倒数第二小值等，使用集合是最简单的方式，当然若从性能方面来考虑，数组是最好的选择。

注意　最值计算时使用集合最简单，使用数组性能最优。

**建议65：避开基本类型数组转换列表陷阱**

我们在开发过程中经常会使用Arrays和Collections这两个工具类在数组和列表之间转换，非常方便，但也有时候会出现一些奇怪的问题，来看如下代码：

public static void main（String[]args）{

int[]data={1，2，3，4，5}；

List list=Arrays.asList（data）；

System.out.println（"列表中的元素数量是："+list.size（））；

}

也许你会说，这很简单，list变量的元素数量当然是5了。但是运行后打印出来的列表数量却是1。

事实上data确实是一个有5个元素的int类型数组，只是通过asList转换成列表后就只有1个元素了，这是为什么呢？其他4个元素到什么地方去了呢？

我们仔细看一下Arrays.asList的方法说明：输入一个变长参数，返回一个固定长度的列表。注意这里是一个变长参数，看源代码：

public static＜T＞List＜T＞asList（T……a）{

return new ArrayList＜T＞（a）；

}

asList方法输入的是一个泛型变长参数，我们知道基本类型是不能泛型化的，也就是说8个基本类型不能作为泛型参数，要想作为泛型参数就必须使用其所对应的包装类型。那前面的例子传递了一个int类型的数组，为什么程序没有报编译错呢？

在Java中，数组是一个对象，它是可以泛型化的，也就是说我们的例子是把一个int类型的数组作为了T的类型，所以转换后在List中就只有一个类型为int数组的元素了，我们打印出来看看，代码如下：

public static void main（String[]args）{

int[]data={1，2，3，4，5}；

List list=Arrays.asList（data）；

System.out.println（"元素类型："+list.get（0）.getClass（））；

System.out.println（"前后是否相等："+data.equals（list.get（0）））；

}

输出的结果是：

元素类型：class[I

前后是否相等：true

很明显，放在列表中的元素是一个int数组，可能有读者要问了，为什么“元素类型：”后的class是“[I”？我们并没有指明是数组（Array）类型呀！这是因为JVM不可能输出Array类型，因为Array是属于java.lang.reflect包的，它是通过反射访问数组元素的工具类。在Java中任何一个数组的类都是“[I”，究其原因就是Java并没有定义数组这一个类，它是在编译器编译的时候生成的，是一个特殊的类，在JDK的帮助中也没有任何数组类的信息。

弄清楚了问题，修改方案也就诞生了，直接使用包装类即可，代码如下：

public static void main（String[]args）{

Integer[]data={1，2，3，4，5}；

List list=Arrays.asList（data）；

System.out.println（"列表中的元素数量是："+list.size（））；

}

仅仅修改了加粗字体部分，把int替换为Integer即可让输出元素数量为5。需要说明的是，不仅仅是int类型的数组有这个问题，其他7个基本类型的数组也存在相似的问题，这就需要读者注意了，在把基本类型数组转换成列表时，要特别小心asList方法的陷阱，避免出现程序逻辑混乱的情况。

注意　原始类型数组不能作为asList的输入参数，否则会引起程序逻辑混乱。

**建议66：asList方法产生的List对象不可更改**

上一个建议指出了asList方法在转换基本类型数组时存在的问题，接着我们看一下asList方法返回的列表有何特殊的地方，代码如下所示：

enum Week{Sun, Mon, Tue, Wed, Thu, Fri, Sat}

public static void main（String[]args）{

//五天工作制

Week[]workDays={Week.Mon, Week.Tue, Week.Wed, Week.Thu, Week.Fri}；

//转换为列表

List＜Week＞list=Arrays.asList（workDays）；

//增加周六也为工作日

list.add（Week.Sat）；

/\*工作日开始干活了\*/

}

很简单的程序呀，默认声明的工作日（workDays）是从周一到周五，偶尔周六也会算作工作日加入到工作日列表中。不过，这段程序执行时会不会有什么问题呢？

编译没有任何问题，但是一运行，却出现了如下结果：

Exception in thread"main"java.lang.UnsupportedOperationException

at java.util.AbstractList.add（AbstractList.java：131）

at java.util.AbstractList.add（AbstractList.java：91）

UnsupportedOperationException，不支持的操作？居然不支持List的add方法，这真是奇怪了！还是来追根寻源，看看asList方法的源代码：

public static＜T＞List＜T＞asList（T……a）{

return new ArrayList＜T＞（a）；

}

直接new了一个ArrayList对象返回，难道ArrayList不支持add方法？不可能呀！可能，问题就出在这个ArrayList类上，此ArrayList非java.util.ArrayList，而是Arrays工具类的一个内置类，其构造函数如下所示：

//这是一个静态私有内部类

private static class ArrayList＜E＞extends AbstractList＜E＞

implements RandomAccess, java.io.Serializable{

//存储列表元素的数组

private final E[]a；

//唯一的构造函数

ArrayList（E[]array）{

if（array==null）

throw new NullPointerException（）；

a=array；

}

/\*其他方法省略\*/

}

这里的ArrayList是一个静态私有内部类，除了Arrays能访问外，其他类都不能访问。仔细看这个类，它没有提供add方法，那肯定是父类AbstractList提供了，来看代码：

public boolean add（E e）{

throw new UnsupportedOperationException（）；

}

父类确实提供了，但没有提供具体的实现（源代码上是通过add方法调用add（int, E）方法来实现的，为了便于讲解，此处缩减了代码），所以每个子类都需要自己覆写add方法，而Arrays的内部类ArrayList没有覆写，因此add一个元素就会报错了。

我们再深入地看看这个ArrayList静态内部类，它仅仅实现了5个方法：

size：元素数量。

toArray：转化为数组，实现了数组的浅拷贝。

get：获得指定元素。

set：重置某一元素值。

contains：是否包含某元素。

对于我们经常使用的List.add和List.remove方法它都没有实现，也就是说asList返回的是一个长度不可变的列表，数组是多长，转换成的列表也就是多长，换句话说此处的列表只是数组的一个外壳，不再保持列表动态变长的特性，这才是我们要关注的重点（虽然此处JDK的设计有悖OO设计原则，但这不在我们讨论的范围内，而且我们也无力回天）。

有些开发者特别喜欢通过如下方式定义和初始化列表：

List＜String＞names=Arrays.asList（"张三"，"李四"，"王五"）；

一句话完成了列表的定义和初始化，看似很便捷，却深藏着重大隐患—列表长度无法修改。想想看，如果这样一个List传递到一个允许add操作的方法中，那将会产生何种结果？如果读者有这种习惯，请慎之戒之，除非非常自信该Lis只用于读操作。

**建议67：不同的列表选择不同的遍历方法**

我们来思考这样一个案例：统计一个省的各科高考平均值，比如数学平均分是多少，语文平均分是多少等，这是每年招生办都会公布的数据，我们来想想看该算法应如何实现。当然使用数据库中的一个SQL语句就能求出平均值，不过这不再我们的考虑之列，这里还是使用纯Java的算法来解决之，看代码：

public static void main（String[]args）{

//学生数量，80万

int stuNum=80\*10000；

//List集合，记录所有学生的分数

List＜Integer＞scores=new ArrayList＜Integer＞（stuNum）；

//写入分数

for（int i=0；i＜stuNum；i++）{

scores.add（new Random（）.nextInt（150））；

}

//记录开始计算时间

long start=System.currentTimeMillis（）；

System.out.println（"平均分是："+average（scores））；

System.out.println（"执行时间："+（System.currentTimeMillis（）-start）+"ms"）；

}

//计算平均数

public static int average（List＜Integer＞list）{

int sum=0；

//遍历求和

for（int i：list）{

sum+=i；

}

//除以人数，计算平均值

return sum/list.size（）；

}

把80万名学生的成绩放到一个ArrayList数组中，然后通过foreach方式遍历求和，再计算平均值，程序非常简单，输出的结果是：

平均分是：74

执行时间：47ms

仅仅求一个算术平均值就花费了47毫秒，不要说考虑其他诸如加权平均值、补充平均值等算法，那花的时间肯定更长。我们仔细分析一下arverage方法，加号操作是最基本操作，没有什么可以优化的，剩下的就是一个遍历了，问题是List的遍历可以优化吗？

我们可以尝试一下，List的遍历还有另外一种方式，即通过下标方式来访问，代码如下：

//计算平均数

public static int average（List＜Integer＞list）{

int sum=0；

//遍历求和

for（int i=0，size=list.size（）；i＜size；i++）{

sum+=list.get（i）；

}

//除以人数，计算平均值

return sum/list.size（）；

}

不再使用foreach方式遍历列表，而是采用下标方式遍历，我们看看输出结果如何：

平均分是：74

执行时间：16ms

执行时间已经大幅度下降，性能提升了65%，这是一个飞速提升！那为什么我们使用下标方式遍历数组会有这么高的性能提升呢？

这是因为ArrayList数组实现了RandomAccess接口（随机存取接口），这也就标志着ArrayList是一个可以随机存取的列表。在Java中，RandomAccess和Cloneable、Serializable一样，都是标志性接口，不需要任何实现，只是用来表明其实现类具有某种特质的，实现了Cloneable表明可以被拷贝，实现了Serializable接口表明被序列化了，实现了RandomAccess则表明这个类可以随机存取，对我们的ArrayList来说也就标志着其数据元素之间没有关联，即两个位置相邻的元素之间没有相互依赖和索引关系，可以随机访问和存储。

我们知道，Java中的foreach语法是iterator（迭代器）的变形用法，也就是说上面的foreach与下面的代码等价：

for（Iterator＜Integer＞i=list.iterator（）；i.hasNext（）；）{

sum+=i. next（）；

}

那我们再想想什么是迭代器，迭代器是23个设计模式中的一种，“提供一种方法访问一个容器对象中的各个元素，同时又无须暴露该对象的内部细节”，也就是说对于ArrayList，需要先创建一个迭代器容器，然后屏蔽内部遍历细节，对外提供hasNext、next等方法。问题是ArrayList实现了RandomAccess接口，已表明元素之间本来没有关系，可是，为了使用迭代器就需要强制建立一种互相“知晓”的关系，比如上一个元素可以判断是否有下一个元素，以及下一个元素是什么等关系，这也就是通过foreach遍历耗时的原因。

Java为ArrayList类加上了RandomAccess接口，就是在告诉我们，“嘿，ArrayList是随机存取的，采用下标方式遍历列表速度会更快”，接着又有一个问题了：为什么不把RandomAccess加到所有的List实现类上呢？

那是因为有些List实现类不是随机存取的，而是有序存取的，比如LinkedList类，LinkedList也是一个列表，但它实现了双向链表，每个数据结点中都有三个数据项：前节点的引用（Previous Node）、本节点元素（Node Element）、后继节点的引用（Next Node），这是数据结构的基本知识，不多讲了，也就是说在LinkedList中的两个元素本来就是有关联的，我知道你的存在，你也知道我的存在。那大家想想看，元素之间已经有关联关系了，使用foreach也就是迭代器方式是不是效率更高呢？我们修改一下例子，代码如下：

public static void main（String[]args）{

//学生数量，80万

int stuNum=80\*10000；

//List集合，记录所有学生的分数

List＜Integer＞scores=new LinkedList＜Integer＞（）；

/\*其他代码没有改变，不再赘述\*/

}

public static int average（List＜Integer＞list）{

int sum=0；

//foreach遍历求和

for（int i：list）{

sum+=i；

}

//除以人数，计算平均值

return sum/list.size（）；

}

运行的结果如下：

平均分是：74

执行时间：16ms

确实如此，也是16毫秒，效率非常高。可能大家还想要测试一下下标方式（也就是采用get方法访问元素）遍历LinkedList元素的情况，其实不用测试，效率真的非常低，我们直接看源码：

public E get（int index）{

return entry（index）.element；

}

由entry方法查找指定下标的节点，然后返回其包含的元素，看entry方法：

private Entry＜E＞entry（int index）{

/\*检查下标是否越界，代码不再拷贝\*/

Entry＜E＞e=header；

if（index＜（size＞＞1））{

//如果下标小于中间值，则从头节点开始搜索

for（int i=0；i＜=index；i++）

e=e.next；

}else{

//如果下标大于等于中间值，则从尾节点反向遍历

for（int i=size；i＞index；i--）

e=e.previous；

}

return e；

}

看懂了吗？程序会先判断输入的下标与中间值（size右移一位，也就是除以2了）的关系，小于中间值则从头开始正向搜索，大于中间值则从尾节点反向搜索，想想看，每一次的get方法都是一个遍历，“性能”两字从何说起呢！

明白了随机存取列表和有序存取列表的区别，我们的average方法就必须重构了，以便实现不同的列表采用不同的遍历方式，代码如下：

public static int average（List＜Integer＞list）{

int sum=0；

if（list instanceof RandomAccess）{

//可以随机存取，则使用下标遍历

for（int i=0，size=list.size（）；i＜size；i++）{

sum+=list.get（i）；

}

}else{

//有序存取，使用foreach方式

for（int i：list）{

sum+=i；

}

}

//除以人数，计算平均值

return sum/list.size（）；

}

如此一来，列表的遍历就可以“以不变应万变”了，无论是随机存取列表还是有序列表，它都可以提供快速的遍历。

注意　列表遍历不是那么简单的，其中很有“学问”，适时选择最优的遍历方式，不要固化为一种。

**建议68：频繁插入和删除时使用LinkedList**

上一个建议介绍了列表的遍历方式，也就是“读”操作，本建议将介绍列表的“写”操作：即插入、删除、修改动作。

（1）插入元素

列表中我们使用最多的是ArrayList，下面来看看它的插入（add方法）算法，源代码如下：

public void add（int index, E element）{

/\*检查下标是否越界，代码不再拷贝\*/

//若需要扩容，则增大底层数组的长度

ensureCapacity（size+1）；

//给index下标之后的元素（包括当前元素）的下标加1，空出index位置

System.arraycopy（elementData, index, elementData, index+1，size-index）；

//赋值index位置元素

elementData[index]=element；

//列表长度+1

size++；

}

注意看arraycopy方法，只要是插入一个元素，其后的元素就会向后移动一位，虽然arraycopy是一个本地方法，效率非常高，但频繁的插入，每次后面的元素都要拷贝一遍，效率就变低了，特别是在头位置插入元素时。现在的问题是，开发中确实会遇到要插入元素的情况，那有什么更好的方法解决此效率问题吗？

有，使用LinkedList类即可。我们知道LinkedList是一个双向链表，它的插入只是修改相邻元素的next和previous引用，其插入算法（add方法）如下：

public void add（int index, E element）{

addBefore（element，（index==size?header：entry（index）））；

}

这里调用了私有addBefore方法，该方法实现了在一个元素之前插于元素的算法，代码如下：

private Entry＜E＞addBefore（E e, Entry＜E＞entry）{

//组装一个新节点，previous指向原节点的前节点，next指向原节点

Entry＜E＞newEntry=new Entry＜E＞（e, entry, entry.previous）；

//前节点的next指向自己

newEntry.previous.next=newEntry；

//后节点的previous指向自己

newEntry.next.previous=newEntry；

//长度+1

size++；

//修改计数器+1

modCount++；

return newEntry；

}

这是一个典型的双向链表插入算法，把自己插入到链表，然后再把前节点的next和后节点的previous指向自己。想想看，这样一个插入元素（也就是Entry对象）的过程中，没有任何元素会有拷贝过程，只是引用地址改变了，那效率当然就高了。

经过实际测试得知，LinkedList的插入效率比ArrayList快50倍以上。

（2）删除元素

插入了解清楚了，我们再来看删除动作。ArrayList提供了删除指定位置上的元素、删除指定值元素、删除一个下标范围内的元素集等删除动作，三者的实现原理基本相似，都是找到索引位置，然后删除。我们以最常用的删除指定下标的方法（remove方法）为例来看看删除动作的性能到底如何，源码如下：

public E remove（int index）{

//下标校验

RangeCheck（index）；

//修改计数器+1

modCount++；

//记录要删除的元素值

E oldValue=（E）elementData[index]；

//有多少个元素向前移动

int numMoved=size-index-1；

if（numMoved＞0）

//index后的元素向前移动一位

System.arraycopy（elementData, index+1，elementData, index, numMoved）；

//列表长度减1，并且最后一位设为null

elementData[--size]=null；

//返回删除的值

return oldValue；

}

注意看，index位置后的元素都向前移动了一位，最后一个位置空出来了，这又是一次数组拷贝，和插入一样，如果数据量大，删除动作必然会暴露出性能和效率方面的问题。ArrayList其他的两个删除方法与此相似，不再赘述。

我们再来看看LinkedList的删除动作。LinkedList提供了非常多的删除操作，比如删除指定位置元素、删除头元素等，与之相关的poll方法也会执行删除动作，下面来看最基本的删除指定位置元素的方法remove，源代码如下：

private E remove（Entry＜E＞e）{

//取得原始值

E result=e.element；

//前节点next指向当前节点的next

e.previous.next=e.next；

//后节点的previouse指向当前节点的previous

e.next.previous=e.previous；

//置空当前节点的next和previous

e.next=e.previous=null；

//当前元素置空

e.element=null；

//列表长度减1

size--；

//修改计数器+1

modCount++；

return result；

}

这也是双向链表的标准删除算法，没有任何耗时的操作，全部是引用指针的变更，效率自然高了。

在实际测试中得知，处理大批量的删除动作，LinkedList比ArrayList快40倍以上。

（3）修改元素

写操作还有一个动作：修改元素值，在这一点上LinkedList输给了ArrayList，这是因为LinkedList是顺序存取的，因此定位元素必然是一个遍历过程，效率大打折扣，我们来看set方法的代码：

public E set（int index, E element）{

//定位节点

Entry＜E＞e=entry（index）；

E oldVal=e.element；

//节点的元素替换

e.element=element；

return oldVal；

}

看似很简洁，但是这里使用了entry方法定位元素，在上一个建议中我们已经说明了LinkedList这种顺序存取列表的元素定位方式会折半遍历，这是一个极耗时的操作。而ArrayList的修改动作则是数组元素的直接替换，简单高效。

在修改动作上，LinkedList比ArrayList慢很多，特别是要进行大量的修改时，两者完全不在一个数量级上。

上面通过分析源码完成了LinkedList与ArrayList之间的PK，其中LinkedList胜两局：删除和插入效率高；ArrayList胜一局：修改元素效率高。总体上来说，在“写”方面，LinkedList占优势，而且在实际使用中，修改是一个比较少的动作。因此，如果有大量的写操作（更多的是插入和删除动作），推荐使用LinkedList。不过何为少量，何为大量呢？

这就要依赖诸位正在开发的系统了，一个实时交易的系统，即使写作操再少，使用LinkedList也比ArrayList合适，因为此类系统是争分夺秒的，多N个毫秒可能就会造成交易数据不准确；而对于一个批量系统来说，几十毫秒、几百毫秒，甚至是几千毫秒的差别意义都不大，这时是使用LinkedList还是ArrayList就看个人爱好了，当然，如果系统已经处于性能临界点了那就必须使用LinkedList。

且慢，“写”操作还有一个增加（add方法）操作，为什么这里没有PK呢？那是因为两者在增加元素时性能上基本没有什么差别，区别只是在增加时LinkedList生成了一个Entry元素，其previous指向倒数第二个Entry, next置空；而ArrayList则是把元素追加到了数组中而已，两者的性能差别非常微小，不再讨论。

**建议69：列表相等只需关心元素数据**

我们来看一个判断列表相等的例子，代码如下：

public static void main（String[]args）{

ArrayList＜String＞strs=new ArrayList＜String＞（）；

strs.add（"A"）；

Vector＜String＞strs2=new Vector＜String＞（）；

strs2.add（"A"）；

System.out.println（strs.equals（strs2））；

}

两个类都不相同，一个是ArrayList，一个是Vectory，那结果肯定不相等了！真是这样吗？其实结果是两者相等！

我们来详细分析一下为什么两者是相等的。两者都是列表（List），都实现了List接口，也都继承了AbastractList抽象类，其equals方法是在AbstractList中定义的，我们来看源代码：

public boolean equals（Object o）{

if（o==this）

return true；

//是否是List列表，注意这里：只要实现list接口即可

if（！（o instanceof List））

return false；

//通过迭代器访问list的所有元素

ListIterator＜E＞e1=listIterator（）；

ListIterator e2=（（List）o）.listIterator（）；

//遍历两个list的元素

while（e1.hasNext（）＆＆e2.hasNext（））{

E o1=e1.next（）；

Object o2=e2.next（）；

//只要存在着不相等就退出

if（！（o1==null?o2==null：o1.equals（o2）））

return false；

}

//长度是否也相等

return！（e1.hasNext（）||e2.hasNext（））；

}

看到没？这里只是要求实现了List接口就成，它不关心List的具体实现类。只要所有的元素相等，并且长度也相等就表明两个List是相等的，与具体的容量类型无关。也就是说，上面的例子中虽然一个是ArrayList，一个是Vector，只要里面的元素相等，那结果就是相等。

Java如此处理也确实是在为开发者考虑，列表只是一个容器，只要是同一种类型的容器（如List），不用关心容器的细节差别（如ArrayList与LinkedList），只要确定所有的元素数据相等，那这两个列表就是相等的。如此一来，我们在开发中就不用太关注容器细节了，可以把注意力更多地放在数据元素上，而且即使在中途重构容器类型，也不会对相等的判断产生太大的影响。

其他的集合类型，如Set、Map等与此相同，也是只关心集合元素，不用考虑集合类型。

注意　判断集合是否相等时只须关注元素是否相等即可。

**建议70：子列表只是原列表的一个视图**

List接口提供了subList方法，其作用是返回一个列表的子列表，这与String类的subString有点类似，但它们的功能是否相同呢？我们来看如下代码：

public static void main（String[]args）{

//定义一个包含两个字符串的列表

List＜String＞c=new ArrayList＜String＞（）；

c.add（"A"）；

c.add（"B"）；

//构造一个包含c列表的字符串列表

List＜String＞c1=new ArrayList＜String＞（c）；

//subList生成与c相同的列表

List＜String＞c2=c.subList（0，c.size（））；

//c2增加一个元素

c2.add（"C"）；

System.out.println（"c==c1?"+c.equals（c1））；

System.out.println（"c==c2?"+c.equals（c2））；

}

c1是通过ArrayList的构造函数创建的，c2是通过列表的subList方法创建的，然后c2又增加了一个元素C，现在的问题是输出的结果是什么呢？列表c与c1、c2之间是什么关系呢？

别忙着回答这个问题，我们先来回想一下String类的subString方法，看看它是如何工作的，代码如下：

public static void main（String[]args）{

String str="AB"；

String str1=new String（str）；

String str2=str.substring（0）+"C"；

System.out.println（"str==str1?"+str1.equals（str1））；

System.out.println（"str==str2?"+str.equals（str2））；

}

很明显，str与str1是相等的（虽然不是同一个对象，但用equals方法判断是相等的），但它们与str2不相等，这毋庸置疑，因为str2在对象池中重新生成了一个新的对象，其表面值是ABC，那当然与str和str1不相等了。

说完了subString的小插曲，现在回到List是否相等的判断上来。subList与subString的输出结果是一样的吗？让事实说话，运行结果如下：

c==c1?false

c==c2?true

很遗憾，与String类刚好相反，同样是一个sub类型的操作，为什么会相反呢？仅仅回答“为什么”似不足以平复我们的惊讶，下面就从最底层的源代码来进行分析。

c2是通过subList方法从c列表中生成的一个子列表，然后c2又增加了一个元素，可为什么增加了一个元素还会相等呢？我们来看subList源码：

public List＜E＞subList（int fromIndex, int toIndex）{

return（this instanceof RandomAccess?

new RandomAccessSubList＜E＞（this, fromIndex, toIndex）：

new SubList＜E＞（this, fromIndex, toIndex））；

}

subList方法是由AbstractList实现的，它会根据是不是可以随机存取来提供不同的SubList实现方式，不过，随机存储的使用频率比较高，而且RandomAccessSubList也是SubList子类，所以所有的操作都是由SubList类实现的（除了自身的SubList方法外），那么，我们就直接来看SubList类的代码：

class SubList＜E＞extends AbstractList＜E＞{

//原始列表

private AbstractList＜E＞l；

//偏移量

private int offset；

//构造函数，注意list参数就是我们的原始列表

SubList（AbstractList＜E＞list, int fromIndex, int toIndex）{

/\*下标校验，省略\*/

//传递原始列表

l=list；

offset=fromIndex；

//子列表的长度

size=toIndex-fromIndex；

}

//获得指定位置的元素

public E get（int index）{

/\*校验部分，省略\*/

//从原始字符串中获得指定位置的元素

return l.get（index+offset）；

}

//增加或插入

public void add（int index, E element）{

/\*校验部分，省略\*/

//直接增加到原始字符串上

l.add（index+offset, element）；

/\*处理长度和修改计数器\*/

}

/\*其他方法省略\*/

}

通过阅读这段代码，我们就非常清楚subList方法的实现原理了：它返回的SubList类也是AbstractList的子类，其所有的方法如get、set、add、remove等都是在原始列表上的操作，它自身并没有生成一个数组或是链表，也就是子列表只是原列表的一个视图（View），所有的修改动作都反映在了原列表上。

我们例子中的c2增加了一个元素C，不过增加的元素C到了c列表上，两个变量的元素仍保持完全一致，相等也就很自然了。

解释完相等的问题，再回过头来看看为什么变量c与c1不相等。很简单，因为通过ArrayList构造函数创建的List对象c1实际上是新列表，它是通过数组的copyOf动作生成的，所生成的列表c1与原列表c之间没有任何关系（虽然是浅拷贝，但元素类型是String，也就是说元素是深拷贝的），然后c又增加了元素，因为c1与c之间已经没有一毛钱的关系了，那自然是不相等了。

注意　subList产生的列表只是一个视图，所有的修改动作直接作用于原列表。

**建议71：推荐使用subList处理局部列表**

我们来看这样一个简单的需求：一个列表有100个元素，现在要删除索引位置为20～30的元素。这很简单，一个遍历很快就可以完成，代码如下：

public static void main（String[]args）{

//初始化一个固定长度，不可变列表

List＜Integer＞initData=Collections.nCopies（100，0）；

//转换为可变列表

List＜Integer＞list=new ArrayList＜Integer＞（initData）；

//遍历，删除符合条件的元素

for（int i=0，size=list.size（）；i＜size；i++）{

if（i＞=20＆＆i＜30）{

list.remove（i）；

}

}

}

或者

for（int i=20；i＜30；i++）{

if（i＜list.size（））{

list.remove（i）；

}

}

相信首先出现在大家脑海中的实现就是此算法了，遍历一遍，符合条件的就删除，简单而又实用。不过，还有没有其他方式呢？有没有“one-lining”一行代码就解决问题的方式呢？

有，直接使用ArrayList的removeRange方法不就可以了吗？等等，好像不可能呀，虽然JDK上有此方法，但是它有protected关键字修饰着，不能直接使用，那怎么办？看看如下代码。

public static void main（String[]args）{

//初始化一个固定长度，不可变列表

List＜Integer＞initData=Collections.nCopies（100，0）；

//转换为可变列表

ArrayList＜Integer＞list=new ArrayList＜Integer＞（initData）；

//删除指定范围的元素

list.subList（20，30）.clear（）；

}

上一个建议讲解了subList方法的具体实现方式，所有的操作都是在原始列表上进行的，那我们就用subList先取出一个子列表，然后清空。因为subList返回的List是原始列表的一个视图，删除这个视图中的所有元素，最终就会反映到原始字符串上，那么一行代码即解决问题了。

**建议72：生成子列表后不要再操作原列表**

前面说了，subList生成的子列表是原列表的一个视图，那在subList执行完后，如果修改了原列表的内容会怎样呢？视图是否会改变呢？如果是数据库视图，表数据变更了，视图当然会变了，至于subList生成的视图是否会改变，还是从源码上来看吧，代码如下：

public static void main（String[]args）{

List＜String＞list=new ArrayList＜String＞（）；

list.add（"A"）；

list.add（"B"）；

list.add（"C"）；

List＜String＞subList=list.subList（0，2）；

//原字符串增加一个元素

list.add（"D"）；

System.out.println（"原列表长度："+list.size（））；

System.out.println（"子列表长度："+subList.size（））；

}

程序中有一个原始列表，生成了一个子列表，然后在原始列表中增加一个元素，最后打印出原始列表和子列表的长度，大家想一下，这段程序什么地方会出现错误呢？

list. add（"D"）会报错吗？不会，subList并没有锁定原列表，原列表当然可以继续修改。

难道有两个size方法？正确，确实是size方法出错了，输出结果如下：

原列表长度：4

Exception in thread"main"java.util.ConcurrentModifcationException

at java.util.SubList.checkForComodification（AbstractList.java：752）

at java.util.SubList.size（AbstractList.java：625）

什么？居然是subList的size方法出现了异常，而且还是并发修改异常？这没道理呀，这里根本就没有多线程操作，何来并发修改呢？这个问题很容易回答，那是因为subList取出的列表是原列表的一个视图，原数据集（代码中的list变量）修改了，但是subList取出的子列表不会重新生成一个新列表（这点与数据库视图是不相同的），后面在对子列表继续操作时，就会检测到修改计数器与预期的不相同，于是就抛出了并发修改异常。

出现这个问题的最终原因还是在子列表提供的size方法的检查上，还记得上面几个例子中经常提到的修改计数器吗？原因就在这里，我们来看看size的源代码：

public int size（）{

checkForComodifcation（）；

return size；

}

其中的checkForComodification方法就是用于检测是否并发修改的，代码如下：

private void checkForComodification（）{

//判断当前修改计数器是否与子列表生成时一致

if（l.modCount！=expectedModCount）

throw new ConcurrentModificationException（）；

}

expectedModCount是从什么地方来的呢？它是在SubList子列表的构造函数中赋值的，其值等于生成子列表时的修改次数（modCount变量）。因此在生成子列表后再修改原始列表，l.modCount的值就必然比expectedModCount大1，不再保持相等了，于是也就抛出了ConcurrentModificationException异常。

subList的其他方法也会检测修改计数器，例如set、get、add等方法，若生成子列表后，再修改原列表，这些方法也会抛出ConcurrentModificationException异常。

对于子列表操作，因为视图是动态生成的，生成子列表后再操作原列表，必然会导致“视图”的不稳定，最有效的办法就是通过Collections.unmodifiableList方法设置列表为只读状态，代码如下：

public static void main（String[]args）{

List＜String＞list=new ArrayList＜String＞（）；

List＜String＞subList=list.subList（0，2）；

//设置列表为只读状态

list=Collections.unmodifableList（list）；

//对list进行只读操作

doReadSomething（list）

//对subList进行读写操作

doReadAndWriteSomething（subList）

}

这在团队编码中特别有用，比如我生成了一个List，需要调用其他同事写的共享方法，但是有一些元素是不能修改的，想想看，此时subList方法和unmodifiableList配合着使用是不是就可以解决我们的问题了呢？防御式编程就是教我们如此做的。

这里还有一个问题，数据库的一张表可以有很多视图，我们的List也可以有多个视图，也就是可以有多个子列表，但问题是只要生成的子列表多于一个，则任何一个子列表就都不能修改了，否则就会抛出ConcurrentModificationException异常。

注意　subList生成子列表后，保持原列表的只读状态。

**建议73：使用Comparator进行排序**

在项目开发中，我们经常要对一组数据进行排序，或者升序或者降序，在Java中排序有多种方式，最土的方法就是自己写排序算法，比如冒泡排序、快速排序、二叉树排序等，但一般不要自己写，JDK已经为我们提供了很多的排序算法，我们采用“拿来主义”就成了。

在Java中，要想给数据排序，有两种实现方式，一种是实现Comparable接口，一种是实现Comparator接口，这两者有什么区别呢？我们来看一个身边的例子，就比如给公司职员排序吧，最经常使用的是按照工号排序，先定义一个职员类代码，如下所示：

class Employee implements Comparable＜Employee＞{

//id是根据进入公司的先后顺序编码的

private int id；

//姓名

private String name；

//职位

private Position position；

public Employee（int\_id, String\_name, Position\_position）{

id=\_id；

name=\_name；

position=\_position；

}

/\*id、name、position的getter/setter方法省略\*/

//按照id号排序，也就是资历的深浅排序

@Override

public int compareTo（Employee o）{

return new CompareToBuilder（）

.append（id, o.id）.toComparison（）；

}

@Override

public String toString（）{

return ToStringBuilder.reflectionToString（this）；

}

}

这是一个简单的JavaBean，描述的是一个员工的基本信息，其中id号是员工编号，按照进入公司的先后顺序编码，position是岗位描述，表示是经理还是普通职员，这是一个枚举类型，代码如下：

enum Position{

Boss, Manager, Staff

}

职位有三个级别：Boss（老板），Manager（经理），Staff（普通职员）。

注意Employee类中的compareTo方法，它是Comparable接口要求必须实现的方法，这里使用apache的工具类来实现，表明是按照id的自然序列排序的（也就是升序）。一切准备完毕，我们看看如何排序：

public static void main（String[]args）{

List＜Employee＞list=new ArrayList＜Employee＞（5）；

//一个老板

list.add（new Employee（1001，"张三"，Position.Boss））；

//两个经理

list.add（new Employee（1006，"赵七"，Position.Manager））；

list.add（new Employee（1003，"王五"，Position.Manager））；

//两个职员

list.add（new Employee（1002，"李四"，Position.Staff））；

list.add（new Employee（1005，"马六"，Position.Staff））；

//按照id排序，也就是按照资历深浅排序

Collections.sort（list）；

for（Employee e：list）{

System.out.println（e）；

}

}

在收集数据时按照职位高低来收集，这也是“为领导服务”理念的体现嘛，先登记领导，然后是小领导，最后是普通员工。排序后的输出如下：

Employee@1037c71[id=1001，name=张三，position=Boss]

Employee@b1c5fa[id=1002，name=李四，position=Staff]

Employee@f84386[id=1003，name=王五，position=Manager]

Employee@15d56d5[id=1005，name=马六，position=Staff]

Employee@efd552[id=1006，name=赵七，position=Manager]

是按照id号升序排列的，结果正确，但是，有时候我们希望按照职位来排序，那怎么做呢？此时，重构Employee类已经不合适了，Employee已经是一个稳定类，为了一个排序功能修改它不是一个好办法，那有什么更好的解决办法吗？

有办法，看Collections.sort方法，它有一个重载方法Collections.sort（List＜T＞list, Comparator＜?super T＞c），可以接受一个Comparator实现类，这下就好办了，代码如下：

class PositionComparator implements Comparator＜Employee＞{

@Override

public int compare（Employee o1，Employee o2）{

//按照职位降序排列

return o1.getPosition（）.compareTo（o2.getPosition（））；

}

}

创建了一个职位排序法，依据职位的高低进行降序排列，然后只要把Collections.sort（list）修改为Collections.sort（list, new PositionComparator（））即可实现按职位排序的要求。

现在问题又来了：按职位临时倒序排列呢？注意只是临时的，是否要重写一个排序器？完全不用，有两个解决办法：

直接使用Collections.reverse（List＜?＞list）方法实现倒序排列。

通过Collections.sort（list, Collections.reverseOrder（new PositionComparator（）））也可以实现倒序排列。

第二个问题：先按照职位排序，职位相同再按照工号排序，这如何处理？这可是我们经常遇到的实际问题。很好处理，在compareTo或compare方法中先判断职位是否相等，相等的话再根据工号排序，使用apache的工具类来简化处理，代码如下：

public int compareTo（Employee o）{

return new CompareToBuilder（）

.append（position, o.position）//职位排序

.append（id, o.id）.toComparison（）；//工号排序

}

在JDK中，对Collections.sort方法的解释是按照自然顺序进行升序排列，这种说法其实是不太准确的，sort方法的排序方式并不是一成不变的升序，也可能是倒序，这依赖于compareTo的返回值，我们知道如果compareTo返回负数，表明当前值比对比值小，零表示相等，正数表明当前值比对比值大，比如我们修改一下Employee的compareTo方法，如下所示：

public int compareTo（Employee o）{

return new CompareToBuilder（）

.append（o.id, id）.toComparison（）；

}

两个参数调换了一下位置，也就是compareTo的返回值与之前正好相反，再使用Collections.sort进行排序，顺序也就相反了，这样就实现了倒序。

第三个问题：在Java中，为什么要有两个排序接口呢？

很多同学都提出了这个问题，其实也好回答，实现了Comparable接口的类表明自身是可比较的，有了比较才能进行排序；而Comparator接口是一个工具类接口，它的名字（比较器）也已经表明了它的作用：用作比较，它与原有类的逻辑没有关系，只是实现两个类的比较逻辑，从这方面来说，一个类可以有很多的比较器，只要有业务需求就可以产生比较器，有比较器就可以产生N多种排序，而Comparable接口的排序只能说是实现类的默认排序算法，一个类稳定、成熟后其compareTo方法基本不会改变，也就是说一个类只能有一个固定的、由compareTo方法提供的默认排序算法。

注意　Comparable接口可以作为实现类的默认排序法，Comparator接口则是一个类的扩展排序工具。

**建议74：不推荐使用binarySearch对列表进行检索**

对一个列表进行检索时，我们使用得最多的是indexOf方法，它简单、好用，而且也不会出错，虽然它只能检索到第一个符合条件的值，但是我们可以生成子列表后再检索，这样也就可以查找出所有符合条件的值了。

Collections工具类也提供一个检索方法：binarySearch，这个是干什么的？该方法也是对一个列表进行检索的，可查找出指定值的索引值，但是在使用这个方法时就有一些注意事项了，我们看如下代码：

public static void main（String[]args）{

List＜String＞cities=new ArrayList＜String＞（）；

cities.add（"上海"）；

cities.add（"广州"）；

cities.add（"广州"）；

cities.add（"北京"）；

cities.add（"天津"）；

//indexOf方法取得索引值

int index1=cities.indexOf（"广州"）；

//binarySearch查找到索引值

int index2=Collections.binarySearch（cities，"广州"）；

System.out.println（"索引值（indexOf）："+index1）；

System.out.println（"索引值（binarySearch）："+index2）；

}

先不考虑运行结果，直接看JDK上对binarySearch的描述：使用二分搜索法搜索指定列表，以获得指定对象。其实现的功能与indexOf是相同的，只是使用的是二分法搜索列表，所以估计两种方法返回结果是一样的，看结果：

索引值（indexOf）：1

索引值（binarySearch）：2

结果不一样，虽然说我们有两个“广州”这样的元素，但是返回的结果都应该是1才对呀，为何binarySearch返回的结果是2呢？问题就出在二分法搜索上，二分法搜索就是“折半折半再折半”的搜索方法，简单，而且效率高。看看JDK是如何实现的。

public static＜T＞int binarySearch（List＜?extends Comparable＜?super T＞＞list, T key）{

if（list instanceof RandomAccess||list.size（）＜5000）

//随机存取列表或者元素数量少于5000的顺序存取列表

return Collections.indexedBinarySearch（list, key）；

else

//元素数量大于5000的顺序存取列表

return Collections.iteratorBinarySearch（list, key）；

}

ArrayList实现了RandomAccess接口，是一个顺序存取列表，使用了indexdBinarySearch方法，代码如下：

private static＜T＞int indexedBinarySearch（List＜?extends Comparable＜?super T＞＞

list, T key）{

//默认上界

int low=0；

//默认下界

int high=list.size（）-1；

while（low＜=high）{

//中间索引，无符号右移1位

int mid=（low+high）＞＞＞1；

//中间值

Comparable＜?super T＞midVal=list.get（mid）；

//比较中间值

int cmp=midVal.compareTo（key）；

//重置上界和下界

if（cmp＜0）

low=mid+1；

else if（cmp＞0）

high=mid-1；

else

//找到元素

return mid；

}

//没有找到，返回负值

return-（low+1）；

}

这也没啥说的，就是二分法搜索的Java版实现。注意看加粗字体部分，首先是获得中间索引值，我们的例子中也就是2，那索引值是2的元素值是多少呢？正好是“广州”，于是返回索引值2，正确，没问题。那我们再看看indexOf的实现，代码如下：

public int indexOf（Object o）{

if（o==null）{

//null元素查找

for（int i=0；i＜size；i++）

if（elementData[i]==null）

return i；

}else{

//非null元素查找

for（int i=0；i＜size；i++）

//两个元素是否相等，注意这里是equals方法

if（o.equals（elementData[i]））

return i；

}

//没找到，返回-1

return-1；

}

indexOf方法就是一个遍历，找到第一个元素值相等则返回，没什么玄机。回到我们的程序上来看，for循环的第二遍即是我们要查找的“广州”，于是就返回索引值1了，也正确，没有任何问题。

两者的算法都没有问题，难道是我们用错了？这还真是我们的错，因为二分法查询的一个首要前提是：数据集已经实现升序排列，否则二分法查找的值是不准确的。不排序怎么确定是在小区（比中间值小的区域）中查找还是在大区（比中间值大的区域）中查找呢？二分法查找必须要先排序，这是二分法查找的首要条件。

问题清楚了，藐视解决方法也很简单，使用Collections.sort排下序即可解决。但这样真的可以解决吗？想想看，元素数据是从Web或数据库中传递进来的，原本是一个有规则的业务数据，我们为了查找一个元素对它进行了排序，也就是改变了元素在列表中的位置，那谁来保证业务规则此时的正确性呢？所以说，binarySearch方法在此处受限了。当然，拷贝一个数组，然后再排序，再使用binarySeach查找指定值，也可以解决该问题。

使用binarySearch首先要考虑排序问题，这是我们编码人员经常容易忘记的，而且在测试期间还没发现问题（因为测试时“制造”的数据都很有规律），等到投入生产系统后才发现查找的数据不准确，又是一个大Bug产生了，从这点来看，indexOf要比binarySearch简单得多。

当然，使用binarySearch的二分法查找比indexOf的遍历算法性能上高很多，特别是在大数据集而且目标值又接近尾部时，binarySearch方法与indexOf相比，性能上会提升几十倍，因此在从性能的角度考虑时可以选择binarySearch。

注意　从性能方面考虑，binarySearch是最好的选择。

**建议75：集合中的元素必须做到compareTo和equals同步**

实现了Comparable接口的元素就可以排序，compareTo方法是Comparable接口要求必须实现的，它与equals方法有关系吗？有关系，在compareTo的返回为0时，它表示的是进行比较的两个元素是相等的。equals是不是也应该对此作出相应的动作呢？我们看如下代码。

class City implements Comparable＜City＞{

//城市编码

private String code；

//城市名称

private String name；

public City（String\_code, String\_name）{

code=\_code；

name=\_name；

}

/\*code、name的getter/setter方法省略\*/

@Override

public int compareTo（City o）{

//按照城市名称排序

return new CompareToBuilder（）

.append（name, o.name）

.toComparison（）；

}

@Override

public boolean equals（Object obj）{

if（obj==null）{

return false；

}

if（obj==this）{

return true；

}

if（obj.getClass（）！=getClass（））{

return false；

}

City city=（City）obj；

//根据code判断是否相等

return new EqualsBuilder（）

.append（code, city.code）

.isEquals（）；

}

}

与上一个建议类似，把多个城市对象放在一个List中，然后使用不同的方法查找同一个城市，看看返回值有什么异常。代码如下：

public static void main（String[]args）{

List＜City＞cities=new ArrayList＜City＞（）；

cities.add（new City（"021"，"上海"））；

cities.add（new City（"021"，"沪"））；

//排序

Collections.sort（cities）；

//查找对象

City city=new City（"021"，"沪"）；

//indexOf方法取得索引值

int index1=cities.indexOf（city）；

//binarySearch查找到索引值

int index2=Collections.binarySearch（cities, city）；

System.out.println（"索引值（indexOf）："+index1）；

System.out.println（"索引值（binarySearch）："+index2）；

}

输出的index1和index2应该一致吧，都是从一个列表中查找相同的元素，只是使用的算法不同嘛。但是很遗憾，结果不一致：

索引值（indexOf）：0

索引值（binarySearch）：1

indexOf返回的是第一个元素，而binarySearch返回的是第二个元素（索引值是1），这是怎么回事呢？

这是因为indexOf是通过equals方法判断的，equals等于true就认为找到符合条件的元素了，而binarySearch查找的依据是compareTo方法的返回值，返回0即认为找到符合条件的元素。

仔细审查一下代码，我们覆写了compareTo和equals方法，但是两者并不一致。使用indexOf方法查找时，遍历每个元素，然后比较equals方法的返回值，因为equals方法是根据code判断的，因此当第一次循环时，equals就返回了true, indexOf方法结束，查找到指定值。而使用binarySearch二分法查找时，依据的是每个元素的compareTo方法返回值，而compareTo方法又是依赖name属性的，name相等就返回0，binarySearch就认为找到元素了。

问题明白了，修改也就很容易了，将equals方法修改成判断name是否相等即可，虽然可以解决问题，但这是一个很无奈的解决办法，而且还要依赖我们的系统是否支持此类修改，因为相等逻辑已经发生了很大的变化。

从这个例子中，我们可以理解两点：

indexOf依赖equals方法查找，binarySearch则依赖compareTo方法查找。

equals是判断元素是否相等，compareTo是判断元素在排序中的位置是否相同。

既然一个是决定排序位置，一个是决定相等，那我们就应该保证当排序位置相同时，其equals也相同，否则就会产生逻辑混乱。

注意　实现了compareTo方法，就应该覆写equals方法，确保两者同步。

**建议76：集合运算时使用更优雅的方式**

在初中代数中，我们经常会求两个集合的并集、交集、差集等，在Java中也存在着此类运算，那如何实现呢？一提到此类集合操作，大部分的实现者都会说：对两个集合进行遍历，即可求出结果。是的，遍历可以实现并集、交集、差集等运算，但这不是最优雅的处理方式。下面来看看如何进行更优雅、快速、方便的集合操作。

（1）并集

也叫做合集，把两个集合加起来即可，这非常简单，代码如下：

public static void main（String[]args）{

List＜String＞list1=new ArrayList＜String＞（）；

list1.add（"A"）；

list1.add（"B"）；

List＜String＞list2=new ArrayList＜String＞（）；

list2.add（"C"）；

list2.add（"B"）；

//并集

list1.addAll（list2）；

}

此时，list1中就是两个列表的并集元素了。

（2）交集

计算两个集合的共有元素，也就是你有我也有的元素集合，代码如下：

list1.retainAll（list2）；

其中的变量list1和list2是两个列表，仅此一句话，list1中就只包含list1、list2中共有的元素了。注意retainAll方法会删除list1中没有出现在list2中的元素。

（3）差集

由所有属于A但不属于B的元素组成的集合，叫做A与B的差集，也就是我有你没有的元素，代码如下：

list1.removeAll（list2）；

也很简单，从list1中删除出现在lis2的元素，即可得出list1与list2的差集部分。

（4）无重复的并集

什么叫无重复的并集？并集是集合A加集合B，那如果集合A和集合B有交集（也就是并集的元素数量大于0），就需要确保并集的结果中只有一份交集，此为无重复的并集。此操作也比较简单，代码如下：

//删除在list1中出现的元素

list2.removeAll（list1）；

//把剩余的list2元素加到list1中

list1.addAll（list2）；

有读者可能说了，求出两个集合的并集，然后转变成HashSet剔除重复元素不就解决问题了吗？错了，这样解决是不行的，比如集合A有10个元素（其中有两个元素值是相同的），集合B有8个元素，它们的交集有2个元素，我们可以计算出它们的并集是18个元素，而无重复的并集有16个元素，但是如果使用HashSet算法，算出来则只有15个元素，因为你把集合A中原本就重复的元素也剔除掉了。

读者可能会很困惑，为什么要介绍并集、交集、差集呢？那是因为只要去检查一下代码，就会发现，很少有程序员使用JDK提供的方法来实现这些集合操作，基本上都是采用的标准的嵌套for循环：要并集就是加法，要交集了就使用contains判断是否存在，要差集了就使用！contains（不包含），有时候还要为这类操作提供一个单独方法，看似很规范，但已经脱离了优雅的味道。

集合的这些操作在持久层中使用得非常频繁，从数据库中取出的就是多个数据集合，之后我们就可以使用集合的各种方法构建我们需要的数据了，需要两个集合的and结果，那是交集，需要两个集合的or结果，那是并集，需要两个集合的not结果，那是差集。

**建议77：使用shuffle打乱列表**

在网站上我们经常会看到关键字云（Word Cloud）和标签云（Tag Cloud），用于表明这个关键字或标签是经常被查阅的，而且还可以看到这些标签的动态运动，每次刷新都会有不一样的关键字或标签，让浏览者觉得这个网站的访问量非常大，短短的几分钟就有这么多的搜索量。不过，这在Java中该如何实现呢？代码如下：

public static void main（String[]args）{

int tagCloudNum=10；

List＜String＞tagClouds=new ArrayList＜String＞（tagCloudNum）；

//初始化标签云，一般是从数据库读入，省略

Random rand=new Random（）；

for（int i=0；i＜tagCloudNum；i++）{

//取得随机位置

int randomPosition=rand.nextInt（tagCloudNum）；

//当前元素与随机元素交换

String temp=tagClouds.get（i）；

tagClouds.set（i, tagClouds.get（randomPosition））；

tagClouds.set（randomPosition, temp）；

}

}

先从数据库中读出标签，然后使用随机数打乱，每次都产生不同的顺序，恩，确实能让浏览者感觉到我们的标签云顺序在变化—浏览者多嘛！但是，对于乱序处理我们可以有更好的实现方式，先来修改第一版：

public static void main（String[]args）{

int tagCloudNum=10；

List＜String＞tagClouds=new ArrayList＜String＞（tagCloudNum）；

Random rand=new Random（）；

for（int i=0；i＜tagCloudNum；i++）{

//取得随机位置

int randomPosition=rand.nextInt（tagCloudNum）；

//当前元素与随机元素交换

Collections.swap（tagClouds, i，randomPosition）；

}

}

上面使用了Collections的swap方法，该方法会交换两个位置的元素值，不用我们自己写交换代码了。难道乱序到此就优化完了吗？没有，我们可以继续重构，第二版重构如下：

public static void main（String[]args）{

int tagCloudNum=10；

List＜String＞tagClouds=new ArrayList＜String＞（tagCloudNum）；

//打乱顺序

Collections.shuffe（tagClouds）；

}

这才是我们想要的结果，就这一句话，即可打乱一个列表的顺序，不用我们费尽心思的遍历、替换元素了。我们一般很少用到shuffle这个方法，那它可以用在什么地方呢？

可以用在程序的“伪装”上。

比如我们例子中的标签云，或者是游戏中的打怪、修行、群殴时宝物的分配策略。

可以用在抽奖程序中。

比如年会的抽奖程序，先使用shuffle把员工排序打乱，每个员工的中奖几率就是相等的了，然后就可以抽取第一名、第二名。

可以用在安全传输方面。

比如发送端发送一组数据，先随机打乱顺序，然后加密发送，接收端解密，然后自行排序，即可实现即使是相同的数据源，也会产生不同密文的效果，加强了数据的安全性。

**建议78：减少HashMap中元素的数量**

在系统开发中，我们经常会使用HashMap作为数据集容器，或者是用缓冲池来处理，一般很稳定，但偶尔也会出现内存溢出的问题（如OutOfMemory错误），而且这经常是与HashMap有关的，比如我们使用缓冲池操作数据时，大批量的增删查改操作就可能会让内存溢出，下面建立一段模拟程序，重现该问题，代码如下：

public static void main（String[]args）{

Map＜String, String＞map=new HashMap＜String, String＞（）；

final Runtime rt=Runtime.getRuntime（）；

//JVM终止前记录内存信息

rt.addShutdownHook（new Thread（）{

@Override

public void run（）{

StringBuffer sb=new StringBuffer（）；

long heapMaxSize=rt.maxMemory（）＞＞20；

sb.append（"最大可用内存："+heapMaxSize+"M\n"）；

long total=rt.totalMemory（）＞＞20；

sb.append（"对内存大小："+total+"M\n"）；

long free=rt.freeMemory（）＞＞20；

sb.append（"空闲内存："+free+"M"）；

System.out.println（sb）；

}

}）；

//放入近40万键值对

for（int i=0；i＜393217；i++）{

map.put（"key"+i，"vlaue"+i）；

}

}

该程序只是向Map中放入了近40万个键值对元素（不是整40万个，而是393217个，为什么呢？请继续往后看），只是增加，没有任何其他操作。想想看，会出现什么问题？内存溢出？运行结果如下所示：

Exception in thread"main"最大可用内存：63M

java.lang.OutOfMemoryError：Java heap space

at java.util.HashMap.resize（HashMap.java：462）

at java.util.HashMap.addEntry（HashMap.java：755）

at java.util.HashMap.put（HashMap.java：385）

at Client.main（Client.java：24）

对内存大小：63M

空闲内存：7M

内存溢出了！可能会有读者说，这很好解决，在运行时增加“-Xmx”参数设置内存大小即可。这确实可以，不过浮于表面了，没有真正从溢出的最根本原因上来解决问题。

难道是String字符串太多了？不对呀，字符串对象加起来撑死也就10MB，而且这里还空闲了7MB内存，不应该报内存溢出呀？

或者是put方法有缺陷，产生了内存泄露？不可能，这里还有7MB内存可用，应该要用尽了才会出现内存泄露啊。

为了更加清晰地理解该问题，我们与ArrayList做一个对比，把相同数据插入到ArrayList中看看会怎么样，代码如下：

public static void main（String[]args）{

List＜String＞list=new ArrayList＜String＞（）；

/\*Runtime增加的钩子函数相同，不再赘述\*/

//放入40万同样字符串

for（int i=0；i＜400000；i++）{

list.add（"key"+i）；

list.add（"vlaue"+i）；

}

}

同样的程序，只是把HashMap修改成了List，增加的字符串元素也相同（只是HashMap将其拆分成了两个字符串，一个是key，一个是value，此处则是把两个字符串放到list中），我们来看运行结果：

最大可用内存：63M

对内存大小：63M

空闲内存：11M

ArrayList运行很正常，没有出现内存溢出情况。两个容器，容纳的元素相同，数量相同，ArrayList没有溢出，但HashMap却溢出了。很明显，这与HashMap内部的处理机制有极大的关系。

HashMap在底层也是以数组方式保存元素的，其中每一个键值对就是一个元素，也就是说HashMap把键值对封装成了一个Entry对象，然后再把Entry放到了数组中，我们简单看一下Entry类：

static class Entry＜K, V＞implements Map.Entry＜K, V＞{

//键

final K key；

//值

V value；

//相同哈希码的下一个元素

Entry＜K, V＞next；

final int hash；

/\*key、value的getter/setter方法，以及重写的equals、hashCode、toString方法\*/

}

}

HashMap底层的数组变量名叫table，它是Entry类型的数组，保存的是一个一个的键值对（在我们的例子中Entry是由两个String类型组成的）。再回过头来想想，对我们的例子来说，HashMap比ArrayList多了一次封装，把String类型的键值对转换成Entry对象后再放入数组，这就多了40万个对象，这应该是问题产生的第一个原因。

我们知道HashMap的长度也是可以动态增加的，它的扩容机制与ArrayList稍有不同，其代码如下：

if（size++＞=threshold）

resize（2\*table.length）；

在插入键值对时，会做长度校验，如果大于或等于阀值（threshold变量），则数组长度增大一倍。不过，默认的阀值是多大的呢？默认是当前长度与加载因子的乘积。

threshold=（int）（newCapacity\*loadFactor）；

默认的加载因子（loadFactor变量）是0.75，也就是说只要HashMap的size大于数组长度的0.75倍时，就开始扩容，经过计算得知（怎么计算的？查找2的N次幂大于40万的最小值即为数组的最大长度，再乘以0.75就是最后一次扩容点，计算的结果是N=19），在Map的size为393216时，符合了扩容条件，于是393216个元素准备开始大搬家，要扩容嘛，那首先要申请一个长度为1048576（当前长度的两倍嘛，2的19次方再乘以2，即2的20次方）的数组，但问题是此时剩余的内存只有7MB了，不足以支撑此运算，于是就报内存溢出了！这是第二个原因，也是最根本的原因。

这也就解释了为什么还剩余着7MB内存就报内存溢出了。我们再来思考一下ArrayList的扩容策略，它是在小于数组长度的时候才会扩容1.5倍，经过计算得知，ArrayList的size在超过80万后（一次加两个元素，40万的两倍），最近的一次扩容会是在size为1005308时，也就是说，如果程序设置了增加元素的上限为502655，同样会报内存溢出，因为它也要申请一个1507963长度的数组，如果没这么大的地方，就会报错了。

综合来说，HashMap比ArrayList多了一个层Entry的底层对象封装，多占用了内存，并且它的扩容策略是2倍长度的递增，同时还会依据阀值判断规则进行判断，因此相对于ArrayList来说，它就会先出现内存溢出。

可能会有读者在想，是不是可以在声明时指定HashMap的默认长度和加载因子来减少此问题的发生。是可以缓解此问题，可以不再频繁地进行数组扩容，但仍然避免不了内存溢出问题，因为键值对的封装对象Entry还是少不了的，内存依然增长较快。

注意　尽量让HashMap中的元素少量并简单。

**建议79：集合中的哈希码不要重复**

在一个列表中查找某值是非常耗费资源的，随机存取的列表是遍历查找，顺序存储列表是链表查找，或者是Collections的二分法查找，但这都不够快，毕竟都是遍历嘛，最快的还要数以Hash开头的集合（如HashMap、HashSet等类）查找，我们以HashMap为例，看看它是如何查找Key值的，代码如下：

public static void main（String[]args）{

int size=10000；

List＜String＞list=new ArrayList＜String＞（size）；

//初始化

for（int i=0；i＜size；i++）{

list.add（"value"+i）；

}

//记录开始时间，单位纳秒

long start=System.nanoTime（）；

//开始查找

list.contains（"value"+（size-1））；

//记录结束时间，单位纳秒

long end=System.nanoTime（）；

System.out.println（"list执行时间："+（end-start）+"ns"）；

//Map的查找时间

Map＜String, String＞map=new HashMap＜String, String＞（size）；

for（int i=0；i＜size；i++）{

map.put（"key"+i，"value"+i）；

}

start=System.nanoTime（）；

map.containsKey（"key"+（size-1））；

end=System.nanoTime（）；

System.out.println（"map执行时间："+（end-start）+"ns"）；

}

两个不同的集合容器，一个是ArrayList，一个是HashMap，都是插入10000个元素，然后判断是否包含最后一个加入的元素。逻辑相同，但是执行的时间差别却非常大，结果如下：

list执行时间：982527ns

map执行时间：21231ns

HashMap比ArryList快了40多倍！两者的contains方法都是判断是否包含指定值，为何差距如此巨大呢？而且如果数据量增大，差距也会非线性地增大。

我们先来看ArrayList，它的contains就是一个遍历对比，for循环逐个进行遍历，判断equals的返回值是否为true，为true即找到结果，不再遍历，这很简单，不再多说。

我们再来看看HashMap的containsKey方法是如何实现的，代码如下：

public boolean containsKey（Object key）{

//判断getEntry是否为空

return getEntry（key）！=null；

}

getEntry方法会根据key值查找它的键值对（也就是Entry对象），如果没有找到，则返回null。我们再来看看该方法又是如何实现的，代码如下：

final Entry＜K, V＞getEntry（Object key）{

//计算key的哈希码

int hash=（key==null）?0：hash（key.hashCode（））；

//定位Entry, indexFor方法是根据hash定位数组的位置的

for（Entry＜K, V＞e=table[indexFor（hash, table.length）]；e！=null；e=e.next）{

Object k；

//哈希码相同，并且键也相等才符合条件

if（e.hash==hash＆＆（（k=e.key）==key||（key！=null＆＆key.equals（k））））

return e；

}

return null；

}

注意看加粗字体部分，通过indexFor方法定位Entry在数组table中的位置，这是HashMap实现的一个关键点，怎么能根据hashCode定位它在数组中的位置呢？

要解释清楚这个问题，还需要从HashMap的table数组是如何存储元素的说起。首先要说明以下三点：

table数组的长度永远是2的N次幂。

table数组中的元素是Entry类型。

table数组中的元素位置是不连续的。

table数组为何如此设计呢？下面逐步来说明。先来看HashMap是如何插入元素的，代码如下：

public V put（K key, V value）{

//null键处理

if（key==null）return putForNullKey（value）；

//计算hash码，并定位元素

int hash=hash（key.hashCode（））；

int i=indexFor（hash, table.length）；

for（Entry＜K, V＞e=table[i]；e！=null；e=e.next）{

Object k；

//哈希码相同，并key相等，则覆盖

if（e.hash==hash＆＆（（k=e.key）==key||key.equals（k）））{

V oldValue=e.value；

e.value=value；

e.recordAccess（this）；

return oldValue；

}

}

modCount++；

//插入新元素，或者替换同哈希的旧元素并建立链表

addEntry（hash, key, value, i）；

return null；

}

注意看，HashMap每次增加元素时都会先计算其哈希码，然后使用hash方法再次对hashCode进行抽取和统计，同时兼顾哈希码的高位和低位信息产生一个唯一值，也就是说hashCode不同，hash方法返回的值也不同。之后再通过indexFor方法与数组长度做一次与运算，即可计算出其在数组中的位置，简单地说，hash方法和indexFor方法就是把哈希码转变成数组的下标，源代码如下：

static int hash（int h）{

h^=（h＞＞＞20）^（h＞＞＞12）；

return h^（h＞＞＞7）^（h＞＞＞4）；

}

static int indexFor（int h, int length）{

return h＆（length-1）；

}

这两个方法相当有深度，读者有兴趣可以深入研究一下，这已经超出了本书范畴，不再赘述。顺便说明一下，null值也是可以作为key值的，它的位置永远是在Entry数组中的第一位。

现在有一个很重要的问题摆在面前了：哈希运算存在着哈希冲突问题，即对于一个固定的哈希算法f（k），允许出现f（k1）=f（k2），但k1≠k2的情况，也就是说两个不同的Entry，可能产生相同的哈希码，HashMap是如何处理这种冲突问题的呢？答案是通过链表，每个键值对都是一个Entry，其中每个Entry都有一个next变量，也就是说它会指向下一个键值对—很明显，这应该是一个单向链表，该链表是由addEntry方法完成的，其代码如下：

void addEntry（int hash, K key, V value, int bucketIndex）{

//取得当前位置元素

Entry＜K, V＞e=table[bucketIndex]；

//生成新的键值对，并进行替换，建立链表

table[bucketIndex]=new Entry＜K, V＞（hash, key, value, e）；

//判断是否需要扩容

if（size++＞=threshold）

resize（2\*table.length）；

}

这段程序涵盖了两个业务逻辑：如果新加入的键值对的hashCode是唯一的，那直接插入的数组中，它Entry的next值则为null；如果新加入的键值对的hashCode与其他元素冲突，则替换掉数组中的当前值，并把新加入的Entry的next变量指向被替换掉的元素—于是，一个链表就生成了，可以用图5-1来表示。
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图　5-1　HashMap存储结构图

HashMap的存储主线还是数组，遇到哈希冲突的时候则使用链表解决。了解了HashMap是如何存储的，查找也就一目了然了：使用hashCode定位元素，若有哈希冲突，则遍历对比，换句话说在没有哈希冲突的情况下，HashMap的查找则是依赖hashCode定位的，因为是直接定位，那效率当然就高了！

知道HashMap的查找原理，我们就应该很清楚：如果哈希码相同，它的查找效率就与ArrayList没什么两样了，遍历对比，性能会大打折扣。特别是在那些进度紧张的项目中，虽重写了hashCode方法但返回值却是固定的，此时如果把这些对象插入到HashMap中，查找就相当耗时了。

注意　HashMap中的hashCode应避免冲突。

**建议80：多线程使用Vector或HashTable**

Vector是ArrayList的多线程版本，HashTable是HashMap的多线程版本，这些概念我们都很清楚，也被前辈嘱咐过很多次，但我们经常会逃避使用Vector和HashTable，因为用得少，不熟嘛！只有在真正需要的时候才会想要使用它们，但问题是什么时候算真正需要呢？我们来看一个例子，看看使用线程安全的Vector是否可以解决问题，代码如下：

public static void main（String[]args）{

//火车票列表

final List＜String＞tickets=new ArrayList＜String＞（）；

//初始化票据池

for（int i=0；i＜100000；i++）{

tickets.add（"火车票"+i）；

}

//退票

Thread returnThread=new Thread（）{

public void run（）{

while（true）{

tickets.add（"车票"+new Random（）.nextInt（））；

}

}；

}；

//售票

Thread saleThread=new Thread（）{

public void run（）{

for（String ticket：tickets）{

tickets.remove（ticket）；

}

}；

}；

//启动退票线程

returnThread.start（）；

//启动售票线程

saleThread.start（）；

}

模拟火车站售票程序，先初始化一堆火车票，然后开始出售，同时也有退票产生，这段程序有没有问题？可能会有读者看出了问题，ArrayList是线程不安全的，两个线程访问同一个ArrayList数组肯定会有问题。

没错，确定有问题，运行结果如下：

Exception in thread"Thread-1"java.util.ConcurrentModifcationException

at java.util.AbstractList$Itr.checkForComodification（AbstractList.java：372）

at java.util.AbstractList$Itr.next（AbstractList.java：343）

at Client$2.run（Client.java：28）

运气好的话，该异常马上就会报出。也许有人会说这是一个典型错误，只须把ArrayList替换成Vector即可解决问题，真的是这样吗？我们把ArrayList替换成Vector后，结果照旧，仍然抛出相同的异常，Vector已经是线程安全的，为什么还报这个错误呢？

这是因为他混淆了线程安全和同步修改异常，基本上所有的集合类都有一个叫做快速失败（Fail-Fast）的校验机制，当一个集合在被多个线程修改并访问时，就可能会出现ConcurrentModificationException异常，这是为了确保集合方法一致而设置的保护措施，它的实现原理就是我们经常提到的modCount修改计数器：如果在读列表时，modCount发生变化（也就是有其他线程修改）则会抛出ConcurrentModificationException异常。这与线程同步是两码事，线程同步是为了保护集合中的数据不被脏读、脏写而设置的，我们来看线程安全到底用在什么地方，代码如下：

public static void main（String[]args）{

//火车票列表

final List＜String＞tickets=new ArrayList＜String＞（）；

//初始化票据池

for（int i=0；i＜100000；i++）{

tickets.add（"火车票"+i）；

}

//10个窗口售票

for（int i=0；i＜10；i++）{

new Thread（）{

public void run（）{

while（true）{

System.out.println（Thread.currentThread（）.getId（）

+"—"+tickets.remove（0））；

}

}；

}.start（）；

}

}

还是火车站售票程序，有10个窗口在卖火车票，程序打印出窗口号（也就是线程号）和车票编号，很快我们就会看到这样的输出：

13—火车票96531

10—火车票96531

9—火车票96530

16—火车票96530

注意看，上面有两个线程在卖同一张火车票，这才是线程不同步的问题，此时把ArrayList修改为Vector即可解决问题，因为Vector的每个方法前都加上了synchronized关键字，同时只会允许一个线程进入该方法，确保了程序的可靠性。

虽然在系统开发中我们一再说明，除非必要，否则不要使用synchronized，这是从性能的角度考虑的，但是一旦涉及多线程时（注意这里说的是真正的多线程，不是并发修改的问题，比如一个线程增加，一个线程删除，这不属于多线程的范畴），Vector会是最佳选择，当然自己在程序中加synchronized也是可行的方法。

HashMap的线程安全类HashTable与此相同，不再赘述。

注意　多线程环境下考虑使用Vector或HashTable。

**建议81：非稳定排序推荐使用List**

我们知道Set与List的最大区别就是Set中的元素不可以重复（这个重复指的equals方法的返回值相等），其他方面则没有太大的区别了，在Set的实现类中有一个比较常用的类需要了解一下：TreeSet，该类实现了类默认排序为升序的Set集合，如果插入一个元素，默认会按照升序排列（当然是根据Comparable接口的compareTo的返回值确定排序位置了），不过，这样的排序是不是在元素经常变化的场景中也适用呢？我们来看例子：

public static void main（String[]args）{

SortedSet＜Person＞set=new TreeSet＜Person＞（）；

//身高180CM

set.add（new Person（180））；

//身高175CM

set.add（new Person（175））；

for（Person p：set）{

System.out.println（"身高："+p.getHeight（））；

}

}

static class Person implements Comparable＜Person＞{

//身高

private int height；

public Person（int\_age）{

height=\_age；

}

/\*height的getter/setter方法省略\*/

//按照身高排序

public int compareTo（Person o）{

return height-o.height；

}

}

这是set的简单用法，定义一个Set集合，之后放入两个元素，虽然175后放入，但是由于是按照升序排列的，所以输出的结果应该是175在前，180在后，结果如下：

身高：175

身高：180

这没有问题，随着时间的推移，身高175cm的人长高了10cm，而180cm却保持不变，那排序的位置应该改变一下吧，看代码：

public static void main（String[]args）{

SortedSet＜Person＞set=new TreeSet＜Person＞（）；

//身高180CM

set.add（new Person（180））；

//身高175CM

set.add（new Person（175））；

//身高最矮的人大变身

set.frst（）.setHeight（185）；

for（Person p：set）{

System.out.println（"身高："+p.getHeight（））；

}

}

找出身高最矮的人，也就是排在第一个位的人，然后修改一下身高值，我们猜想一下输出结果是什么？重新排序了？看输出：

身高：185

身高：180

很可惜，竟然没有重新排序，偏离了我们的预期。这正是下面要说明的问题，SortedSet接口（TreeSet实现了该接口）只是定义了在给集合加入元素时将其进行排序，并不能保证元素修改后的排序结果，因此TreeSet适用于不变量的集合数据排序，比如String、Integer等类型，但不适用于可变量的排序，特别是不确定何时元素会发生变化的数据集合。

原因知道了，那如何解决此类重排序问题呢？有两种方式：

（1）Set集合重排序

重新生成一个Set对象，也就是对原有的Set对象重排序，代码如下：

public static void main（String[]args）{

SortedSet＜Person＞set=new TreeSet＜Person＞（）；

//身高180CM

set.add（new Person（180））；

//身高175CM

set.add（new Person（175））；

//身高最矮的人大变身

set.first（）.setHeight（185）；

//set重排序

set=new TreeSet＜Person＞（new ArrayList＜Person＞（set））；

}

就这一句话即可重新排序。可能有读者会问，使用TreeSet（SortedSet＜E＞s）这个构造函数不是可以更好地解决问题吗？不行，该构造函数只是原Set的浅拷贝，如果里面有相同的元素，是不会重新排序的。

（2）彻底重构掉TreeSet，使用List解决问题

我们之所以使用TreeSet是希望实现自动排序，即使修改也能自动排序，既然它无法实现，那就用List来代替，然后再使用Collections.sort（）方法对List排序，代码较简单，不再赘述。

两种方法都可以解决我们的困境，到底哪一个是最优的呢？对于不变量的排序，例如直接量（也就是8个基本类型）、String类型等，推荐使用TreeSet，而对于可变量，例如我们自己写的类，可能会在逻辑处理中改变其排序关键值的，则建议使用List自行排序。

又有问题了，如果需要保证集合中元素的唯一性，又要保证元素值修改后排序正确，那该如何处理呢？List不能保证集合中的元素唯一，它是可以重复的，而Set能保证元素唯一，不重复。如果采用List解决排序问题，就需要自行解决元素重复问题（若要剔除也很简单，转变为HashSet，剔除后再转回来）。若采用TreeSet，则需要解决元素修改后的排序问题，孰是孰非，就需要根据具体的开发场景来决定了。

注意　SortedSet中的元素被修改后可能会影响其排序位置。

**建议82：由点及面，一叶知秋—集合大家族**

Java中的集合类实在是太丰富了，有常用的ArrayList、HashMap，也有不常用的Stack、Queue，有线程安全的Vector、HashTable，也有线程不安全的LinkedList、TreeMap，有阻塞式的ArrayBlockingQueue，也有非阻塞式的PriorityQueue等，整个集合家族非常庞大，而且也是错综复杂，可以划分为以下几类：

**（1）List**

实现List接口的集合主要有：ArrayList、LinkedList、Vector、Stack，其中ArrayList是一个动态数组，LinkedList是一个双向链表，Vector是一个线程安全的动态数组，Stack是一个对象栈，遵循先进后出的原则。

**（2）Set**

Set是不包含重复元素的集合，其主要的实现类有：EnumSet、HashSet、TreeSet，其中EnumSet是枚举类型的专用Set，所有元素都是枚举类型；HashSet是以哈希码决定其元素位置的Set，其原理与HashMap相似，它提供快速的插入和查找方法；TreeSet是一个自动排序的Set，它实现了SortedSet接口。

**（3）Map**

Map是一个大家族，它可以分为排序Map和非排序Map，排序Map主要是TreeMap类，它根据Key值进行自动排序；非排序Map主要包括：HashMap、HashTable、Properties、EnumMap等，其中Properties是HashTable的子类，它的主要用途是从Property文件中加载数据，并提供方便的读写操作；EnumMap则是要求其Key必须是某一个枚举类型。

Map中还有一个WeakHashMap类需要说明，它是一个采用弱键方式实现的Map类，它的特点是：WeakHashMap对象的存在并不会阻止垃圾回收器对键值对的回收，也就是说使用WeakHashMap装载数据不用担心内存溢出的问题，GC会自动删除不用的键值对，这是好事。但也存在一个严重问题：GC是静悄悄回收的（何时回收？God knows！），我们的程序无法知晓该动作，存在着重大的隐患。

**（4）Queue**

队列，它分为两类，一类是阻塞式队列，队列满了以后再插入元素则会抛出异常，主要包括：ArrayBlockingQueue、PriorityBlockingQueue、LinkedBlockingQueue，其中ArrayBlockingQueue是一个以数组方式实现的有界阻塞队列，PriorityBlockingQueue是依照优先级组建的队列，LinkedBlockingQueue是通过链表实现的阻塞队列；另一类是非阻塞队列，无边界的，只要内存允许，都可以持续追加元素，我们最经常使用的是PriorityQueue类。

还有一种队列，是双端队列，支持在头、尾两端插入和移除元素，它的主要实现类是：ArrayDeque、LinkedBlockingDeque、LinkedList。

**（5）数组**

数组与集合的最大区别就是数组能够容纳基本类型，而集合就不行，更重要的一点就是所有的集合底层存储的都是数组。

**（6）工具类**

数组的工具类是java.util.Arrays和java.lang.reflect.Array，集合的工具类是java.util.Collections，有了这两个工具类，操作数组和集合会易如反掌，得心应手。

**（7）扩展类**

集合类当然可以自行扩展了，想写一个自己的List？没问题，但最好的办法还是“拿来主义”，可以使用Apache的commons-collections扩展包，也可以使用Google的google-collections扩展包，这些足以应对我们的开发需要。

注意　commons-collections、google-collections是JDK之外的优秀数据集合工具包，使用拿来主义即可。
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枚举和注解**

日光之下，并无新事。

——《圣经》

枚举和注解都是在Java 1.5中引入的，虽然它们是后起之秀，但其功效不可小觑，枚举改变了常量的声明方式，注解耦合了数据和代码。本章就如何更好地使用注解和枚举提出了多条建议，以便读者能够在系统开发中更好地使用它们。

**建议83：推荐使用枚举定义常量**

常量声明是每一个项目都不可或缺的，在Java 1.5之前，我们只有两种方式的声明：类常量和接口常量，若在项目中使用的是Java 1.5之前的版本基本上都是如此定义的。不过，在1.5版以后有了改进，即新增了一种常量声明方式：枚举声明常量，看如下代码：

enum Season{

Spring, Summer, Autumn, Winter；

}

这是一个简单的枚举常量命名，清晰又简单。顺便提一句，JLS（Java Language Specification, Java语言规范）提倡枚举项全部大写，字母之间用下划线分隔，这也是从常量的角度考虑的（当然，使用类似类名的命名方式也是比较友好的）。

可能有读者要问了：枚举常量与我们经常使用的类常量和静态常量相比有什么优势？问得好，枚举的优点主要表现在以下四个方面。

**（1）枚举常量更简单**

简不简单，我们来对比一下两者的定义和使用情况就知道了。先把Season枚举翻写成接口常量，代码如下：

interface Season{

int Spring=0；

int Summer=1；

int Autumn=2；

int Winter=3；

}

此处定义了春夏秋冬四个季节，类型都是int，这与Season枚举的排序值是相同的。首先对比一下两者的定义，枚举常量只需要定义每个枚举项，不需要定义枚举值，而接口常量（或类常量）则必须定义值，否则编译通不过，即使我们不需要关注其值是多少也必须定义；其次，虽然两者被引用的方式相同（都是“类名.属性”，如Season.Spring），但是枚举表示的是一个枚举项，字面含义是春天，而接口常量却是一个int类型，虽然其字面含义也是春天，但在运算中我们势必要关注其int值。

**（2）枚举常量属于稳态型**

例如，我们要给外星人描述一下地球上的春夏秋冬是什么样子的，使用接口常量应该是这样写。

public void describe（int s）{

//s变量不能超越边界，校验条件

if（s＞=0＆＆s＜4）{

switch（s）{

case Season.Summer：

System.out.println（"Summer is very hot！"）；

break；

case Season.Winter：

System.out.println（"Winter is very cold！"）；

break；

……

}

}

}

很简单，先使用switch语句判断是哪一个常量，然后输出。但问题是我们得对输入值进行检查，确定是否越界，如果常量非常庞大，校验输入就成了一件非常麻烦的事情，但这是一个不可逃避的过程，特别是如果我们的校验条件不严格，虽然编译照样可以通过，但是运行期就会产生无法预知的后果。

我们再来看看枚举常量是否能够避免校验问题，代码如下：

public void describe（Season s）{

switch（s）{

case Summer：

System.out.println（Season.Summer+"is very hot"）；

break；

case Winter：

System.out.println（Season.Winter+"is very cold"）；

break；

……

}

}

不用校验，已经限定了是Season枚举，所以只能是Season类的四个实例，即春夏秋冬4个枚举项，想输入一个int类型或其他类型？门都没有！这也是我们最看重枚举的地方：在编译期间限定类型，不允许发生越界的情况。

**（3）枚举具有内置方法**

有一个很简单的问题：如果要列出所有的季节常量，如何实现呢？接口常量或类常量可以通过反射来实现，这没错，只是虽然能实现，但会非常繁琐，读者有兴趣可以自己写一个反射类实现此功能（当然，一个一个地手动打印输出常量，也可以算是列出）。对于此类问题，使用枚举就可以非常简单地解决，代码如下：

public static void main（String[]args）{

for（Season s：Season.values（））{

System.out.println（s）；

}

}

通过values方法获得所有的枚举项，然后打印出来即可。如此简单，得益于枚举内置的方法，每个枚举都是java.lang.Enum的子类，该基类提供了诸如获得排序值的ordinal方法、compareTo比较方法等，大大简化了常量的访问。

**（4）枚举可以自定义方法**

这一点似乎并不是枚举的优点，类常量也可以有自己的方法呀，但关键是枚举常量不仅可以定义静态方法，还可以定义非静态方法，而且还能够从根本上杜绝常量类被实例化。比如我们要在常量定义中获得最舒服季节的方法，使用常量枚举的代码如下所示：

enum Season{

Spring, Summer, Autumn, Winter；

//最舒服的季节

public static Season getComfortableSeason（）{

return Spring；

}

}

我们知道每个枚举项都是该枚举的一个实例，对于我们的例子来说，也就表示Spring其实是Season的一个实例，Summer也是其中一个实例，那我们在枚举中定义的静态方法既可以在类（也就是枚举Season）中引用，也可以在实例（也就是枚举项Spring、Summer、Autumn、Winter）中引用，看如下代码：

public static void main（String[]args）{

System.out.println（"The most comfortable season is"+Season.getComfortableSeason（））；

}

那如果使用类常量要如何实现呢？代码如下：

class Season{

public final static int Spring=0；

public final static int Summer=1；

public final static int Autumn=2；

public final static int Winter=3；

//最舒服的季节

public static int getComfortableSeason（）{

return Spring；

}

}

想想看，我们要怎么才能打印出“The most comfortable season is Spring”这句话呢？除了使用switch判断外没有其他办法了。

虽然枚举常量在很多方面比接口常量和类常量好用，但是有一点它是比不上接口常量和类常量的，那就是继承，枚举类型是不能有继承的，也就是说一个枚举常量定义完毕后，除非修改重构，否则无法做扩展，而接口常量和类常量则可以通过继承进行扩展。但是，一般常量在项目构建时就定义完毕了，很少会出现必须通过扩展才能实现业务逻辑的场景。

注意　在项目开发中，推荐使用枚举常量代替接口常量或类常量。

**建议84：使用构造函数协助描述枚举项**

一般来说，我们经常使用的枚举项只有一个属性，即排序号，其默认值是从0、1、2……这一点我们非常熟悉。但是除了排序号外，枚举还有一个（或多个）属性：枚举描述，它的含义是通过枚举的构造函数，声明每个枚举项（也就是枚举的实例）必须具有的属性和行为，这是对枚举项的描述或补充，目的是使枚举项表述的意义更加清晰准确。例如有这样的一段代码：

enum Season{

Spring（"春"），Summer（"夏"），Autumn（"秋"），Winter（"冬"）；

private String desc；

Season（String\_desc）{

desc=\_desc；

}

//获得枚举描述

public String getDesc（）{

return desc；

}

}

其枚举项是英文的，描述是中文的，如此设计使其表述的意义更加精确，方便了多个协作者共同引用该常量。若不考虑描述的使用（即访问getDesc方法），它与如下接口定义的描述则很相似：

interface Season{

//春

int Spring=0；

//夏

int Summer=1；

/\*……\*/

}

比较两段代码，很容易看出使用枚举项描述是一个很好的解决方案，非常简单、清晰。因为是一个描述（Description），那我们在开发时就可以赋予更多的含义了，比如可以通过枚举构造函数声明业务值，定义可选项，添加属性等，看如下代码：

enum Role{

Admin（"管理员"，new Lifetime（），new Scope（）），

User（"普通用户"，new Lifetime（），new Scope（））；

//中文描述

private String name；

//角色的生命期

private Lifetime lifeTime；

//权限范围

private Scope scope；

Role（String\_name, Lifetime\_lt, Scope\_scope）{

name=\_name；

lifeTime=\_lt；

scope=\_scope；

}

/\*name、lifeTime、scope的get方法较简单，不再赘述\*/

}

这是一个角色定义类，描述了两个角色：管理员（Admin）和普通用户（User），同时它还通过构造函数对这两个角色进行了描述：

name：表示的是该角色的中文名称。

lifeTime：表示的是该角色的生命期，也就是多长时间该角色失效。

scope：表示的是该角色的权限范围。

读者可以看出，这样一个描述可以使开发者对Admin、User两个常量有一个立体多维度的认知，有名称、生命期，还有范围，而且还可以在程序中方便地获得此类的属性。

推荐大家在枚举定义中为每个枚举项定义描述，特别是在大规模的项目开发中，大量的常量项定义使用枚举项描述比在接口常量或类常量中增加注释的方式友好得多，简洁得多。

**建议85：小心switch带来的空值异常**

使用枚举定义常量时，会伴有大量的switch语句判断，目的是为每个枚举项解释其行为，例如这样一个方法：

public static void doSports（Season season）{

switch（season）{

case Spring：

System.out.println（"春天放风筝"）；

break；

case Summer：

System.out.println（"夏天游泳"）；

break；

case Autumn：

System.out.println（"秋天捉知了"）；

break；

case Winter：

System.out.println（"冬天滑冰"）；

break；

default：

System.out.println（"输入错误！"）；

break；

}

}

上面的代码中输入了一个Season类型的枚举，然后使用switch进行匹配，目的是输出每个季节能进行的活动。现在的问题是：这段代码有没有问题？

我们先来看它是如何被调用的，因为要传递进来的是Season类型，也就是一个实例对象，那当然应该允许为空了，我们就传递一个null值进去看看有没有问题，代码如下：

public static void main（String[]args）{

doSports（null）；

}

似乎会打印出“输出错误！”，因为在switch中没有匹配到指定值，所以会打印出default的代码块，是这样的吗？不是，运行后的输出如下所示：

Exception in thread"main"java.lang.NullPointerException

at Client.doSports（Client.java：9）

at Client.main（Client.java：5）

竟然是空指针异常，第9行也就是switch那一行，怎么会有空指针呢？这就与枚举和switch的特性有关了，此问题也是在开发中经常发生的。我们知道，目前Java中的switch语句只能判断byte、short、char、int类型（JDK 7已经允许使用String类型），这是Java编译器的限制。问题是为什么枚举类型也可以跟在switch后面呢？

很简单，因为编译时，编译器判断出switch语句后的参数是枚举类型，然后就会根据枚举的排序值继续匹配，也就是说上面的代码与以下代码相同：

public static void doSports（Season season）{

switch（season.ordinal（））{

case Season.Spring.ordinal（）：

……

case Season.Summer.ordinal（）：

……

}

}

看明白了吧，switch语句是先计算season变量的排序值，然后与枚举常量的每个排序值进行对比的。在我们的例子中season变量是null值，无法执行ordinal方法，于是报空指针异常了。

问题清楚了，解决方法也很简单，在doSports方法中判断输入参数是否是null即可。

**建议86：在switch的default代码块中增加AssertionError错误**

switch后跟枚举类型，case后列出所有的枚举项，这是一个使用枚举的主流写法，那留着default语句似乎没有任何作用，程序已经列举了所有的可能选项，肯定不会执行到default语句，看上去纯属多余嘛！错了，这个default还是很有用的。以我们定义的日志级别来举例说明，这是一个典型的枚举常量，如下所示：

enum LogLevel{

DEBUG, INFO, WARN, ERROR；

}

一般在使用的时候，会通过swtich语句来决定用户设置的级别，然后输出不同级别的日志，代码如下：

switch（logLevel）{

case DEBUG：

……

case INFO：

……

case WARN：

……

case ERROR：

……

}

由于把所有的枚举项都列举完了，不可能有其他值，所以就不需要default代码块了，这是普遍的认识，但问题是我们的switch代码与枚举之间没有强制约束关系，也就是说两者只是在语义上建立了联系，并没有一个强制约束，比如LogLevel枚举发生改变，增加了一个枚举项FATAL，如果此时我们对switch语句不做任何修改，编译虽不会出现问题，但是运行期会发生非预期的错误：FATAL类型的日志没有输出。

为了避免出现这类错误，建议在default后直接抛出一个AssertionError错误，其含义就是“不要跑到这里来，一跑到这里就会出问题”，这样可以保证在增加一个枚举项的情况下，若其他代码未修改，运行期马上就会报错，这样一来就很容易查找到错误，方便立刻排除。

当然也有其他方法解决此问题，比如修改IDE工具，以Eclipse为例，可以把Java→Compiler→Errors/Warnings中的“Enum type constant not covered on'switch'”设置为Error级别，如果不判断所有的枚举项就不能通过编译。

**建议87：使用valueOf前必须进行校验**

我们知道每个枚举都是java.lang.Enum的子类，都可以访问Enum类提供的方法，比如hashCode、name、valueOf等，其中valueOf方法会把一个String类型的名称转变为枚举项，也就是在枚举项中查找出字面值与该参数相等的枚举项。虽然这个方法很简单，但是JDK却做了一个对于开发人员来说并不简单的处理。我们来看代码：

public static void main（String[]args）{

//注意summer是小写

List＜String＞params=Arrays.asList（"Spring"，"summer"）；

for（String name：params）{

//查找字面值与name相同的枚举项

Season s=Season.valueOf（name）；

if（s！=null）{

//有该枚举项时

System.out.println（s）；

}else{

//没有该枚举项

System.out.println（"无相关枚举项"）；

}

}

}

这段程序看似很完美了，其中考虑到从String转换为枚举类型可能存在着转换不成功的情况，比如没有匹配到指定值，此时valueOf的返回值应该为空，所以后面又紧跟着if……else判断输出。这段程序真的完美无缺了吗？那我们看看运行结果：

Spring

Exception in thread"main"java.lang.IllegalArgumentException：No enum const class

Season.summer

at java.lang.Enum.valueOf（Enum.java：196）

at Season.valueOf（Client.java：1）

at Client.main（Client.java：13）

报无效参数异常，也就是说我们的summer（注意s小写）无法转换为Season枚举，无法转换就不转换嘛，那也别抛出非受检IllegalArgumentException异常啊，一旦抛出这个异常，后续的代码就不会运行了，这才是要命呀！这与我们的习惯用法非常不一致，例如我们从一个List中查找一个元素，即使不存在也不会报错，顶多indexOf方法返回-1。

那么来深入分析一下该问题，valueOf方法的源代码如下：

public static＜T extends Enum＜T＞＞T valueOf（Class＜T＞enumType，

String name）{

//通过反射，从常量列表中查找

T result=enumType.enumConstantDirectory（）.get（name）；

if（result！=null）

return result；

if（name==null）

throw new NullPointerException（"Name is null"）；

//最后排除无效参数异常

throw new IllegalArgumentException（"No enum const"+enumType+"."+name）；

}

valueOf方法先通过反射从枚举类的常量声明中查找，若找到就直接返回，若找不到则抛出无效参数异常。valueOf本意是保护编码中的枚举安全性，使其不产生空枚举对象，简化枚举操作，但是却又引入了一个我们无法避免的IllegalArgumentException异常。

可能会有读者认为此处valueOf方法的源代码不对，这里要输入2个参数，而我们的Season.valueOf只传递一个String类型的参数。真的是这样吗？是的，因为valueOf（String name）方法是不可见的，是JVM内置的方法，我们只有通过阅读公开的valueOf方法来了解其运行原理了。

问题清楚了，有两个方法可以解决此问题：

（1）使用try……catch捕捉异常

这是最直接也是最简单的方式，产生IllegalArgumentException即可确认为没有相同名称的枚举项，代码如下：

try{

Season s=Season.valueOf（name）；

//有该枚举项时的处理

System.out.println（s）；

}catch（Exception e）{

System.out.println（"无相关枚举项"）；

}

（2）扩展枚举类

由于Enum类定义的方法基本上都是final类型的，所以不希望被覆写，那我们可以学习String和List，通过增加一个contains方法来判断是否包含指定的枚举项，然后再继续转换，代码如下：

enum Season{

Spring, Summer, Autumn, Winter；

//是否包含指定名称的枚举项

public static boolean contains（String name）{

//所有的枚举值

Season[]season=values（）；

//遍历查找

for（Season s：season）{

if（s.name（）.equals（name））{

return true；

}

}

return false；

}

}

Season枚举具备了静态方法contains后，就可以在valueOf前判断一下是否包含指定的枚举名称了，若包含则可以通过valueOf转换为Season枚举，若不包含则不转换。

**建议88：用枚举实现工厂方法模式更简洁**

工厂方法模式（Factory Method Pattern）是“创建对象的接口，让子类决定实例化哪一个类，并使一个类的实例化延迟到其子类”。工厂方法模式在我们的开发工作中经常会用到。下面以汽车制造为例，看看一般的工厂方法模式是如何实现的，代码如下：

//抽象产品

interface Car{

}；

//具体产品类

class FordCar implements Car{

}；

//具体产品类

class BuickCar implements Car{

}；

//工厂类

class CarFactory{

//生产汽车

public static Car createCar（Class＜?extends Car＞c）{

try{

return（Car）c.newInstance（）；

}catch（Exception e）{

e.printStackTrace（）；

}

return null；

}

}

这是最原始的工厂方法模式，有两个产品：福特汽车和别克汽车，然后通过工厂方法模式来生产。有了工厂方法模式，我们就不用关心一辆车具体是怎么生成的了，只要告诉工厂“给我生产一辆福特汽车”就可以了，下面是产出一辆福特汽车时客户端的代码：

public static void main（String[]args）{

//生产车辆

Car car=CarFactory.createCar（FordCar.class）；

}

这就是我们经常使用的工厂方法模式，但经常使用并不代表就是最优秀、最简洁的。此处再介绍一种通过枚举实现工厂方法模式的方案，谁优谁劣你自行评价。枚举实现工厂方法模式有两种方法：

（1）枚举非静态方法实现工厂方法模式

我们知道每个枚举项都是该枚举的实例对象，那是不是定义一个方法可以生成每个枚举项的对应产品来实现此模式呢？代码如下：

enum CarFactory{

//定义工厂类能生产汽车的类型

FordCar, BuickCar；

//生产汽车

public Car create（）{

switch（this）{

case FordCar：

return new FordCar（）；

case BuickCar：

return new BuickCar（）；

default：

throw new AssertionError（"无效参数"）；

}

}

}

create是一个非静态方法，也就是只有通过FordCar、BuickCar枚举项才能访问。采用这种方式实现工厂方法模式时，客户端要生产一辆汽车就很简单了，代码如下：

public static void main（String[]args）{

//生产汽车

Car car=CarFactory.BuickCar.create（）；

}

（2）通过抽象方法生成产品

枚举类型虽然不能继承，但是可以用abstract修饰其方法，此时就表示该枚举是一个抽象枚举，需要每个枚举项自行实现该方法，也就是说枚举项的类型是该枚举的一个子类，我们来看代码：

enum CarFactory{

FordCar{

public Car create（）{

return new FordCar（）；

}

}，

BuickCar{

public Car create（）{

return new BuickCar（）；

}

}；

//抽象生产方法

public abstract Car create（）；

}

首先定义一个抽象制造方法create，然后每个枚举项自行实现。这种方式编译后会产生两个CarFactory的匿名子类，因为每个枚举项都要实现抽象create方法。客户端的调用与上一个方案相同，不再赘述。

读者可能会问：为什么要使用枚举类型的工厂方法模式呢？那是因为使用枚举类型的工厂方法模式有以下三个优点：

（1）避免错误调用的发生

一般工厂方法模式中的生产方法（也就是createCar方法）可以接收三种类型的参数：类型参数（如我们的例子）、String参数（生产方法中判断String参数是需要生产什么产品）、int参数（根据int值判断需要生产什么类型的产品），这三种参数都是宽泛的数据类型，很容易产生错误（比如边界问题、null值问题），而且出现这类错误编译器还不会报警，例如：

public static void main（String[]args）{

//生产车辆

Car car=CarFactory.createCar（Car.class）；

}

Car是一个接口，完全合乎createCar方法的要求，所以它在编译时不会报任何错误，但一运行起来就会报InstantiationException异常。而使用枚举类型的工厂方法模式就不存在该问题了，不需要传递任何参数，只需要选择好生产什么类型的产品即可。

（2）性能好，使用便捷

枚举类型的计算是以int类型的计算为基础的，这是最基本的操作，性能当然会快，至于使用便捷，注意看客户端的调用，代码的字面意思就是“汽车工厂，我要一辆别克汽车，赶快生产”。

（3）降低类间耦合

不管生产方法接收的是Class、String还是int的参数，都会成为客户端类的负担，这些类并不是客户端需要的，而是因为工厂方法的限制必须输入的，例如Class参数，对客户端main方法来说，它需要传递一个FordCar.class参数才能生产一辆福特汽车，除了在create方法中传递该参数外，业务类不需要改Car的实现类。这严重违背了迪米特原则（Law of Demeter，简称为LoD），也就是最少知识原则：一个对象应该对其他对象有最少的了解。

而枚举类型的工厂方法就没有这种问题了，它只需要依赖工厂类就可以生产一辆符合接口的汽车，完全可以无视具体汽车类的存在。

注意　下一次，使用枚举来实现工厂方法模式。

**建议89：枚举项的数量限制在64个以内**

为了更好地使用枚举，Java提供了两个枚举集合：EnumSet和EnumMap，这两个集合的使用方法都比较简单，EnumSet表示其元素必须是某一枚举的枚举项，EnumMap表示Key值必须是某一枚举的枚举项，由于枚举类型的实例数量固定并且有限，相对来说EnumSet和EnumMap的效率会比其他Set和Map要高。

虽然EnumSet很好用，但是它有一个隐藏的特点，我们逐步分析。在项目中一般会把枚举用作常量定义，可能会定义非常多的枚举项，然后通过EnumSet访问、遍历，但它对不同的枚举数量有不同的处理方式。为了进行对比，我们定义两个枚举，一个数量等于64，一个是65（大于64即可，为什么是64而不是128、512呢？稍后解释），代码如下：

//普通枚举项，数量等于64

enum Const{

A, B，C，……，PC, QC, RC；

}

//大枚举，数量超过64

enum LargeConst{

A, B，C，……，KB, LB, MB；

}

Const中的枚举项数量是64，LargeConst的数量是65，其中的……号代表省略的枚举项（注意此处只是省略了，Java不支持省略号）。接下来我们希望把这两个枚举转换为EnumSet，然后判断一下它们的class类型是否相同，代码如下：

public static void main（String[]args）{

//创建包含所有枚举项的EnumSet

EnumSet＜Const＞cs=EnumSet.allOf（Const.class）；

EnumSet＜LargeConst＞lcs=EnumSet.allOf（LargeConst.class）；

//打印出枚举项数量

System.out.println（"Const枚举项数量："+cs.size（））；

System.out.println（"LargeConst枚举项数量："+lcs.size（））；

//输出两个EnumSet的class

System.out.println（cs.getClass（））；

System.out.println（lcs.getClass（））；

}

程序很简单，现在的问题是：cs和lcs的class类型是否相同？应该相同吧，都是EnumSet类的工厂方法allOf生成的EnumSet类，而且JDK API也没有提示EnumSet有子类。我们来看输出结果：

Const枚举项数量：64

LargeConst枚举项数量：65

class java.util.RegularEnumSet

class java.util.JumboEnumSet

很遗憾，两者不相等。就差1个元素，两者就不相等了？确实如此，这也是我们要重点关注枚举项数量的原因。先来看看Java是如何处理的，首先跟踪allOf方法，其源代码如下：

public static＜E extends Enum＜E＞＞EnumSet＜E＞allOf（Class＜E＞elementType）{

//生成一个空EnumSet

EnumSet＜E＞result=noneOf（elementType）；

//加入所有的枚举项

result.addAll（）；

return result；

}

allOf通过noneOf方法首先生成一个EnumSet对象，然后把所有的枚举项都加进去，问题可能就出在EnumSet的生成上了，我们来看noneOf的代码：

public static＜E extends Enum＜E＞＞EnumSet＜E＞noneOf（Class＜E＞elementType）{

//获得所有枚举项

Enum[]universe=getUniverse（elementType）；

if（universe==null）

throw new ClassCastException（elementType+"not an enum"）；

if（universe.length＜=64）

//枚举数量小于等于64

return new RegularEnumSet＜E＞（elementType, universe）；

else

//枚举数量大于64

return new JumboEnumSet＜E＞（elementType, universe）；

}

看到这里恍然大悟，Java原来是如此处理的：当枚举项数量小于等于64时，创建一个RegularEnumSet实例对象，大于64时则创建一个JumboEnumSet实例对象。

紧接着的问题是：为什么要如此处理呢？这还要看看这两个类之间的差异，首先看RegularEnumSet类，代码如下：

class RegularEnumSet＜E extends Enum＜E＞＞extends EnumSet＜E＞{

//记录所有枚举排序号，注意是long型

private long elements=0L；

//构造函数

RegularEnumSet（Class＜E＞elementType, Enum[]universe）{

super（elementType, universe）；

}

//加入所有元素

void addAll（）{

if（universe.length！=0）

elements=-1L＞＞＞-universe.length；

}

}

我们知道枚举项的排序值ordinal是从0、1、2……依次递增的，没有重号，没有跳号，RegularEnumSet就是利用这一点把每个枚举项的ordinal映射到一个long类型的每个位上的，注意看addAll方法的elments元素，它使用了无符号右移操作，并且操作数是负值，位移也是负值，这表示是负数（符号位是1）的“无符号左移”：符号位为0，并补充低位，简单地说，Java把一个不多于64个枚举项的枚举映射到了一个long类型变量上。这才是EnumSet处理的重点，其他的size方法、constains方法等都是根据elements计算出来的。想想看，一个long类型的数字包含了所有的枚举项，其效率和性能肯定是非常优秀的。

我们知道long类型是64位的，所以RegularEnumSet类型也就只能负责枚举项数量不大于64的枚举（这也是我们以64来举例，而不以128或512举例的原因），大于64则由JumboEnumSet处理，我们看它是怎么处理的：

class JumboEnumSet＜E extends Enum＜E＞＞extends EnumSet＜E＞{

//映射所有的枚举项

private long elements[]；

//构造函数

JumboEnumSet（Class＜E＞elementType, Enum[]universe）{

super（elementType, universe）；

//默认长度是枚举项数量除以64再加1

elements=new long[（universe.length+63）＞＞＞6]；

}

void addAll（）{

//elements中每个元素表示64个枚举项

for（int i=0；i＜elements.length；i++）

elements[i]=-1；

elements[elements.length-1]＞＞＞=-universe.length；

size=universe.length；

}

}

JumboEnumSet类把枚举项按照64个元素一组拆分成了多组，每组都映射到一个long类型的数字上，然后该数组再放置到elements数组中。简单来说JumboEnumSet类的原理与RegularEnumSet相似，只是JumboEnumSet使用了long数组容纳更多的枚举项。

不过，你会不会觉得这两段程序看着很让人郁闷呢？其实这是因为我们在开发中很少用到位移操作。读者可以这样理解，RegularEnumSet是把每个枚举项编码映射到一个long类型数字的每个位上，JumboEnumSet是先按照64个一组进行拆分，然后每个组再映射到一个long类型数字的每个位上，从这里我们也可以看出数字编码的奥秘！

从以上的分析可以看出，EnumSet提供的两个实现都是基本的数字类型操作，其性能肯定比其他的Set类型要好很多，特别是Enum的数量少于64的时候，那简直就是飞一般的速度。

注意　枚举项数量不要超过64，否则建议拆分。

**建议90：小心注解继承**

Java从1.5版开始引入了注解（Annotation），其目的是在不影响代码语义的情况下增强代码的可读性，并且不改变代码的执行逻辑，对于注解始终有两派争论，正方认为注解有益于数据与代码的耦合，“在有代码的周边集合数据”；反方认为注解把代码和数据混淆在一起，增加了代码的易变性，削弱了程序的健壮性和稳定性。这些争论暂且不表，我们要说的是一个我们不常用的元注解（Meta-Annotation）：@Inherited，它表示一个注解是否可以自动被继承，我们来看它应如何使用。

思考一个例子，比如描述鸟类，它有颜色、体型、习性等属性，我们以颜色为例，定义一个注解来修饰一下，代码如下：

@Retention（RetentionPolicy.RUNTIME）

@Target（ElementType.TYPE）

@Inherited

@interface Desc{

enum Color{

White, Grayish, Yellow；

}

//默认颜色是白色的

Color c（）default Color.White；

}

该注解Desc前增加了三个元注解：Retention表示的是该注解的保留级别，Target表示的是该注解可以标注在什么地方，@Inherited表示该注解会被自动继承。注解定义完毕，我们把它标注在类上，代码如下：

@Desc（c=Color.White）

abstract class Bird{

//鸟的颜色

public abstract Color getColor（）；

}

//麻雀

class Sparrow extends Bird{

private Color color；

//默认是浅灰色

public Sparrow（）{

color=Color.Grayish；

}

//构造函数定义鸟的颜色

public Sparrow（Color\_color）{

color=\_color；

}

@Override

public Color getColor（）{

return color；

}

}

//鸟巢，工厂方法模式

enum BirdNest{

Sparrow；

//鸟类繁殖

public Bird reproduce（）{

Desc bd=Sparrow.class.getAnnotation（Desc.class）；

return bd==null?new Sparrow（）：new Sparrow（bd.c（））；

}

}

程序比较简单，声明了一个Bird抽象类，并且标注了Desc注解，描述鸟类的颜色是白色的，然后编写了一个麻雀Sparrow类，它有两个构造函数，一个是默认的构造函数，也就是我们经常看到的麻雀是浅灰色的，另外一个构造函数是自定义麻雀的颜色，之后又定义了一个鸟巢（工厂方法模式），它是专门负责鸟类繁殖的，它的生产方法reproduce会根据实现类注解信息生成不同颜色的麻雀。我们编写一个客户端调用，代码如下：

public static void main（String[]args）{

Bird bird=BirdNest.Sparrow.reproduce（）；

Color color=bird.getColor（）；

System.out.println（"Bird's color is："+color）；

}

现在的问题是这段客户端程序会打印出什么来？因为采用了工厂方法模式，它最主要的问题就是bird变量到底采用了哪个构造函数来生成，是无参构造还是有参构造？如果我们单独看子类Sparrow，它没有被添加任何注解，那工厂方法中的bd变量就应该是null了，应该调用的是无参构造。是不是如此呢？我们来看运行结果：

Bird's color is：White

白色？这是我们添加到父类Bird上的颜色，为什么？就是因为我们在注解上加了@Inherited注解，它表示的意思是我们只要把注解@Desc加到父类Bird上，它的所有子类都会自动从父类继承@Desc注解，不需要显式声明，这与Java类的继承有点不同，若Sparrow类继承了Bird，则必须使用extends关键字声明，而Bird上的注解@Desc继承自Bird却不用显式声明，只要声明@Desc注解是可自动继承的即可。

采用@Inherited元注解有利有弊，利的地方是一个注解只要标注到父类，所有的子类都会自动具有与父类相同的注解，整齐、统一而且便于管理，弊的地方是单单阅读子类代码，我们无从知道为何逻辑会被改变，因为子类没有明显标注该注解。总体上来说，使用@Inherited元注解的弊大于利，特别是一个类的继承层次较深时，如果注解较多，则很难判断出是哪个注解对子类产生了逻辑劫持。

**建议91：枚举和注解结合使用威力更大**

我们知道注解的写法和接口很类似，都采用了关键字interface，而且都不能有实现代码，常量定义默认都是public static final类型的等，它们的主要不同点是：注解要在interface前加上@字符，而且不能继承，不能实现，这经常会给我们的开发带来一些障碍。

我们来分析一个ACL（Access Control List，访问控制列表）设计案例，看看如何避免这些障碍，ACL有三个重要元素：

资源，有哪些信息是要被控制起来的。

权限级别，不同的访问者规划在不同的级别中。

控制器（也叫鉴权人），控制不同的级别访问不同的资源。

鉴权人是整个ACL的设计核心，我们从最主要的鉴权人开始，代码如下：

interface Identifier{

//无权访问时的礼貌语

String REFUSE\_WORD="您无权访问"；

//鉴权

public boolean identify（）；

}

这是一个鉴权人接口，定义了一个常量和一个鉴权方法。接下来应该实现该鉴权方法，但问题是我们的权限级别和鉴权方法之间是紧耦合，若分拆成两个类显得有点啰嗦，怎么办？我们可以直接定义一个枚举来实现，代码如下：

enum CommonIdentifer implements Identifier{

//权限级别

Reader, Author, Admin；

//实现鉴权

public boolean identify（）{

return false；

}

}

定义了一个通用鉴权者，使用的是枚举类型，并且实现了鉴权者接口。现在就剩下资源定义了，这很容易定义，资源就是我们写的类、方法等，之后再通过配置来决定哪些类、方法允许什么级别的访问，这里的问题是：怎么把资源和权限级别关联起来呢？使用XML配置文件？是个方法，但对我们的示例程序来说显得太繁重了，如果使用注解会更简洁些，不过这需要我们首先定义出权限级别的注解，代码如下：

@Retention（RetentionPolicy.RUNTIME）

@Target（ElementType.TYPE）

@interface Access{

//什么级别可以访问，默认是管理员

CommonIdentifier level（）default CommonIdentifier.Admin；

}

该注解是标注在类上面的，并且会保留到运行期。我们定义一个资源类，代码如下：

@Access（level=CommonIdentifier.Author）

class Foo{

}

Foo类只能是作者级别的人访问。场景都定义完毕了，那我们看看如何模拟ACL的实现，代码如下：

public static void main（String[]args）{

//初始化商业逻辑

Foo b=new Foo（）；

//获取注解

Access access=b.getClass（）.getAnnotation（Access.class）；

//没有Access注解或者鉴权失败

if（access==null||！access.level（）.identify（））{

//没有Access注解或者鉴权失败

System.out.println（access.level（）.REFUSE\_WORD）；

}

}

看看这段代码，简单、易读，而且如果我们是通过ClassLoader类来解释该注解的，那会使我们的开发更加简洁，所有的开发人员只要增加注解即可解决访问控制问题。注意看加粗代码，access是一个注解类型，我们想使用Identifier接口的identify鉴权方法和REFUSE\_WORD常量，但注解是不能继承的，那怎么办？此处，可通过枚举类型CommonIdentifier从中间做一个委派动作（Delegate），委派？没看到！你可以让identify返回一个对象，或者在Identifier上直接定义一个常量对象，那就是“赤裸裸”的委派了！

**建议92：注意@Override不同版本的区别**

@Override注解用于方法的覆写上，它在编译期有效，也就是Java编译器在编译时会根据该注解检查方法是否真的是覆写，如果不是就报错，拒绝编译。该注解可以很大程度地解决我们的误写问题，比如子类和父类的方法名少写了一个字符，或者是数字0和字母O未区分出来等，这基本上是每个程序员都曾经犯过的错误。在代码中加上@Override注解基本可以杜绝出现此类问题，但是@Override有个版本问题，我们来看如下代码：

interface Foo{

public void doSomething（）；

}

class Impl implements Foo{

@Override

public void doSomething（）{

}

}

这是一个简单的@Override示例，接口中定义了一个doSomething方法，实现类Impl实现此方法，并且在方法前加上了@Override注解。这段代码在Java 1.6版本上编译没有任何问题，虽然doSomething方法只是实现了接口定义，严格来说并不能算是覆写，但@Override出现在这里可以减少代码中可能出现的错误。

可如果在Java 1.5版本上编译此段代码，就会出现如下错误：

The method doSomething（）of type Impl must override a superclass method Client.java

注意，这是个错误，不能继续编译。原因是1.5版中@Override是严格遵守覆写的定义：子类方法与父类方法必须具有相同的方法名、输入参数、输出参数（允许子类缩小）、访问权限（允许子类扩大），父类必须是一个类，不能是一个接口，否则不能算是覆写。而这在Java 1.6就开放了很多，实现接口的方法也可以加上@Override注解了，可以避免粗心大意导致方法名称与接口不一致的情况发生。

在多环境部署应用时，需要考虑@Override在不同版本下代表的意义，如果是Java 1.6版本的程序移植到1.5版本环境中，就需要删除实现接口方法上的@Override注解。
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泛型和反射**

Don’t let complexity stop you.Be activists.Take on the big inequities.It will be one of the great experiences of your lives.

不要让这个世界的复杂性阻碍你的前进。要成为一个行动主义者，将解决人类的不平等视为己任。它将成为你生命中最重要的经历之一。

——比尔·盖茨在哈佛大学的演讲

泛型可以减少强制类型的转换，可以规范集合的元素类型，还可以提高代码的安全性和可读性，正是因为有这些优点，自从Java引入泛型后，项目的编码规则上便多了一条：优先使用泛型。

反射可以“看透”程序的运行情况，可以让我们在运行期知晓一个类或实例的运行状况，可以动态地加载和调用，虽然有一定的性能忧患，但它带给我们的便利远远大于其性能缺陷。

**建议93：Java的泛型是类型擦除的**

Java泛型（Generic）的引入加强了参数类型的安全性，减少了类型的转换，它与C++中的模板（Templates）比较类似，但是有一点不同的是：Java的泛型在编译期有效，在运行期被删除，也就是说所有的泛型参数类型在编译后都会被清除掉，我们来看一个例子，代码如下：

public class Foo{

//arrayMethod接收数组参数，并进行重载

public void arrayMethod（String[]strArray）{

}

public void arrayMethod（Integer[]intArray）{

}

//listMethod接收泛型List参数，并进行重载

public void listMethod（List＜String＞stringList）{

}

public void listMethod（List＜Integer＞intList）{

}

}

程序很简单，编写了4个方法，arrayMethod方法接收String数组和Integer数组，这是一个典型的重载，listMethod接收元素类型为String和Integer的List变量。现在的问题是，这段程序是否能编译？如果不能，问题出在什么地方？

事实上，这段程序是无法编译的，编译时报错信息如下：

Method listMethod（List＜Integer＞）has the same erasure listMethod（List＜E＞）as

another method in type Foo

此错误的意思是说listMethod（List＜Integer＞）方法在编译时擦除类型后的方法是listMethod（List＜E＞），它与另外一个方法重复，通俗地说就是方法签名重复。这就是Java泛型擦除引起的问题：在编译后所有的泛型类型都会做相应的转化。转换规则如下：

List＜String＞、List＜Integer＞、List＜T＞擦除后的类型为List。

List＜String＞[]擦除后的类型为List[]。

List＜?extends E＞、List＜?super E＞擦除后的类型为List＜E＞。

List＜T extends Serializable＆Cloneable＞擦除后为List＜Serializable＞。

明白了这些擦除规则，再看如下代码：

public static void main（String[]args）{

List＜String＞list=new ArrayList＜String＞（）；

list.add（"abc"）；

String str=list.get（0）；

}

经过编译器的擦除处理后，上面的代码与下面的程序是一致的：

public static void main（String[]args）{

List list=new ArrayList（）；

list.add（"abc"）；

String str=（String）list.get（0）；

}

Java编译后的字节码中已经没有泛型的任何信息了，也就是说一个泛型类和一个普通类在经过编译后都指向了同一字节码，比如Foo＜T＞类，经过编译后将只有一份Foo.class类，不管是Foo＜String＞还是Foo＜Integer＞引用的都是同一字节码。Java之所以如此处理，有两个原因：

避免JVM的大换血。C++的泛型生命期延续到了运行期，而Java是在编译器擦除掉的，我们想想，如果JVM也把泛型类型延续到运行期，那么JVM就需要进行大量的重构工作了。

版本兼容。在编译期擦除可以更好地支持原生类型（Raw Type），在Java 1.5或1.6平台上，即使声明一个List这样的原生类型也是可以正常编译通过的，只是会产生警告信息而已。

明白了Java的泛型是类型擦除的，我们就可以解释类似如下的问题了：

（1）泛型的class对象是相同的

每个类都有一个class属性，泛型化不会改变class属性的返回值，例如：

public static void main（String[]args）{

List＜String＞ls=new ArrayList＜String＞（）；

List＜Integer＞li=new ArrayList＜Integer＞（）；

System.out.println（li.getClass（）==li.getClass（））；

}

以上代码将返回为true，原因很简单，List＜String＞和List＜Integer＞擦除后的类型都是List，没有任何区别。

（2）泛型数组初始化时不能声明泛型类型

如下代码编译时通不过：

List＜String＞[]listArray=new List＜String＞[]；

原因很简单，可以声明一个带有泛型参数的数组，但是不能初始化该数组，因为执行了类型擦除操作，List＜Object＞[]与List＜String＞[]就是同一回事了，编译器拒绝如此声明。

（3）instanceof不允许存在泛型参数

以下代码不能通过编译，原因一样，泛型类型被擦除了：

List＜String＞list=new ArrayList＜String＞（）；

System.out.println（list instanceof List＜String＞）；

**建议94：不能初始化泛型参数和数组**

泛型类型在编译期被擦除，我们在类初始化时将无法获得泛型的具体参数，比如这样的代码：

class Foo＜T＞{

private T t=new T（）；

private T[]tArray=new T[5]；

private List＜T＞list=new ArrayList＜T＞（）；

}

这段代码有什么问题呢？t、tArray、list都是类变量，都是通过new声明了一个类型，看起来非常相似啊！但这段代码是编译通不过的，因为编译器在编译时需要获得T类型，但泛型在编译期类型已经被擦除了，所以new T（）和new T[5]都会报错（可能有读者疑惑了：泛型类型可以擦除为顶级类Object，那T类型擦除成Object不就可以编译了吗？这样也不行，泛型只是Java语言的一部分，Java语言毕竟是一个强类型、编译型的安全语言，要确保运行期的稳定性和安全性就必须要求在编译器上严格检查）。可为什么new ArrayList＜T＞（）却不会报错呢？

这是因为ArrayList表面是泛型，其实已经在编译期转型为Object了，我们来看一下ArrayList的源代码就清楚了，代码如下：

public class ArrayList＜E＞extends AbstractList＜E＞

implements List＜E＞，RandomAccess, Cloneable, java.io.Serializable

{

//容纳元素的数组

private transient Object[]elementData；

//构造函数

public ArrayList（）{

this（10）；

}

//获得一个元素

public E get（int index）{

RangeCheck（index）；

//返回前强制类型转换

return（E）elementData[index]；

}

}

注意看elementData的定义，它容纳了ArrayList的所有元素，其类型是Object数组，因为Object是所有类的父类，数组又允许协变（Covariant），因此elementData数组可以容纳所有的实例对象。元素加入时向上转型为Object类型（E类型转为Object），取出时向下转型为E类型（Object转为E类型），如此处理而已。

在某些情况下，我们确实需要泛型数组，那该如何处理呢？代码如下：

class Foo＜T＞{

//不再初始化，由构造函数初始化

private T t；

private T[]tArray；

private List＜T＞list=new ArrayList＜T＞（）；

//构造函数初始化

public Foo（）{

try{

Class＜?＞tType=Class.forName（""）；

t=（T）tType.newInstance（）；

tArray=（T[]）Array.newInstance（tType，5）；

}catch（Exception e）{

e.printStackTrace（）；

}

}

}

此时，运行就没有任何问题了。剩下的问题就是怎么在运行期获得T的类型，也就是tType参数，一般情况下泛型类型是无法获取的，不过，在客户端调用时多传输一个T类型的class就会解决问题。

类的成员变量是在类初始化前初始化的，所以要求在初始化前它必须具有明确的类型，否则就只能声明，不能初始化。

**建议95：强制声明泛型的实际类型**

Arrays工具类有一个方法asList可以把一个变长参数或数组转变为列表，但是它有一个缺点：它所生成的List长度是不可改变的，而这在我们的项目开发中有时会很不方便。如果你期望生成的列表长度是可变，那就需要自己来写一个数组的工具类了，代码如下：

class ArrayUtils{

//把一个变长参数转变为列表，并且长度可变

public static＜T＞List＜T＞asList（T……t）{

List＜T＞list=new ArrayList＜T＞（）；

Collections.addAll（list, t）；

return list；

}

}

这很简单，与Arrays.asList的调用方式相同，我们传入一个泛型对象，然后返回相应的List，代码如下：

public static void main（String[]args）{

//正常用法

List＜String＞list1=ArrayUtils.asList（"A"，"B"）；

//参数为空

List list2=ArrayUtils.asList（）；

//参数为数字和字符串的混合

List list3=ArrayUtils.asList（1，2，3.1）；

}

这里有三个变量需要说明：

（1）变量list1

变量list1是一个常规用法，没有任何问题，泛型实际的参数类型是String，返回的结果也就是一个容纳String元素的List对象。

（2）变量list2

变量list2中容纳的是什么元素呢？我们无法从代码中推断出list2列表到底容纳的是什么元素（因为它传递的参数是空，编译器也不知道泛型的实际参数类型是什么），不过，编译器会很“聪明”地推断出最顶层类Object就是其泛型类型，也就是说list2的完整定义如下：

List＜Object＞list2=ArrayUtils.asList（）；

如此一来，编译时就不会给出“unchecked”警告了。现在新的问题出现了：如果期望list2是一个Integer类型的列表，而不是Object列表，因为后续的逻辑会把Integer类型加入到list2中，那该如何处理呢？

强制类型转化（把asList强制转换成List＜Integer＞）？行不通，虽然Java的泛型是编译擦除式的，但是List＜Object＞和List＜Integer＞没有继承关系，不能进行强制转换。

重新声明一个List＜Integer＞，然后读取List＜Object＞元素，一个一个地向下转型过去？麻烦，而且效率又低。

最好的解决方法是强制声明泛型类型，代码如下：

List＜Integer＞list2=ArrayUtils.＜Integer＞asList（）；

就这么简单，asList方法要求的是一个泛型参数，那我们就在输入前定义这是一个Integer类型的参数，当然，输出也是Integer类型的集合了。

（3）变量list3

变量list3有两种类型的元素：整数类型和浮点类型，那它生成的List泛型化参数应该是什么呢？是Integer和Float的父类Number？你太高看编译器了，它不会如此推断的，当它发现多个元素的实际类型不一致时就会直接确认泛型类型是Object，而不会去追索元素类的公共父类是什么，但是对于list3，我们更期望它的泛型参数是Number，都是数字嘛！参照list2变量，代码修改如下：

List＜Number＞list3=ArrayUtils.＜Number＞asList（1，2，3.1）；

Number是Integer和Float的父类，先把三个输入参数向上转型为Number，那么返回的结果也就是List＜Number＞类型了。

通过强制泛型参数类型，我们明确了泛型方法的输入、输出参数类型，问题是我们要在什么时候明确泛型类型呢？一句话：无法从代码中推断出泛型类型的情况下，即可强制声明泛型类型。

**建议96：不同的场景使用不同的泛型通配符**

Java泛型支持通配符（Wildcard），可以单独使用一个“？”表示任意类，也可以使用extends关键字表示某一个类（接口）的子类型，还可以使用super关键字表示某一个类（接口）的父类型，但问题是什么时候该用extends，什么时候该用super呢？

**（1）泛型结构只参与“读”操作则限定上界（extends关键字）**

阅读如下代码，想想看我们的业务逻辑操作是否还能继续：

public static＜E＞void read（List＜?super E＞list）{

for（Object obj：list）{

//业务逻辑操作

}

}

从List列表中读取元素的操作（比如一个数字列表中的求和计算），你觉得方法read能继续写下去吗？

答案是：不能，我们不知道list到底存放的是什么元素，只能推断出是E类型的父类（当然，也可以是E类型，下同，不再赘述），但问题是E类型的父类是什么呢？无法再推断，只有运行时才知道，那么编码期就完全无法操作了。当然，你可以把它当作是Object类来处理，需要时再转换成E类型—这完全违背了泛型的初衷。

在这种情况下，“读”操作如果期望从List集合中读取数据就需要使用extends关键字了，也就是要界定泛型的上界，代码如下：

public static＜E＞void read（List＜?extends E＞list）{

for（E e：list）{

//业务逻辑处理

}

}

此时，已经推断出List集合中取出的是E类型的元素。具体是什么类型的元素就要等到运行时才能确定了，但它一定是一个确定的类型，比如read（Arrays.asList（"A"））调用该方法时，可以推断出List中的元素类型是String，之后就可以对List中的元素进行操作了，如加入到另外的List＜E＞集合中，或者作为Map＜E, V＞的键等。

**（2）泛型结构只参与“写”操作则限定下界（使用super关键字）**

先看如下代码是否可以编译：

public static void write（List＜?extends Number＞list）{

//加入一个元素

list.add（123）；

}

编译失败，失败的原因是list中的元素类型不确定，也就是编译器无法推断出泛型类型到底是什么，是Integer类型？是Double？还是Byte？这些都符合extends关键字的定义，由于无法确定实际的泛型类型，所以编译器拒绝了此类操作。

在此种情况下，只有一个元素是可以add进去的：null值，这是因为null是一个万用类型，它可以是所有类的实例对象，所以可以加入到任何列表中。

Object是否也可以？不可以，因为它不是Number子类，而且即使把list变量修改为List＜?extends Object＞类型也不能加入，原因很简单，编译器无法推断出泛型类型，加什么元素都是无效的。

在这种“写”操作的情况下，使用super关键字限定泛型类型的下界才是正道，代码如下：

public static void write（List＜?super Number＞list）{

list.add（123）；

list.add（3.14）；

}

甭管它是Integer类型的123，还是Float类型的3.14，都可以加入到list列表中，因为它们都是Number类型，这就保证了泛型类的可靠性。

对于是要限定上界还是限定下界，JDK的Collections.copy方法是一个非常好的例子，它实现了把源列表中的所有元素拷贝到目标列表中对应的索引位置上，代码如下：

public static＜T＞void copy（List＜?super T＞dest, List＜?extends T＞src）{

for（int i=0；i＜srcSize；i++）

dest.set（i, src.get（i））；

}

源列表是用来提供数据的，所以src变量需要限定上界，带有extends关键字。目标列表是用来写入数据的，所以dest变量需要界定上界，带有super关键字。

如果一个泛型结构即用作“读”操作又用作“写”操作，那该如何进行限定呢？不限定，使用确定的泛型类型即可，如List＜E＞。

**建议97：警惕泛型是不能协变和逆变的**

什么叫协变（covariance）和逆变（contravariance）？Wiki上是这样定义的：

Within the type system of a programming language, covariance and contravariance refers to the ordering of types from narrower to wider and their interchangeability or equivalence in certain situations（such as parameters, generics, and return types）.

在编程语言的类型框架中，协变和逆变是指宽类型和窄类型在某种情况下（如参数、泛型、返回值）替换或交换的特性，简单地说，协变是用一个窄类型替换宽类型，而逆变则是用宽类型覆盖窄类型。其实，在Java中协变和逆变我们已经用了很久了，只是我们没发觉而已，看如下代码：

class Base{

public Number doStuff（）{

return 0；

}

}

class Sub extends Base{

@Override

public Integer doStuff（）{

return 0；

}

}

子类的doStuff方法返回值的类型比父类方法要窄，此时doStuff方法就是一个协变方法，同时根据Java的覆写定义来看，这又属于覆写。那逆变是怎么回事呢？代码如下：

class Base{

public void doStuff（Integer i）{

}

}

class Sub extends Base{

public void doStuff（Number n）{

}

}

子类的doStuff方法的参数类型比父类要宽，此时就是一个逆变方法，子类扩大了父类方法的输入参数，但根据覆写定义来看，doStuff不属于覆写，只是重载而已。由于此时的doStuff方法已经与父类没有任何关系了，只是子类独立扩展出的一个行为，所以是否声明为doStuff方法名意义不大，逆变已经不具有特别的意义了，我们来重点关注一下协变，先看如下代码是否是协变：

public static void main（String[]args）{

Base base=new Sub（）；

}

base变量是否发生了协变？是的，发生了协变，base变量是Base类型，它是父类，而其赋值却是子类实例，也就是用窄类型覆盖了宽类型。这也叫多态（Polymorphism），两者同含义，在Java世界里“重复发明”轮子的事情多了去了。

说了这么多，下面再来想想泛型是否也支持协变和逆变，答案是：泛型即不支持协变，也不支持逆变。很受伤是吧？为什么会不支持呢？

**（1）泛型不支持协变**

数组和泛型很相似，一个是中括号，一个是尖括号，那我们就以数组为参照对象，看如下代码：

public static void main（String[]args）{

//数组支持协变

Number[]n=new Integer[10]；

//编译不通过，泛型不支持协变

List＜Number＞ln=new ArrayList＜Integer＞（）；

}

ArrayList是List的子类型，Integer是Number的子类型，里氏替换原则（Liskov Substitution Principle）在此处行不通了，原因就是Java为了保证运行期的安全性，必须保证泛型参数类型是固定的，所以它不允许一个泛型参数可以同时包含两种类型，即使是父子类关系也不行。

泛型不支持协变，但可以使用通配符（Wildcard）模拟协变，代码如下所示：

//Number的子类型（包括Number类型）都可以是泛型参数类型

List＜?extends Number＞ln=new ArrayList＜Integer＞（）；

“?extends Number”表示的意思是，允许Number所有的子类（包括自身）作为泛型参数类型，但在运行期只能是一个具体类型，或者是Integer类型，或者是Double类型，或者是Number类型，也就是说通配符只是在编码期有效，运行期则必须是一个确定类型。

**（2）泛型不支持逆变**

Java虽然可以允许逆变存在，但在对类型赋值上是不允许逆变的，你不能把一个父类实例对象赋值给一个子类类型变量，泛型自然也不允许此种情况发生了，但是它可以使用super关键字来模拟实现，代码如下。

//Integer的父类型（包括Integer）都可以是泛型参数类型

List＜?super Integer＞li=new ArrayList＜Number＞（）；

“?super Integer”的意思是可以把所有Integer父类型（自身、父类或接口）作为泛型参数，这里看着就像是把一个Number类型的ArrayList赋值给了Integer类型的List，其外观类似于使用一个宽类型覆盖一个窄类型，它模拟了逆变的实现。

泛型既不支持协变也不支持逆变，带有泛型参数的子类型定义与我们经常使用的类类型也不相同，其基本的类型关系如表7-1所示。
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注意　Java的泛型是不支持协变和逆变的，只是能够实现协变和逆变。

**建议98：建议采用的顺序是List＜T＞、List＜?＞、List＜Object＞**

List＜T＞、List＜?＞、List＜Object＞这三者都可以容纳所有的对象，但使用的顺序应该是首选List＜T＞，次之List＜?＞，最后选择List＜Object＞，原因如下：

**（1）List＜T＞是确定的某一个类型**

List＜T＞表示的是List集合中的元素都为T类型，具体类型在运行期决定；List＜?＞表示的是任意类型，与List＜T＞类似，而List＜Object＞则表示List集合中的所有元素为Object类型，因为Object是所有类的父类，所以List＜Object＞也可以容纳所有的类类型，从这一字面意义上分析，List＜T＞更符合习惯：编码者知道它是某一个类型，只是在运行期才确定而已。

**（2）List＜T＞可以进行读写操作**

List＜T＞可以进行诸如add、remove等操作，因为它的类型是固定的T类型，在编码期不需要进行任何的转型操作。

List＜?＞是只读类型的，不能进行增加、修改操作，因为编译器不知道List中容纳的是什么类型的元素，也就无法校验类型是否安全了，而且List＜?＞读取出的元素都是Object类型的，需要主动转型，所以它经常用于泛型方法的返回值。注意，List＜?＞虽然无法增加、修改元素，但是却可以删除元素，比如执行remove、clear等方法，那是因为它的删除动作与泛型类型无关。

List＜Object＞也可以读写操作，但是它执行写入操作时需要向上转型（Up cast），在读取数据后需要向下转型（Downcast），而此时已经失去了泛型存在的意义了。

打个比方，有一个篮子用来容纳物品，List＜T＞的意思是说，“嘿，我这里有一个篮子，可以容纳固定类别的东西，比如西瓜、番茄等”。List＜?＞的意思是说“嘿，我也有一个篮子，我可以容纳任何东西，只要是你想得到的”。而List＜Object＞就更有意思了，它说“嘿，我也有一个篮子，我可以容纳所有物质，只要你认为是物质的东西就都可以容纳进来”。

推而广之，Dao＜T＞应该比Dao＜?＞、Dao＜Object＞更先采用，Desc＜Person＞则比Desc＜?＞、Desc＜Object＞更优先采用。

**建议99：严格限定泛型类型采用多重界限**

从哲学上来说，很难描述一个具体的人，你可以描述它的长相、性格、工作等，但是人都是有多重身份的，估计只有使用多个And（与操作）将所有的描述串联起来才能描述一个完整的人，比如我，上班时我是一个职员，下班了坐公交车我是一个乘客，回家了我是父母的孩子，是儿子的父亲……角色时刻在变换。那如果我们要使用Java程序来对一类人进行管理，该如何做呢？比如在公交车费优惠系统中，对部分人员（如工资低于2500元的上班族并且是站立着的乘客）车费打8折，该如何实现呢？

注意这里的类型参数有两个限制条件：一为上班族；二为是乘客。具体到我们的程序中就应该是一个泛型参数具有两个上界（Upper Bound），首先定义两个接口及实现类，代码如下：

//职员

interface Staff{

//工资

public int getSalary（）；

}

//乘客

interface Passenger{

//是否是站立状态

public boolean isStanding（）；

}

//定义“我”这个类型的人

class Me implements Staff, Passenger{

public boolean isStanding（）{

return true；

}

public int getSalary（）{

return 2000；

}

}

“Me”这种类型的人物有很多，比如做系统分析师也是一个职员，也坐公交车，但他的工资实现就和我不同，再比如Boss级的人物，偶尔也坐公交车，对大老板来说他也只是一个职员，他的实现类也不同，也就是说如果我们使用“T extends Me”是限定不了需求对象的，那该怎么办呢？可以考虑使用多重限定，代码如下：

//工资低于2500元的上班族并且站立的乘客车票打8折

public static＜T extends Staff＆Passenger＞void discount（T t）{

if（t.getSalary（）＜2500＆＆t.isStanding（））{

System.out.println（"恭喜你！您的车票打八折！"）；

}

}

public static void main（String[]args）{

discount（new Me（））；

}

使用“＆”符号设定多重边界（Multi Bounds），指定泛型类型T必须是Staff和Passenger的共有子类型，此时变量t就具有了所有限定的方法和属性，要再进行判断就易如反掌了。

在Java的泛型中，可以使用“＆”符号关联多个上界并实现多个边界限定，而且只有上界才有此限定，下界没有多重限定的情况。想想你就会明白：多个下界，编码者可自行推断出具体的类型，比如“?super Integer”和“?extends Double”，可以更细化为Number类型了，或者Object类型了，无须编译器推断了。

为什么要说明多重边界？是因为编码者太少使用它了，比如一个判断用户权限的方法，使用的是策略模式（Strategy Pattern），示意代码如下：

public class UserHandler＜T extends User＞{

//判断用户是否有权限执行操作

public boolean permit（T user, List＜Job＞jobs）{

List＜Class＜?＞＞iList=Arrays.asList（user.getClass（）.getInterfaces（））；

//判断是否是管理员

if（iList.indexOf（Admin.class）＞-1）{

Admin admin=（Admin）user；

/\*判断管理员是否有此权限\*/

}else{

/\*判断普通用户是否有此权限\*/

}

return false；

}

}

此处进行了一次泛型参数类别判断，这里不仅仅违背了单一职责原则（Single Responsibility Principle），而且让“泛型”很汗颜：已经使用泛型限定参数的边界了，还要进行泛型类型判断。事实上，使用多重边界可以很方便地解决问题，而且非常优雅，建议读者在开发中考虑使用多重限定。

**建议100：数组的真实类型必须是泛型类型的子类型**

List接口的toArray方法可以把一个集合转化为数组，但是使用不方便，toArray（）方法返回的是一个Object数组，所以需要自行转变；toArray（T[]a）虽然返回的是T类型的数组，但是还需要传入一个T类型的数组，这也挺麻烦的，我们期望输入的是一个泛型化的List，这样就能转化为泛型数组了，来看看能不能实现，代码如下：

public static＜T＞T[]toArray（List＜T＞list）{

T[]t=（T[]）new Object[list.size（）]；

for（int i=0，n=list.size（）；i＜n；i++）{

t[i]=list.get（i）；

}

return t；

}

上面把要输出的参数类型定义为Object数组，然后转型为T类型数组，之后遍历List赋值给数组的每个元素，这与ArrayList的toArray方法很类似（注意只是类似），客户端的调用如下：

public static void main（String[]args）{

List＜String＞list=Arrays.asList（"A"，"B"）；

for（String str：toArray（list））{

System.out.println（str）；

}

}

编译没有任何问题，运行后出现如下异常：

Exception in thread"main"java.lang.ClassCastException：[Ljava.lang.Object；

cannot be cast to[Ljava.lang.String；at Client.main（Client.java：20）

类型转换异常，也就是说不能把一个Object数组转换为String数组，这段异常包含了两个问题：

为什么Object数组不能向下转型为String数组？

数组是一个容器，只有确保容器内的所有元素类型与期望的类型有父子关系时才能转换，Object数组只能保证数组内的元素是Object类型，却不能确保它们都是String的父类型或子类，所以类型转换失败。

为什么是main方法抛出异常，而不是toArray方法？

其实，是在toArray方法中进行的类型向下转换，而不是main方法中。那为什么异常会在main方法中抛出，应该在toArray方法的“T[]t=（T[]）new Object[list.size（）]”这段代码才对呀？那是因为泛型是类型擦除的，toArray方法经过编译后与如下代码相同：

public static Object[]toArray（List list）{

//此处的强制类型没必要存在，只是为了与源代码对比

Object[]t=（Object[]）new Object[list.size（）]；

for（int i=0，n=list.size（）；i＜n；i++）{

t[i]=list.get（i）；

}

return t；

}

public static void main（String[]args）{

List＜String＞list=Arrays.asList（"A"，"B"）；

for（String str：（String[]）toArray（list））{

System.out.println（str）；

}

}

阅读完此段代码就很清楚了：toArray方法返回后会进行一次类型转换，Object数组转换成了String数组，于是就报ClassCastException异常了。

Object数组不能转为String数组，T类型又无法在运行期获得，那该如何解决这个问题呢？其实，要想把一个Obejct数组转换为String数组，只要Object数组的实际类型（Actual Type）也是String就可以了，例如：

//objArray的实际类型和表面类型都是String数组

Object[]objArray={"A"，"B"}；

//抛出ClassCastException

String[]strArray=（String[]）objArray；

String[]ss={"A"，"B"}；

//objs的真实类型是String数组，显示类型为Object数组

Object[]objs=ss；

//顺利转换为String数组

String[]strs=（String[]）objs；

明白了这个问题，我们就把泛型数组声明为泛型类的子类型吧！代码如下：

public static＜T＞T[]toArray（List＜T＞list, Class＜T＞tClass）{

//声明并初始化一个T类型的数组

T[]t=（T[]）Array.newInstance（tClass, list.size（））；

for（int i=0，n=list.size（）；i＜n；i++）{

t[i]=list.get（i）；

}

return t；

}

通过反射类Array声明了一个T类型的数组，由于我们无法在运行期获得泛型类型的参数，因此就需要调用者主动传入T参数类型。此时，客户端再调用就不会出现任何异常了。

在这里我们看到，当一个泛型类（特别是泛型集合）转变为泛型数组时，泛型数组的真实类型不能是泛型类型的父类型（比如顶层类Object），只能是泛型类型的子类型（当然包括自身类型），否则就会出现类型转换异常。

**建议101：注意Class类的特殊性**

Java语言是先把Java源文件编译成后缀为class的字节码文件，然后再通过ClassLoader机制把这些类文件加载到内存中，最后生成实例执行的，这是Java处理的基本机制，但是加载到内存中的数据是如何描述一个类的呢？比如在Dog.class文件中定义的是一个Dog类，那它在内存中是如何展现的呢？

Java使用一个元类（MetaClass）来描述加载到内存中的类数据，这就是Class类，它是一个描述类的类对象，比如Dog.class文件加载到内存中后就会一个Class的实例对象描述之。因为Class类是“类中类”，也就有预示着它有很多特殊的地方：

无构造函数。Java中的类一般都有构造函数，用于创建实例对象，但是Class类却没有构造函数，不能实例化，Class对象是在加载类时由Java虚拟机通过调用类加载器中的defineClass方法自动构造的。

可以描述基本类型。虽然8个基本类型在JVM中并不是一个对象，它们一般存在于栈内存中，但是Class类仍然可以描述它们，例如可以使用int.class表示int类型的类对象。

其对象都是单例模式。一个Class的实例对象描述一个类，并且只描述一个类，反过来也成立，一个类只有一个Class实例对象，如下代码返回的结果都为true：

//类的属性class所引用的对象与实例对象的getClass返回值相同

String.class.equals（new String（）.getClass（））

"ABC".getClass（）.equals（String.class）

//class实例对象不区分泛型

ArrayList.class.equals（new ArrayList＜String＞（）.getClass（）））

Class类是Java的反射入口，只有在获得了一个类的描述对象后才能动态地加载、调用，一般获得一个Class对象有三种途径：

类属性方式，如String.class。

对象的getClass方法，如new String（）.getClass（）。

forName方法加载，如Class.forName（"java.lang.String"）。

获得了Class对象后，就可以通过getAnnotations（）获得注解，通过getMethods（）获得方法，通过getConstructors（）获得构造函数等，这为后续的反射代码铺平了道路。

**建议102：适时选择getDeclared×××和get×××**

Java的Class类提供了很多的getDeclared×××方法和get×××方法，例如getDeclared-Method和getMethod成对出现，getDeclaredConstructors和getConstructors也是成对出现，那这两者之间有什么差别呢？看如下代码：

public static void main（String[]args）throws Exception{

//方法名称

String methodName="doStuff"；

Method m1=Foo.class.getDeclaredMethod（methodName）；

Method m2=Foo.class.getMethod（methodName）；

}

//静态内部类

static class Foo{

void doStuff（）{}

}

此段代码运行后的输出如下：

Exception in thread"main"java.lang.NoSuchMethodException：Client$Foo.doStuff（）

at java.lang.Class.getMethod（Class.java：1605）

at Client.main（Client.java：10）

该异常是说m2变量的getDeclaredMethod方法没有找到doStuff方法，明明有这个方法呀，为什么没有找到呢？这是因为getMethod方法获得的是所有public访问级别的方法，包括从父类继承的方法，而getDeclaredMethod获得是自身类的所有方法，包括公用（public）方法、私有（private）方法等，而且不受限于访问权限。

其他的getDeclaredConstructors和getConstructors、getDeclaredFields和getFields等与此相似。Java之所以如此处理，是因为反射本意只是正常代码逻辑的一种补充，而不是让正常代码逻辑产生翻天覆地的变动，所以public的属性和方法最容易获取，私有属性和方法也可以获取，但要限定本类。

那现在问题来了：如果需要列出所有继承自父类的方法，该如何实现呢？简单，先获得父类，然后使用getDeclaredMethods，之后持续递归即可。

**建议103：反射访问属性或方法时将Accessible设置为true**

Java中通过反射执行一个方法的过程如下：获取一个方法对象，然后根据isAccessible返回值确定是否能够执行，如果返回值为false则需要调用setAccessible（true），最后再调用invoke执行方法，具体如下：

Method method=……；

//检查是否可以访问

if（！method.isAccessible（））{

method.setAccessible（true）；

}

//执行方法

method.invoke（obj, args）；

此段代码已经成为了习惯用法：通过反射方式执行方法时，必须在invoke之前检查Accessible属性。这是一个好习惯，也确实应该如此，但方法对象的Accessible属性并不是用来决定是否可访问的，看如下代码：

public class Foo{

public final void doStuff（）{

System.out.println（"Do Stuff……"）；

}

}

定义一个public类的public方法，这是一个没有任何限制的方法，按照我们对Java语言的理解，此时doStuff方法可以被任何一个类访问。我们编写一个客户端类来检查该方法是否可以反射执行：

public static void main（String[]args）throws Exception{

//反射获取方法

Method m1=Foo.class.getMethod（"doStuff"）；

//打印出是否可访问

System.out.println（"Accessible="+m1.isAccessible（））；

//执行方法

m1.invoke（new Foo（））；

}

很简单的反射操作，获得一个方法，然后检查是否可以访问，最后执行方法输出。让我们来猜想一下结果：因为Foo类是public的，方法也是public，全部都是最开放的访问权限，那么Accessible也应该等于true。但是运行结果却是：

Accessible=false

Do Stuff……

为什么Accessible属性会等于false？而且等于false了还能执行？这是因为Accessible的属性并不是我们语法层级理解的访问权限，而是指是否更容易获得，是否进行安全检查。

我们知道，动态修改一个类或方法或执行方法时都会受Java安全体系的制约，而安全的处理是非常消耗资源的（性能非常低），因此对于运行期要执行的方法或要修改的属性就提供了Accessible可选项：由开发者决定是否要逃避安全体系的检查。

阅读源代码是理解的最好方式，我们来看AccessibleObject类的源代码，它提供了取消默认访问控制检查的功能。首先查看isAccessible方法，代码如下：

public class AccessibleObject implements AnnotatedElement{

//定义反射的默认操作权限：suppressAccessChecks

static final private java.security.Permission ACCESS\_PERMISSION=new Reflect-

Permission（"suppressAccessChecks"）；

//是否重置了安全检查，默认是false

boolean override；

//默认构造函数

protected AccessibleObject（）{}

//是否可以快速获取，默认是不能

public boolean isAccessible（）{

return override；

}

}

AccessibleObject是Field、Method、Constructor的父类，决定其是否可以快速访问而不进行访问控制检查，在AccessibleObject类中是以override变量保存该值的，但是具体是否快速执行是在Method类的invoke方法中决定的，代码如下：

public Object invoke（Object obj, Object……args）throws……{

//检查是否可以快速获取，其值是父类AccessibleObject的override变量

if（！override）{

//不能快速获取，要进行安全检查

if（！Reflection.quickCheckMemberAccess（……）{

……

Reflection.ensureMemberAccess（……）；

……

}

}

//直接执行方法

return methodAccessor.invoke（obj, args）；

}

看了这段代码，诸位就很清楚了：Accessible属性只是用来判断是否需要进行安全检查的，如果不需要则直接执行，这就可以大幅度地提升系统性能（当然了，由于取消了安全检查，也可以运行private方法、访问private私有属性了）。经过测试，在大量的反射情况下，设置Accessible为true可以提升性能20倍以上。

AccessibleObject的其他两个子类Field和Constructor与Method的情形相似：Accessible属性决定Field和Constructor是否受访问控制检查。我们在设置Field或执行Constructor时，务必要设置Accessible为true，这并不仅仅是因为操作习惯的问题，还是在为我们系统的性能考虑。

注意　对于我们已经“习惯”了的代码，多思考一下为什么。

**建议104：使用forName动态加载类文件**

动态加载（Dynamic Loading）是指在程序运行时加载需要的类库文件，对Java程序来说，一般情况下，一个类文件在启动时或首次初始化时会被加载到内存中，而反射则可以在运行时再决定是否要加载一个类，比如从Web上接收一个String参数作为类名，然后在JVM中加载并初始化，这就是动态加载，此动态加载通常是通过Class.forName（String）实现的，只是这个forName方法到底是什么意思呢？

我们知道一个类文件只有在被加载到内存中后才可能生成实例对象，也就是说一个对象的生成必然会经过以下两个步骤：

加载到内存中生成Class的实例对象。

通过new关键字生成实例对象。

如果我们使用的是import关键字产生的依赖包，JVM在启动时会自动加载所有依赖包下的类文件，这没有什么问题，如果要动态加载类文件，就要使用forName方法了，但问题是我们为什么要使用forName方法动态加载一个类文件呢？那是因为我们不知道生成的实例对象是什么类型（如果知道就不用动态加载），而且方法和属性都不可访问呀。问题又来了：动态加载的意义在什么地方呢？

意义在于：加载一个类即表示要初始化该类的static变量，特别是static代码块，在这里我们可以做大量的工作，比如注册自己，初始化环境等，这才是我们要重点关注的逻辑，例如如下代码：

class Utils{

//静态代码块

static{

System.out.println（"Do Something"）；

}

}

public class Client{

public static void main（String[]args）throws Exception{

//动态加载

Class.forName（"Utils"）；

}

}

注意看Client类，我们并没有对Utils做任何初始化，只是通过forName方法加载了Utils类，但是却产生了一个“Do Something”的输出，这就是因为Utils类被加载后，JVM会自动初始化其static变量和static代码块，这是类加载机制所决定的。

对于此种动态加载，最经典的应用就是数据库驱动程序的加载片段，代码如下：

//加载驱动

Class.forName（"com.mysql.jdbc.Driver"）；

String url="jdbc：mysql：//localhost：3306/db?user=＆password="；

Connection conn=DriverManager.getConnection（url）；

Statement stmt=conn.createStatement（）；

……

在没有Hibernate和Ibatis等ORM框架的情况下，基本上每个系统都会有这么一个JDBC连接类，然后提供诸如Query、Delete等的方法，大家有没有想过为什么要加上forName这句话呢？没有任何的输出呀，要它干什么用呢？事实上非常有用，我们看一下Driver类的源码：

public class Driver extends NonRegisteringDriver implements java.sql.Driver{

//静态代码块

static{

try{

//把自己注册到DriverManager中

java.sql.DriverManager.registerDriver（new Driver（））；

}catch（SQLException E）{

//异常处理

}

}

//构造函数

public Driver（）throws SQLException{

}

}

该程序的逻辑是这样的：数据库的驱动程序已经由NonRegisteringDriver实现了，Driver类只是负责把自己注册到DriverManager中。当程序动态加载该驱动时，也就是执行到Class.forName（"com.mysql.jdbc.Driver"）时，Driver类会被加载到内存中，于是static代码块开始执行，也就是把自己注册到DriverManager中。

需要说明的是，forName只是把一个类加载到内存中，并不保证由此产生一个实例对象，也不会执行任何方法，之所以会初始化static代码，那是由类加载机制所决定的，而不是forName方法决定的。也就是说，如果没有static属性或static代码块，forName就只是加载类，没有任何的执行行为。

注意　forName只是加载类，并不执行任何代码。

**建议105：动态加载不适合数组**

上一个建议解释了为什么要使用forName，本建议就来说说哪些地方不适合使用动态加载。如果forName要加载一个类，那它首先必须是一个类—8个基本类型排除在外，它们不是一个具体的类；其次，它必须具有可追索的类路径，否则就会报ClassNotFoundException。

在Java中，数组是一个非常特殊的类，虽然它是一个类，但没有定义类路径，例如这样的代码：

public static void main（String[]args）throws Exception{

String[]strs=new String[10]；

Class.forName（"java.lang.String[]"）；

}

String[]是一个类型声明，它作为forName的参数应该也是可行的吧！但是非常遗憾，其运行结果如下：

Exception in thread"main"java.lang.ClassNotFoundException：java/lang/String[]

at java.lang.Class.forName0（Native Method）

at java.lang.Class.forName（Class.java：169）

at Client.main（Client.java：6）

产生ClassNotFoundException异常的原因是数组虽然是一个类，在声明时可以定义为String[]，但编译器编译后会为不同的数组类型生成不同的类，具体如表7-2所示。

![http://wenku.baidu.com/content/c8f511550912a216147929f9?m=d5f902bfc3eab034398b6aa1989541fb&type=pic&src=4bee7c8e45654dc1d3ba5e40cc4805a3.jpg](data:image/jpeg;base64,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)

在编码期，我们可以声明一个变量为String[]，但是经过编译器编译后就成为了[Ljava.lang.String。明白了这一点，再根据以上的表格可知，动态加载一个对象数组只要加载编译后的数组对象就可以了，代码如下：

//加载一个String数组

Class.forName（"[Ljava.lang.String；"）；

//加载一个long数组

Class.forName（"[J"）；

虽然以上代码可以动态加载一个数组类，但是这没有任何意义，因为它不能生成一个数组对象，也就是说以上代码只是把一个String类型的数组类和long类型的数组类加载到了内存中（如果内存中没有该类的话），并不能通过newInstance方法生成一个实例对象，因为它没有定义数组的长度，在Java中数组是定长的，没有长度的数组是不允许存在的。

既然反射不能定义一个数组，那问题就来了：如何动态加载一个数组呢？比如依据输入动态产生一个数组。其实可以使用Array数组反射类来动态加载，代码如下：

//动态创建数组

String[]strs=（String[]）Array.newInstance（String.class，8）；

//创建一个多维数组

int[][]ints=（int[][]）Array.newInstance（int.class，2，3）；

因为数组比较特殊，要想动态创建和访问数组，基本的反射是无法实现的，“上帝对你关闭一扇门，同时会为你打开另外一扇窗”，于是Java就专门定义了一个Array数组反射工具类来实现动态探知数组的功能。

注意　通过反射操作数组使用Array类，不要采用通用的反射处理API。

**建议106：动态代理可以使代理模式更加灵活**

Java的反射框架提供了动态代理（Dynamic Proxy）机制，允许在运行期对目标类生成代理，避免重复开发。我们知道一个静态代理是通过代理主题角色（Proxy）和具体主题角色（Real Subject）共同实现抽象主题角色（Subject）的逻辑的，只是代理主题角色把相关的执行逻辑委托给了具体主题角色而已，一个简单的静态代理如下所示：

//抽象主题角色

interface Subject{

//定义一个方法

public void request（）；

}

//具体主题角色

class RealSubject implements Subject{

//实现方法

public void request（）{

//业务逻辑处理

}

}

//代理主题角色

class Proxy implements Subject{

//要代理哪个实现类

private Subject subject=null；

//默认被代理者

public Proxy（）{

subject=new RealSubject（）；

}

//通过构造函数传递被代理者

public Proxy（Subject\_subject）{

subject=\_subject；

}

//实现接口中定义的方法

public void request（）{

before（）；

subject.request（）；

after（）；

}

//预处理

private void before（）{

//do something

}

//善后处理

private void after（）{

//do something

}

}

这是一个简单的静态代理。Java还提供了java.lang.reflect.Proxy用于实现动态代理：只要提供一个抽象主题角色和具体主题角色，就可以动态实现其逻辑的，其示例代码如下：

//抽象主题角色

interface Subject{

//定义一个方法

public void request（）；

}

//具体主题角色

class RealSubject implements Subject{

//实现方法

public void request（）{

//业务逻辑处理

}

}

class SubjectHandler implements InvocationHandler{

//被代理的对象

private Subject subject；

public SubjectHandler（Subject\_subject）{

subject=\_subject；

}

//委托处理方法

public Object invoke（Object proxy, Method method, Object[]args）

throws Throwable{

//预处理

System.out.println（"预处理"）；

//直接调用被代理类的方法

Object obj=method.invoke（subject, args）；

//后处理

System.out.println（"后处理"）；

return obj；

}

}

注意看，这里没有了代理主题角色，取而代之的是SubjectHandler作为主要的逻辑委托处理，其中invoke方法是接口InvocationHandler定义必须实现的，它完成了对真实方法的调用。

我们来详细了解一下InvocationHanlder接口，动态代理是根据被代理的接口生成所有方法的，也就是说给定一个（或多个）接口，动态代理会宣称“我已经实现该接口下的所有方法了”，那各位读者想想看，动态代理怎么才能实现代理接口中的方法呢？在默认情况下所有方法的返回值都是空的，是的，虽然代理已经实现了它，但是没有任何的逻辑含义，那怎么办？好办，通过InvocationHandler接口的实现类来实现，所有方法都是由该Handler进行处理的，即所有被代理的方法都由InvocationHandler接管实际的处理任务。

我们接着来看动态代理的场景类，代码如下：

public static void main（String[]args）{

//具体主题角色，也就是被代理类

Subject subject=new RealSubject（）；

//代理实例的处理Handler

InvocationHandler handler=new SubjectHandler（subject）；

//当前加载器

ClassLoader cl=subject.getClass（）.getClassLoader（）；

//动态代理

Subject proxy=（Subject）Proxy.newProxyInstance（cl, subject.getClass（）.

getInterfaces（），handler）；

//执行具体主题角色方法

proxy.request（）；

}

此时就实现了不用显式创建代理类即实现代理的功能，例如可以在被代理角色执行前进行权限判断，或者执行后进行数据校验。

动态代理很容易实现通用的代理类，只要在InvocationHandler的invoke方法中读取持久化数据即可实现，而且还能实现动态切入的效果，这也是AOP（Aspect Oriented Programming）编程理念。

**建议107：使用反射增加装饰模式的普适性**

装饰模式（Decorator Pattern）的定义是“动态地给一个对象添加一些额外的职责。就增加功能来说，装饰模式相比于生成子类更为灵活”，不过，使用Java的动态代理也可以实现装饰模式的效果，而且其灵活性、适应性都会更强。

我们以卡通片《猫和老鼠》（《Tom and Jerry》）为例，看看如何包装小Jerry让它更强大。首先定义Jerry的类：老鼠（Rat类），代码如下；

interface Animal{

public void doStuff（）；

}

//老鼠是一种动物

class Rat implements Animal{

public void doStuff（）{

System.out.println（"Jerry will play with Tom."）；

}

}

接下来我们要给Jerry增加一些能力，比如飞行、钻地等能力，当然使用类继承也很容易实现，但我们这里只是临时地为Rat类增加这些能力，使用装饰模式更符合此处的场景。首先定义装饰类，代码如下：

//定义某种能力

interface Feature{

//加载特性

public void load（）；

}

//飞行能力

class FlyFeature implements Feature{

public void load（）{

System.out.println（"增加一只翅膀……"）；

}

}

//钻地能力

class DigFeature implements Feature{

public void load（）{

System.out.println（"增加钻地能力……"）；

}

}

此处定义了两种能力：一种是飞行，另一种是钻地，我们如果把这两种属性赋予到Jerry身上，那就需要一个包装动作类了，代码如下：

class DecorateAnimal implements Animal{

//被包装的动物

private Animal animal；

//使用哪一个包装器

private Class＜?extends Feature＞clz；

public DecorateAnimal（Animal\_animal, Class＜?extends Feature＞\_clz）{

animal=\_animal；

clz=\_clz；

}

@Override

public void doStuff（）{

InvocationHandler handler=new InvocationHandler（）{

//具体包装行为

public Object invoke（Object p, Method m, Object[]args）throws

Throwable{

Object obj=null；

//设置包装条件

if（Modifier.isPublic（m.getModifiers（）））{

obj=m.invoke（clz.newInstance（），args）；

}

animal.doStuff（）；

return obj；

}

}；

//当前加载器

ClassLoader cl=getClass（）.getClassLoader（）；

//动态代理，由Handler决定如何包装

Feature proxy=（Feature）Proxy.newProxyInstance（cl, clz.

getInterfaces（），handler）；

proxy.load（）；

}

}

注意看doStuff方法，一个装饰类型必然是抽象构建（Component）的子类型，它必须要实现doStuff，此处的doStuff方法委托给了动态代理执行，并且在动态代理的控制器Handler中还设置了决定装饰方式和行为的条件（即代码中InvocationHandler匿名类中的if判断语句），当然，此处也可以通过读取持久化数据的方式进行判断，这样就更加灵活了。

抽象构件有了，装饰类也有了，装饰动作类也完成了，那我们就可以编写客户端进行调用了，代码如下：

public static void main（String[]args）throws Exception{

//定义Jerry这只家喻户晓的老鼠

Animal Jerry=new Rat（）；

//为Jerry增加飞行能力

Jerry=new DecorateAnimal（Jerry, FlyFeature.class）；

//Jerry增加挖掘能力

Jerry=new DecorateAnimal（Jerry, DigFeature.class）；

//Jerry开始耍猫了

Jerry.doStuff（）；

}

此类代码是一个比较通用的装饰模式，只需要定义被装饰的类及装饰类即可，装饰行为由动态代理实现，实现了对装饰类和被装饰类的完全解耦，提供了系统的扩展性。

**建议108：反射让模板方法模式更强大**

模板方法模式（Template Method Pattern）的定义是：定义一个操作中的算法骨架，将一些步骤延迟到子类中，使子类不改变一个算法的结构即可重定义该算法的某些特定步骤。简单地说，就是父类定义抽象模板作为骨架，其中包括基本方法（是由子类实现的方法，并且在模板方法被调用）和模板方法（实现对基本方法的调度，完成固定的逻辑），它使用了简单的继承和覆写机制，我们来看一个基本的例子。

我们经常会开发一些测试或演示程序，期望系统在启动时自行初始化，以方便测试或讲解，一般的做法是写一个SQL文件，在系统启动前手动导入，不过，这样不仅麻烦而且还容易出现错误，于是我们就自己动手写了一个初始化数据的框架：在系统（或容器）启动时自行初始化数据。但问题是每个应用程序要初始化的内容我们并不知道，只能由实现者自行编写，那我们就必须给作者预留接口，此时就得考虑使用模板方法模式了，代码如下：

public abstract class AbsPopulator{

//模板方法

public final void dataInitialing（）throws Exception{

//调用基本方法

doInit（）；

}

//基本方法

protected abstract void doInit（）；

}

这里定义了一个抽象模板类AbsPopulator，它负责数据初始化，但是具体要初始化哪些数据则是由doInit方法决定的，这是一个抽象方法，子类必须实现，我们来看一个用户表数据的加载：

public class UserPopulator extends AbsPopulator{

protected void doInit（）{

/\*初始化用户表，如创建、加载数据等\*/

}

}

该系统在启动时，查找所有的AbsPopulator实现类，然后dataInitialing实现数据的初始化。那读者可能要想了，怎么让容器知道这个AbsPopulator类呢？很简单，如果是使用Spring作为IoC容器的项目，直接在dataInitialing方法上加上@PostConstruct注解，Spring容器启动完毕后会自动运行dataInitialing方法，由于这里的原理超出了本书的范畴，不再赘述。

现在的问题是：初始化一张User表需要非常多的操作，比如先建表，然后筛选数据，之后插入，最后校验，如果把这些都放到一个doInit方法里会非常庞大（即使提炼出多个方法承担不同的职责，代码的可读性依然很差），那该如何做呢？又或者doInit是没有任何的业务意义的，是否可以起一个优雅而又动听的名字呢？

答案是我们可以使用反射增强模板方法模式，使模板方法实现对一批固定规则的基本方法的调用。代码是最好的交流语言，我们看看怎么改造AbsPopulator类，代码如下：

public abstract class AbsPopulator{

//模板方法

public final void dataInitialing（）throws Exception{

//获得所有的public方法

Method[]methods=getClass（）.getMethods（）；

for（Method m：methods）{

//判断是否是数据初始化方法

if（isInitDataMethod（m））{

m.invoke（this）；

}

}

}

//判断是否是数据初始化方法，基本方法鉴别器

private boolean isInitDataMethod（Method m）{

return m.getName（）.startsWith（"init"）//init开始

＆＆Modifer.isPublic（m.getModifers（））//公开方法

＆＆m.getReturnType（）.equals（Void.TYPE）//返回值是void

＆＆！m.isVarArgs（）//输入参数为空

＆＆！Modifer.isAbstract（m.getModifers（））；//不能是抽象方法

}

}

在一般的模板方法模式中，抽象模板（这里是AbsPopulator类）需要定义一系列的基本方法，一般都是protected访问级别的，并且是抽象方法，这标志着子类必须实现这些基本方法，这对子类来说既是一个约束也是一个负担。但是使用了反射后，不需要定义任何抽象方法，只需定义一个基本方法鉴别器（例子中isInitDataMethod）即可加载符合规则的基本方法。鉴别器在此处的作用是鉴别子类方法中哪些是基本方法，模板方法（例子中的dataInitialing）则根据基本方法鉴别器返回的结果通过反射执行相应的方法。

此时，如果需要进行大量的数据初始化工作，子类的实现就非常简单了，代码如下：

public class UserPopulator extends AbsPopulator{

public void initUser（）{

/\*初始化用户表，如创建、加载数据等\*/

}

public void initPassword（）{

/\*初始化密码\*/

}

public void initJobs（）{

/\*初始化工作任务\*/

}

}

UserPopulator类中的方法只要符合基本方法鉴别器条件即会被模板方法调用，方法的数据量也不再受父类的约束，实现了子类灵活定义基本方法、父类批量调用的功能，并且缩减了子类的代码量。

如果读者熟悉JUnit的话，就会看出此处的实现与JUnit非常类似，JUnit4之前要求测试的方法名必须是以test开头的，并且无返回值、无参数，而且有public修饰，其实现的原理与此非常相似，读者有兴趣可以看看JUnit的源代码。

注意　决定使用模板方法模式时，请尝试使用反射方式实现，它会让你的程序更灵活、更强大。

**建议109：不需要太多关注反射效率**

反射的效率是一个老生常谈的问题，有“经验”的开发人员经常使用这句话恐吓新人：反射的效率是非常低的，不到万不得已就不要使用。事实上，这句话的前半句是对的，后半句是错的。

反射的效率相对于正常的代码执行确实低很多（经过测试，相差15倍左右），但是它是一个非常有效的运行期工具类，只要代码结构清晰、可读性好那就先开发起来，等到进行性能测试时证明此处性能确实有问题时再修改也不迟（一般情况下反射并不是性能的终极杀手，而代码结构混乱、可读性差则很可能会埋下性能隐患）。我们看这样一个例子：在运行期获得泛型类的泛型类型，代码如下：

class Utils{

//获得一个泛型类的实际泛型类型

public static＜T＞Class＜T＞getGenricClassType（Class clz）{

Type type=clz.getGenericSuperclass（）；

if（type instanceof ParameterizedType）{

ParameterizedType pt=（ParameterizedType）type；

Type[]types=pt.getActualTypeArguments（）；

if（types.length＞0＆＆types[0]instanceof Class）{

//若有多个泛型参数，依据位置索引返回

return（Class）types[0]；

}

}

return（Class）Object.class；

}

}

前面我们讲过，Java的泛型类型只存在于编译期，那为什么这个工具类可以取得运行期的泛型类型呢？那是因为该工具只支持继承的泛型类，如果是在Java编译时已经确定了泛型类的类型参数，那当然可以通过泛型获得了。例如有这样一个泛型类：

abstract class BaseDao＜T＞{

//获得T的运行期类型

private Class＜T＞clz=Utils.getGenricClassType（getClass（））；

//根据主键获得一条记录

public void get（long id）{

session.get（clz, id）；

}

}

//操作user表

class UserDao extends BaseDao＜String＞{

}

对于UserDao类，编译器编译时已经明确了其参数类型是String，因此可以通过反射的方式来获取其类型，这也是getGenricClassType方法使用的场景。

BaseDao和UserDao是ORM中的常客，BaseDao实现对数据库的基本操作，比如增删改查，而UserDao则是一个比较具体的数据库操作，其作用是对User表进行操作，如果BaseDao能够提供足够多的基本方法，比如单表的增删改查，那些与UserDao类似的BaseDao子类就可以省去大量的开发工作。但问题是持久层的session对象（这里模拟的是Hibernate Session）需要明确一个具体的类型才能操作，比如get查询，需要获得两个参数：实体类类型（用于确定映射的数据表）和主键，主键好办，问题是实体类类型怎么获得呢？

子类自行传递？麻烦，而且也容易产生错误。

读取配置问题？可行，但效率不高。

最好的办法就是父类泛型化，子类明确泛型参数，然后通过反射读取相应的类型即可，于是就有了我们代码中的clz变量：通过反射获得泛型类型。如此实现后，UserDao可以不用定义任何方法，继承过来的父类操作方法已经能满足基本需求了，这样代码结构清晰，可读性又好。我已将这种方式使用在多个项目中了，目前没有出现因为该反射引起的性能问题。

想想看，如果考虑反射效率问题，没有clz变量，不使用反射，每个BaseDao的子类都要实现一个查询操作，代码将会大量重复，违反了“Don’t Repeat Yourself”这条最基本的编码规则，这会致使项目重构、优化难度加大，代码的复杂度也会提高很多。

对于反射效率问题，不要做任何的提前优化和预期，这基本上是杞人忧天，很少有项目是因为反射问题引起系统效率故障的（除非是拷贝工的垃圾代码，这不在我们的讨论范围之内），而且根据二八原则，80%的性能消耗在20%的代码上，这20%的代码才是我们关注的重点，不要单单把反射作为重点关注对象。

注意　反射效率低是个真命题，但因为这一点而不使用它就是个假命题。
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异常**

大成若缺，其用不弊。

大盈若冲，其用不穷。

——老子《道德经》

不管人类的思维有多么缜密，也存在“智者千虑必有一失”的缺憾。无论计算机技术怎么发展，也不可能穷尽所有的情景—这个世界是不完美的，是有缺陷的，完美的世界只存在于理想中。

对于软件帝国的缔造者来说，程序也是不完美的，异常情况随时都会出现，我们需要它为我们描述例外事件，需要它处理非预期的情景，需要它帮我们建立“完美世界”。

**建议110：提倡异常封装**

Java语言的异常处理机制可以确保程序的健壮性，提高系统的可用率，但是Java API提供的异常都是比较低级的（这里的低级是指“低级别”的异常），只有开发人员才能看得懂，才明白发生了什么问题。而对于终端用户来说，这些异常基本上就是天书，与业务无关，是纯计算机语言的描述，那该怎么办？这就需要我们对异常进行封装了。异常封装有三方面的优点：

**（1）提高系统的友好性**

例如，打开一个文件，如果文件不存在，则会报FileNotFoundException异常，如果该方法的编写者不做任何处理，直接抛到上层，则会降低系统的友好性，代码如下所示：

public static void doStuff（）throws Exception{

InputStream is=new FileInputStream（"无效文件.txt"）；

/\*文件操作\*/

}

此时doStuff方法的友好性极差：出现异常时（比如文件不存在），该方法会直接把FileNotFoundException异常抛出到上层应用中（或者是最终用户），而上层应用（或用户）要么自己处理，要么接着抛，最终的结果就是让用户面对着“天书”式的文字发呆，用户不知道这是什么问题，只是知道系统告诉他“哦，我出错了，什么错误？你自己看着办吧”。

解决办法就封装异常，可以把异常的阅读者分为两类：开发人员和用户。开发人员查找问题，需要打印出堆栈信息，而用户则需要了解具体的业务原因，比如文件太大、不能同时编写文件等，代码如下：

public static void doStuff2（）throws MyBussinessException{

try{

InputStream is=new FileInputStream（"无效文件.txt"）；

}catch（FileNotFoundException e）{

//为方便开发和维护人员而设置的异常信息

e.printStackTrace（）；

//抛出业务异常

throw new MyBussinessException（e）；

}

}

**（2）提高系统的可维护性**

来看如下代码：

public void doStuff（）{

try{

//do something

}catch（Exception e）{

e.printStackTrace（）；

}

}

这是很多程序员容易犯的错误，抛出异常是吧？分类处理多麻烦，就写一个catch块来处理所有的异常吧，而且还信誓旦旦地说“JVM会打印出栈中的出错信息”，虽然这没错，但是该信息只有开发人员自己才看得懂，维护人员看到这段异常时基本上无法处理，因为需要深入到代码逻辑中去分析问题。

正确的做法是对异常进行分类处理，并进行封装输出，代码如下：

public void doStuff（）{

try{

//do something

}catch（FileNotFoundException e）{

log.info（"文件未找到，使用默认配置文件……"）；

}catch（SecurityException e）{

log.error（"无权访问，可能原因是……"）；

e.printStackTrace（）；

}

}

如此包装后，维护人员看到这样的异常就有了初步的判断，或者检查配置，或者初始化环境，不需要直接到代码层级去分析了。

**（3）解决Java异常机制自身的缺陷**

Java中的异常一次只能抛出一个，比如doStuff方法有两个逻辑代码片段，如果在第一个逻辑片段中抛出异常，则第二个逻辑片段就不再执行了，也就无法抛出第二个异常了，现在的问题是：如何才能一次抛出两个（或多个）异常呢？

其实，使用自行封装的异常可以解决该问题，代码如下：

class MyException extends Exception{

//容纳所有的异常

private List＜Throwable＞causes=new ArrayList＜Throwable＞（）；

//构造函数，传递一个异常列表

public MyException（List＜?extends Throwable＞\_causes）{

causes.addAll（\_causes）；

}

//读取所有的异常

public List＜Throwable＞getExceptions（）{

return causes；

}

}

MyException异常只是一个异常容器，可以容纳多个异常，但它本身并不代表任何异常含义，它所解决的是一次抛出多个异常的问题，具体调用如下：

public static void doStuff（）throws MyException{

List＜Throwable＞list=new ArrayList＜Throwable＞（）；

//第一个逻辑片段

try{

//Do Something

}catch（Exception e）{

list.add（e）；

}

//第二个逻辑片段

try{

//Do Something

}catch（Exception e）{

list.add（e）；

}

//检查是否有必要抛出异常

if（list.size（）＞0）{

throw new MyException（list）；

}

}

这样一来，doStuff方法的调用者就可以一次获得多个异常了，也能够为用户提供完整的例外情况说明。可能有读者会问：这种情况可能出现吗？怎么会要求一个方法抛出多个异常呢？

绝对可能出现，例如Web界面注册时，展现层依次把User对象传递到逻辑层，Register方法需要对各个Field进行校验并注册，例如用户名不能重复，密码必须符合密码策略等，不要出现用户第一次提交时系统提示“用户名重复”，在用户修改用户名再次提交后，系统又提示“密码长度少于6位”的情况，这种操作模式下的用户体验非常糟糕，最好的解决办法就是封装异常，建立异常容器，一次性地对User对象进行校验，然后返回所有的异常。

**建议111：采用异常链传递异常**

设计模式中有一个模式叫做责任链模式（Chain of Responsibility），它的目的是将多个对象连成一条链，并沿着这条链传递该请求，直到有对象处理它为止，异常的传递处理也应该采用责任链模式。

上一个建议中我们提出了异常需要封转，但仅仅封转还是不够的，还需要传递异常。我们知道，一个系统友好性的标志是用户对该系统的“粘性”，粘性越高，系统越友好，粘性越低系统友好性越差，那问题是怎么提高系统的“粘性”呢？友好的界面和功能是一个方面，另外一方面就是系统出现非预期情况时的处理方式了。

比如，我们的JEE项目一般都有三层结构：持久层、逻辑层、展现层，持久层负责与数据库交互，逻辑层负责业务逻辑的实现，展现层负责UI数据的处理。有这样一个模块：用户第一次访问的时候，需要持久层从user.xml中读取信息，如果该文件不存在则提示用户创建之，那问题来了：如果我们直接把持久层的异常FileNotFoundException抛弃掉，逻辑层根本无从得知发生了何事，也就不能为展现层提供一个友好的处理结果了，最终倒霉的就是展现层：没有办法提供异常信息，只能告诉用户说“出错了，我也不知道出什么错了”—毫无友好性可言。

正确的做法是先封装，然后传递，过程如下：

（1）把FileNotFoundException封装为MyException。

（2）抛出到逻辑层，逻辑层根据异常代码（或者自定义的异常类型）确定后续处理逻辑，然后抛出到展现层。

（3）展现层自行决定要展现什么，如果是管理员则可以展现低层级的异常，如果是普通用户则展示封装后的异常。

明白了异常为什么要传递，那接着的问题就是如何传递了。很简单，使用异常链进行异常的传递，我们以IOException为例来看看是如何传递的，代码如下：

public class IOException extends Exception{

//定义异常原因

public IOException（String message）{

super（message）；

}

//定义异常原因，并携带原始异常

public IOException（String message, Throwable cause）{

super（message, cause）；

}

//保留原始异常信息

public IOException（Throwable cause）{

super（cause）；

}

}

在IOException的构造函数中，上一个层级的异常可以通过异常链进行传递，链中传递异常的代码如下所示：

try{

//Do Something

}catch（Exception e）{

throw new IOException（e）；

}

捕捉到Exception异常，然后把它转化为IOException异常并抛出（此种方式也叫作异常转译），调用者获得该异常后再调用getCause方法即可获得Exception的异常信息，如此即可方便地查找到产生异常的根本信息，便于解决问题。

结合上一个建议来看，异常需要封装和传递，我们在进行系统开发时不要“吞噬”异常，也不要“赤裸裸”地抛出异常，封装后再抛出，或者通过异常链传递，可以达到系统更健壮、友好的目的。

**建议112：受检异常尽可能转化为非受检异常**

为什么说是“尽可能”的转化呢？因为“把所有的受检异常（Checked Exception）都转化为非受检异常（Unchecked Exception）”这一想法是不现实的：受检异常是正常逻辑的一种补偿处理手段，特别是对可靠性要求比较高的系统来说，在某些条件下必须抛出受检异常以便由程序进行补偿处理，也就是说受检异常有合理的存在理由，那为什么要把受检异常转化为非受检异常呢？难道说受检异常有什么缺陷或不足吗？是的，受检异常确实有不足的地方：

**（1）受检异常使接口声明脆弱**

OOP（Object Oriented Programming，面向对象程序设计）要求我们尽量多地面向接口编程，可以提高代码的扩展性、稳定性等，但是一旦涉及异常问题就不一样了，例如系统初期是这样设计一个接口的：

interface User{

//修改用户名密码，抛出安全异常

public void changePassword（）throws MySecurityException；

}

随着系统的开发，User接口有了多个实现者，比如普通的用户UserImpl、模拟用户MockUserImpl（用作测试或系统管理）、非实体用户NonUserImpl（如自动执行机、逻辑处理器等），此时如果发现changePassword方法可能还需要抛出RejectChangeException（拒绝修改异常，如自动执行机正在处理任务时不能修改其密码），那就需要修改User接口了：changePassword方法增加抛出RejectChangeException异常，这会导致所有的User调用者都要追加对RejectChangeException异常问题的处理。

这里产生了两个问题：一是异常是主逻辑的补充逻辑，修改一个补充逻辑，就会导致主逻辑也被修改，也就是出现了实现类“逆影响”接口的情景，我们知道实现类是不稳定的，而接口是稳定的，一旦定义了异常，则增加了接口的不稳定性，这是对面向对象设计的严重亵渎；二是实现的类变更最终会影响到调用者，破坏了封装性，这也是迪米特法则所不能容忍的。

**（2）受检异常使代码的可读性降低**

一个方法增加了受检异常，则必须有一个调用者对异常进行处理，比如无受检异常方法doStuff是这样调用的：

public static void main（String[]args）{

doStuff（）；

}

doStuff方法一旦增加受检异常就不一样了，代码如下：

public static void main（String[]args）{

try{

doStuff（）；

}catch（Exception e）{

e.printStackTrace（）；

}

}

doStuff方法增加了throws Exception，调用者就必须至少增加4条语句来处理该异常，代码膨胀许多，可读写性也降低了，特别是在多个异常需要捕捉的情况下，多个catch块多个异常处理，而且还可能在catch块中再次抛出异常，这大大降低了代码的可读性。

**（3）受检异常增加了开发工作量**

我们知道，异常需要封装和传递，只有封装才能让异常更容易理解，上层模块才能更好的处理，可这也会导致低层级的异常没玩没了的封装，无端加重了开发的工作量。比如FileNotFoundException在持久层抛出，就需要定义一个MyException进行封装，并抛出到上一个层级，于是增加了开发工作量。

受检异常有这么多的缺点，那有没有什么办法可以避免或减少这些缺点呢？有，很简单的一个规则：将受检异常转化为非受检异常即可，但是我们也不能把所有的受检异常转化为非受检异常，原因是在编码期上层模块不知道下层模块会抛出何种非受检异常，只有通过规则或文档来约束，可以这样说：

受检异常提出的是“法律下的自由”，必须遵守异常的约定才能自由编写代码。

非受检异常则是“协约性质的自由”，你必须告诉我你要抛出什么异常，否则不会处理。

以User接口为例，我们在声明接口时不再声明异常，而是在具体实现时根据不同的情况产生不同的非受检异常，这样持久层和逻辑层抛出的异常将会由展现层自行决定如何展示，不再受异常的规则约束了，大大简化开发工作，提高了代码的可读性。

那问题又来了：在开发和设计时什么样的受检异常有必要转化为非受检异常呢？“尽可能”是以什么作为判断依据呢？受检异常转换为非受检异常是需要根据项目的场景来决定的，例如同样是刷卡，员工拿着自己的工卡到考勤机上打考勤，此时如果附近有磁性物质干扰，则考勤机可以把这种受检异常转化为非受检异常，黄灯闪烁后不做任何记录登记，因为考勤失败这种情景不是“致命”的业务逻辑，出错了，重新刷一下即可。但是到银行网点取钱就不一样了，拿着银行卡到银行取钱，同样有磁性物质干扰，刷不出来，那这种异常就必须登记处理，否则会成为威胁银行卡安全的事件。汇总成一句话：当受检异常威胁到了系统的安全性、稳定性、可靠性、正确性时，则必须处理，不能转化为非受检异常，其他情况则可以转换为非受检异常。

注意　受检异常威胁到系统的安全性、稳定性、可靠性、正确性时，不能转换为非受检异常。

**建议113：不要在finally块中处理返回值**

在finally代码块中处理返回值，这是考试和面试中经常出现的题目。虽然可以以此来出考试题，但在项目中绝对不能在finally代码块中出现return语句，这是因为这种处理方式非常容易产生“误解”，会严重误导开发者。例如如下代码：

public static void main（String[]args）{

try{

doStuff（-1）；

doStuff（100）；

}catch（Exception e）{

System.out.println（"这里是永远都不会到达的"）；

}

}

//该方法抛出受检异常

public static int doStuff（int\_p）throws Exception{

try{

if（\_p＜0）{

throw new DataFormatException（"数据格式错误"）；

}else{

return\_p；

}

}catch（Exception e）{

//异常处理

throw e；

}finally{

return-1；

}

}

对于这段代码，有两个问题：main方法中的doStuff方法的返回值是什么？doStuff方法永远都不会抛出异常吗？

答案是：doStuff（-1）的值是-1，doStuff（100）的值也是-1，调用doStuff方法永远都不会抛出异常，有这么神奇？原因就是我们在finally代码块中加入了return语句，而这会导致出现以下两个问题：

**（1）覆盖了try代码块中的return返回值**

当执行doStuff（-1）时，doStuff方法产生了DataFormatException异常，catch块在捕捉此异常后直接抛出，之后代码执行到finally代码块，就会重置返回值，结果就是-1了，也就是出现了先返回，再执行finally，再重置返回值的情况。

有读者可能会扩展思考了：是不是可以定义一个变量，在finally中修改后再return呢？代码如下：

public static int doStuff（）{

int a=1；

try{

return a；

}catch（Exception e）{

}finally{

//重新修改一下返回值

a=-1；

}

return 0；

}

该方法的返回值永远是1，而不会是-1或0（为什么不会执行到“return 0”呢？原因是finally执行完毕后该方法已经有返回值了，后续代码就不会再执行了），这都是源于异常代码块的处理方式，在代码中加上try代码块就标志着运行时会有一个Throwable线程监视着该方法的运行，若出现异常，则交由异常逻辑处理。

我们知道方法是在栈内存中运行的，并且会按照“先进后出”的原则执行，main方法调用了doStuff方法，则main方法在下层，doStuff在上层，当doStuff方法执行完“return a”时，此方法的返回值已经确定是in类型1（a变量的值，注意基本类型都是值拷贝，而不是引用），此后finally代码块再修改a的值已经与doStuff返回者没有任何关系了，因此该方法永远都会返回1。

继续追问：那是不是可以在finally代码块中修改引用类型的属性以达到修改返回值的效果呢？代码如下：

public static Person doStuff（）{

Person person=new Person（）；

person.setName（"张三"）；

try{

return person；

}catch（Exception e）{

}finally{

//重新修改一下返回值

person.setName（"李四"）；

}

person.setName（"王五"）；

return person；

}

class Person{

private String name；

/\*name的getter/setter方法省略\*/

}

此方法的返回值永远都是name为李四的Person对象，原因是Person是一个引用对象，在try代码块中的返回值是Person对象的地址，finally中再修改那当然会是李四了。

**（2）屏蔽异常**

为什么明明把异常throw出去了，但main方法却捕捉不到呢？这是因为异常线程在监视到有异常发生时，就会登记当前的异常类型为DataFormatException，但是当执行器执行finally代码块时，则会重新为doStuff方法赋值，也就是告诉调用者“该方法执行正确，没有产生异常，返回值是1”，于是乎，异常神奇的消失了，其简化代码如下所示：

public static void doSomething（）{

try{

//正常抛出异常

throw new RuntimeException（）；

}finally{

//告诉JVM：该方法正常返回

return；

}

}

public static void main（String[]args）{

try{

doSomething（）；

}catch（RuntimeException e）{

System.out.println（"这里永远都不会到达！"）；

}

}

上面finally代码块中的return已经告诉JVM：doSomething方法正常执行结束，没有异常，所以main方法就不可能获得任何异常信息了。这样的代码会使可读性大大降低，读者很难理解作者的意图，增加了修改的难度。

在finally中处理return返回值，代码看上去很完美，都符合逻辑，但是执行起来就会产生逻辑错误，最重要的一点是finally是用来做异常的收尾处理的，一旦加上了return语句就会让程序的复杂度徒然提升，而且会产生一些隐蔽性非常高的错误。

与return语句相似，System.exit（0）或Runtime.getRuntime（）.exit（0）出现在异常代码块中也会产生非常多的错误假象，增加代码的复杂性，读者有兴趣可以自行研究一下。

注意　不要在finally代码块中出现return语句。

**建议114：不要在构造函数中抛出异常**

Java的异常机制有三种：

Error类及其子类表示的是错误，它是不需要程序员处理也不能处理的异常，比如VirtualMachineError虚拟机错误，ThreadDeath线程僵死等。

RuntimeException类及其子类表示的是非受检异常，是系统可能会抛出的异常，程序员可以去处理，也可以不处理，最经典就是NullPointerException空指针异常和IndexOutOfBoundsException越界异常。

Exception类及其子类（不包含非受检异常）表示的是受检异常，这是程序员必须处理的异常，不处理则程序不能通过编译，比如IOException表示I/O异常，SQLException表示数据库访问异常。

我们知道，一个对象的创建要经过内存分配、静态代码初始化、构造函数执行等过程，对象生成的关键步骤是构造函数，那是不是也允许在构造函数中抛出异常呢？从Java语法上来说，完全可以在构造函数中抛出异常，三类异常都可以，但是从系统设计和开发的角度来分析，则尽量不要在构造函数中抛出异常，我们以三种不同类型的异常来说明之。

**（1）构造函数抛出错误是程序员无法处理的**

在构造函数执行时，若发生了VirtualMachineError虚拟机错误，那就没招了，只能抛出，程序员不能预知此类错误的发生，也就不能捕捉处理。

**（2）构造函数不应该抛出非受检异常**

我们来看这样一个例子，代码如下：

class Person{

public Person（int\_age）{

//不满18岁的用户对象不能建立

if（\_age＜18）{

throw new RuntimeException（"年龄必须大于18岁。"）；

}

}

//看限制级的电影

public void seeMovie（）{

System.out.println（"看限制级电影"）；

}

}

这段代码的意图很明显，年龄不满18岁的用户根本不会生成一个Person实例对象，没有对象，类行为seeMovie方法就不可执行，想法很好，但这会导致不可预测的结果，比如我们这样引用Person类。

public static void main（String[]args）{

Person p=new Person（17）；

p.seeMovie（）；

/\*其他的逻辑处理\*/

}

很显然，p对象不能建立，因为是一个RuntimeException异常，开发人员可以捕捉也可以不捕捉，代码看上去逻辑很正确，没有任何瑕疵，但是事实上，这段程序会抛出异常，无法执行。这段代码给了我们两个警示：

加重了上层代码编写者的负担

捕捉这个RuntimeException异常吧，那谁来告诉我有这个异常呢？只有通过文档来约束了，一旦Person类的构造函数经过重构后再抛出其他非受检异常，那main方法不用修改也是可以通过测试的，但是这里就可能会产生隐藏的缺陷，而且还是很难重现的缺陷。

不捕捉这个RuntimeException异常，这是我们通常的想法，既然已经写成了非受检异常，main方法的编码者完全可以不处理这个异常嘛，大不了不执行Person的方法！这是非常危险的，一旦产生异常，整个线程都不再继续执行，或者连接没有关闭，或者数据没有写入数据库，或者产生内存异常，这些都是会对整个系统产生影响。

后续代码不会执行

main方法的实现者原本只是想把p对象的建立作为其代码逻辑的一部分，执行完seeMovie方法后还需要完成其他逻辑，但是因为没有对非受检异常进行捕捉，异常最终会抛出到JVM中，这会导致整个线程执行结束后，后面所有的代码都不会继续执行了，这就对业务逻辑产生了致命的影响。

**（3）构造函数尽可能不要抛出受检异常**

我们来看下面的例子，代码如下：

//父类

class Base{

//父类抛出IOException

public Base（）throws IOException{

throw new IOException（）；

}

}

//子类

class Sub extends Base{

//子类抛出Exception异常

public Sub（）throws Exception{

}

}

就这么一段简单的代码，展示了在构造函数中抛出受检异常的三个不利方面：

导致子类代码膨胀

在我们的例子中子类的无参构造函数不能省略，原因是父类的无参构造函数抛出了IOException异常，子类的无参构造函数默认调用的是父类的构造函数，所以子类的无参构造也必须抛出IOException或其父类。

违背了里氏替换原则

里氏替换原则是说“父类能出现的地方子类就可以出现，而且将父类替换为子类也不会产生任何异常”，那我们回过头来看看Sub类是否可以替换Base类，比如我们的上层代码是这样写的：

public static void main（String[]args）{

try{

Base base=new Base（）；

}catch（IOException e）{

//异常处理

}

}

然后，我们期望把new Base（）替换成new Sub（），而且代码能够正常编译和运行。非常可惜，编译通不过，原因是Sub的构造函数抛出了Exception异常，它比父类的构造函数抛出的异常范围要宽，必须增加新的catch块才能解决。

可能有读者要问了，为什么Java的构造函数允许子类的构造函数抛出更广泛的异常类呢？这正好与类方法的异常机制相反，类方法的异常是这样要求的：

//父类

class Base{

//父类方法抛出Exception

public void method（）throws Exception{

}

}

//子类

class Sub extends Base{

//子类方法的异常类型必须是父类方法的子类型

@Override

public void method（）throws IOException{

}

}

子类的方法可以抛出多个异常，但都必须是被覆写方法的子类型，对我们的例子来说，Sub类的method方法抛出的异常必须是Exception的子类或Exception类，这是Java覆写的要求。构造函数之所以与此相反，是因为构造函数没有覆写的概念，只是构造函数间的引用调用而已，所以在构造函数中抛出受检异常会违背里氏替换原则，使我们的程序缺乏灵活性。

子类构造函数扩展受限

子类存在的原因就是期望实现并扩展父类的逻辑，但是父类构造函数抛出异常却会让子类构造函数的灵活性大大降低，例如我们期望这样的构造函数。

class Sub extends Base{

public Sub（）throws Exception{

try{

super（）；

}catch（IOException e）{

//异常处理后再抛出

throw e；

}finally{

//收尾处理

}

}

}

很不幸，这段代码编译通不过，原因是构造函数Sub中没有把super（）放在第一句话中，想把父类的异常重新包装后再抛出是不可行的（当然，这里有很多种“曲线”的实现手段，比如重新定义一个方法，然后父子类的构造函数都调用该方法，那么子类构造函数就可以自由处理异常了），这是Java语法限制。

将以上三种异常类型汇总起来，对于构造函数，错误只能抛出，这是程序人员无能为力的事情；非受检异常不要抛出，抛出了“对己对人”都是有害的；受检异常尽量不抛出，能用曲线的方式实现就用曲线方式实现，总之一句话：在构造函数中尽可能不出现异常。

注意　在构造函数中不要抛出异常，尽量曲线救国。

**建议115：使用Throwable获得栈信息**

AOP编程可以很轻松地控制一个方法调用哪些类，也能够控制哪些方法允许被调用，一般来说切面编程（比如AspectJ）只能控制到方法级别，不能实现代码级别的植入（Weave），比如一个方法被类A的m1方法调用时返回1，在类B的m2方法调用时返回0（同参数情况下），这就要求被调用者具有识别调用者的能力。在这种情况下，可以使用Throwable获得栈信息，然后鉴别调用者并分别输出，代码如下：

class Foo{

public static boolean m（）{

//取得当前栈信息

StackTraceElement[]sts=new Throwable（）.getStackTrace（）；

//检查是否是m1方法调用

for（StackTraceElement st：sts）{

if（st.getMethodName（）.equals（"m1"））{

return true；

}

}

return false；

}

}

//调用者

class Invoker{

//该方法打印出true

public static void m1（）{

System.out.println（Foo.m（））；

}

//该方法打印出false

public static void m2（）{

System.out.println（Foo.m（））；

}

}

注意看Invoker类，两个方法m1和m2都调用了Foo的m方法，都是无参调用，返回值却不同，这是我们的Throwable类发挥效能了。JVM在创建一个Throwable类及其子类时会把当前线程的栈信息记录下来，以便在输出异常时准确定位异常原因，我们来看Throwable源代码：

public class Throwable implements Serializable{

//出现异常的栈记录

private StackTraceElement[]stackTrace；

//默认构造函数

public Throwable（）{

//记录栈帧

fllInStackTrace（）；

}

//本地方法，抓取执行时的栈信息

public synchronized native Throwable fillInStackTrace（）；

}

在出现异常时（或主动声明一个Throwable对象时），JVM会通过fillInStackTrace方法记录下栈帧信息，然后生成一个Throwable对象，这样我们就可以知道类间的调用顺序、方法名称及当前行号等了。

获得栈信息可以对调用者进行判断，然后决定不同的输出，比如我们的m1和m2方法，同样是输入参数，同样的调用方法，但是输出却不同，这看起来很像是一个Bug：方法m1调用m方法是正常显示，而方法m2调用却会返回“错误”数据。因此我们虽然可以依据调用者不同产生不同的逻辑，但这仅局限在对此方法的广泛认知上。更多的时候我们使用m方法的变形体，代码如下：

class Foo{

public static boolean m（）{

//取得当前栈信息

StackTraceElement[]sts=new Throwable（）.getStackTrace（）；

//检查是否是m1方法调用

for（StackTraceElement st：sts）{

if（st.getMethodName（）.equals（"m1"））{

return true；

}

}

throw new RuntimeException（"除m1方法外，该方法不允许其他方法调用"）；

}

}

只是把“return false”替换成一个运行期异常，除了m1方法外，其他方法调用都会产生异常，该方法常用作离线注册码校验，当破解者试图暴力破解时，由于主执行者不是期望的值，因此会返回一个经过包装和混淆的异常信息，大大增加了破解的难度。

**建议116：异常只为异常服务**

异常只为异常服务，这是何解？难道异常还能为其他服务不成？确实能，异常原本是正常逻辑的一个补充，但是有时候会被当作主逻辑使用，看如下代码：

//判断一个枚举是否包含String枚举项

public static＜T extends Enum＜T＞＞boolean Contain（Class＜T＞c, String name）{

boolean result=false；

try{

Enum.valueOf（c, name）；

result=true；

}catch（RuntimeException e）{

//只要是抛出异常，则认为是不包含

}

return result；

}

判断一个枚举是否包含指定的枚举项，这里会根据valueOf方法是否抛出异常来进行判断，如果抛出异常（一般是IllegalArgumentException异常），则认为是不包含，若不抛出异常则可以认为包含该枚举项，看上去这段代码很正常，但是其中却有三个错误：

异常判断降低了系统性能。

降低了代码的可读性，只有详细了解valueOf方法的人才能读懂这样的代码，因为valueOf抛出的是一个非受检异常。

隐藏了运行期可能产生的错误，catch到异常，但没有做任何处理。

我们这段代码是用一段异常实现了一个正常的业务逻辑，这导致代码产生了坏味道。要解决此问题也很容易，即不在主逻辑中使用异常，代码如下：

//判断一个枚举是否包含String枚举项

public static＜T extends Enum＜T＞＞boolean Contain（Class＜T＞c, String name）{

//遍历枚举项

for（T t：c.getEnumConstants（））{

//枚举项名称是否相等

if（t.name（）.equals（name））{

return true；

}

}

return false；

}

异常只能用在非正常的情况下，不能成为正常情况的主逻辑，也就是说，异常只是主场景中的辅助场景，不能喧宾夺主。

而且，异常虽然是描述例外事件的，但能避免则避免之，除非是确实无法避免的异常，例如：

public static void main（String[]args）{

File file=new File（"文件.txt"）；

try{

FileInputStream fis=new FileInputStream（file）；

/\*其他业务逻辑处理\*/

}catch（FileNotFoundException e）{

//异常处理

}

}

这样一段代码经常会在我们的项目中出现，但经常写并不代表不可优化，这里的异常类FileNotFoundException完全可以在它诞生前就消除掉：先判断文件是否存在，然后再生成FileInputStream对象，代码如下：

public static void main（String[]args）{

File file=new File（"文件.txt"）；

//经常出现的异常情况，可以先做判断

if（fle.exists（）＆＆！fle.isDirectory（））{

try{

}catch（）{

}

}

}

虽然增加了if判断语句，增加了代码量，但是却会减少FileNotFoundException异常出现的几率，提高了程序的性能和稳定性。

注意　异常只为确实异常的事件服务。

**建议117：多使用异常，把性能问题放一边**

我们知道异常是主逻辑的例外逻辑，举个简单例子来说，比如我在马路上走（这是主逻辑），突然开过一辆车，我要避让（这是受检异常，必须处理），继续走着，突然一架飞机从我头顶飞过（非受检异常），我可以选择继续行走（不捕捉），也可以选择指责其噪音污染（捕捉，主逻辑的补充处理），再继续走着，突然一颗流星砸下来，这没有选择，属于错误，不能做任何处理。这样具备完整例外情景的逻辑就具备了OO的味道，任何一个事物的处理都可能产生非预期结果，问题是需要以何种手段来处理，如果不使用异常就需要依靠返回值的不同来进行处理了，这严重失去了面向对象的风格。

我们在编写用例文档（Use Case Specification）时，其中有一项叫作“例外事件”，是用来描述主场景外的例外场景的，例如用户登录的用例，就会在“例外事件”中说明“连续3次登录失败即锁定用户账号”，这就是登录事件的一个异常处理，具体到我们的程序中就是：

public void login（）{

try{

//正常登录

}catch（InvalidLoginException lie）{

//用户名无效

}catch（InvalidPsswordException pe）{

//密码错误的异常

}

}catch（TooMuchLoginException tmle）{

//多次登录失败的异常

}

}

如此设计则可以让我们的login方法更符合实际的处理逻辑，同时使主逻辑（正常登录，try代码块）更加清晰。当然了，使用异常还有很多优点，比如可让正常代码和异常代码分离、能快速查找问题（栈信息快照）等，但是异常有一个缺点：性能比较慢。

Java的异常处理机制确实比较慢，这个“比较慢”是相对于诸如String、Integer等对象来说的，单单从对象的创建上来说，new一个IOException会比String慢5倍，这从异常的处理机制上也可以解释：因为它要执行fillInStackTrace方法，要记录当前栈的快照，而String类则是直接申请一个内存创建对象，异常类慢一筹也就在所难免了。

而且，异常类是不能缓存的，期望预先建立大量的异常对象以提高异常性能也是不现实的。

难道异常的性能问题就没有任何可提高的办法了？确实没有，但是我们不能因为性能问题而放弃使用异常，而且经过测试，在JDK 1.6下，一个异常对象创建的时间只需要1.4毫秒左右（注意是毫秒，通常一个交易处理是在100毫秒左右），难道我们的系统连如此微小的性能消耗都不允许吗？

注意　性能问题不是拒绝异常的借口。
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多线程和并发**

We’re here to put a dent in the universe.Otherwise why else even be here?

活着就是为了改变世界，难道还有其他原因吗？

——Steve Paul Jobs（史蒂夫·乔布斯）

多线程技术可以更好地利用系统资源，减少对用户的响应时间，提高系统的性能和效率，但同时也增加了系统的复杂性和运维难度，特别是在高并发、大压力、高可靠性的项目中，线程资源的同步、抢占、互斥等都需要慎重考虑，以避免产生性能损耗和线程死锁。

**建议118：不推荐覆写start方法**

多线程比较简单的实现方式是继承Thread类，然后覆写run方法，在客户端程序中通过调用对象的start方法即可启动一个线程，这是多线程程序的标准写法。不知道读者是否还能回想起自己的第一个多线程demo呢？估计一般是这样写的：

class MultiThread extends Thread{

@Override

public void start（）{

//调用线程体

run（）；

}

@Override

public void run（）{

//MultiThread do something.

}

}

覆写run方法，这好办，写上自己的业务逻辑即可，但为什么要覆写start方法呢？最常见的理由是：要在客户端中调用start方法启动线程，不覆写start方法怎么启动run方法呢？于是乎就覆写了start方法，在方法内调用run方法。客户端代码是一个标准程序，代码如下：

public static void main（String[]args）{

//多线程对象

MultiThread multiThread=new MultiThread（）；

//启动多线程

multiThread.start（）；

}

相信读者都能看出这是一个错误的多线程应用，main方法根本就没有启动一个子线程，整个应用程序中只有一个主线程在运行，并不会创建任何其他的线程。对此，有很简单的解决办法，只要删除MultiThread类中的start方法即可。

然后呢？就结束了吗？是的，很多时候确实到此结束了。找我解惑的同事或朋友中，很少有人会问为什么不必而且不能覆写start方法，仅仅就是因为“多线程应用就是这样写的”这个原因吗？

要说明这个问题，就需要看一下Thread类的源代码了。Thread类的start方法的代码如下。

public synchronized void start（）{

//判断线程状态，必须是未启动状态

if（threadStatus！=0）

throw new IllegalThreadStateException（）；

//加入线程组中

group.add（this）；

//分配栈内存，启动线程，运行run方法

start0（）；

//在启动前设置了停止状态

if（stopBeforeStart）{

stop0（throwableFromStop）；

}

}

//本地方法

private native void start0（）；

这里的关键是本地方法start0，它实现了启动线程、申请栈内存、运行run方法、修改线程状态等职责，线程管理和栈内存管理都是由JVM负责的，如果覆盖了start方法，也就是撤消了线程管理和栈内存管理的能力，这样如何启动一个线程呢？事实上，不需要关注线程和栈内存的管理，只需要编码者实现多线程的逻辑即可（即run方法体），这也是JVM比较聪明的地方，简化多线程应用。

那可能有读者要问了：如果确实有必要覆写start方法，那该如何处理呢？这确实是一个罕见的要求，不过，要覆写也很容易，只要在start方法中加上super.start即可，代码如下：

class MultiThread extends Thread{

@Override

public void start（）{

/\*线程启动前的业务处理\*/

super.start（）；

/\*线程启动后的业务处理\*/

}

@Override

public void run（）{

//MultiThread do something.

}

}

注意看start方法，调用了父类的start方法，没有主动调用run方法，这是由JVM自行调用的，不用我们显式实现，而且是一定不能实现。此方式虽然解决了“覆写start方法”的问题，但是基本上无用武之地，到目前为止还没有发现一定要覆写start方法的多线程应用，所有要求覆写start的场景，都可以用其他的方式来实现，例如类变量、事件机制、监听等方式。

注意　继承自Thread类的多线程类不必覆写start方法。

**建议119：启动线程前stop方法是不可靠的**

有这样一个案例，我们需要一个高效率的垃圾邮件制造机，也就是需要有尽可能多的线程来尽可能多地制造垃圾邮件，垃圾邮件需要的信息保存在数据库中，如收件地址、混淆后的标题、反垃圾处理后的内容等，垃圾制造机的作用就是从数据库中读取这些信息，判断是否符合条件（如收件地址必须包含@符号、标题不能为空等），然后转换成一份真实的邮件发送出去。

整个应用逻辑很简单，这必然是一个多线程的应用，垃圾邮件制造机需要继承Thread类，代码如下：

//垃圾邮件制造机

class SpamMachine extends Thread{

@Override

public void run（）{

//制造垃圾邮件

System.out.println（"制造大量垃圾邮件……"）；

}

}

在客户端代码中需要发挥计算机的最大潜能来制造邮件，也就是说开尽量多的线程，这里我们使用一个while循环来处理，代码如下：

public static void main（String[]args）{

//不分昼夜地制造垃圾邮件

while（true）{

//多线程多个垃圾邮件制造机

SpamMachine sm=new SpamMachine（）；

//条件判断，不符合条件就设置该线程不可执行

if（！false）{

sm.stop（）；

}

//如果线程是stop状态，则不会启动

sm.start（）；

}

}

在此段代码中，设置了一个极端条件：所有的线程在启动前都执行stop方法，虽然它是一个已过时（Deprecated）的方法，但它的运行逻辑还是正常的，况且stop方法在此处的目的并不是停止一个线程，而是设置线程为不可启用状态。想来这应该是没有问题的，但是运行结果却出现了奇怪的现象：部分线程还是启动了，也就是在某些线程（没有规律）中的start方法正常执行了。在不符合判断规则的情况下，不可启用状态的线程还是启用了。这是为什么呢？

这是线程启动（start方法）的一个缺陷。Thread类的stop方法会根据线程状态来判断是终结线程还是设置线程为不可运行状态，对于未启动的线程（线程状态为NEW）来说，会设置其标志位为不可启动，而其他的状态则是直接停止。stop方法的源代码如下：

public final void stop（）{

if（（threadStatus！=0）＆＆！isAlive（））{

return；

}

stop1（new ThreadDeath（））；

}

private final synchronized void stop1（Throwable th）{

/\*安全检查省略\*/

if（threadStatus！=0）{

resume（）；

stop0（th）；

}else{

if（th==null）{

throw new NullPointerException（）；

}

stopBeforeStart=true；

throwableFromStop=th；

}

这里设置了stopBeforeStart变量，标志着是在启动前设置了停止标志，在start方法中是这样校验的：

public synchronized void start（）{

//分配栈内存，启动线程，运行run方法

start0（）；

//在启动前设置了停止状态

if（stopBeforeStart）{

stop0（throwableFromStop）；

}

}

//本地方法

private native void start0（）；

注意看start0方法和stop0方法的顺序，start0方法在前，也就是说即使stopBeforeStart为true（不可启动），也会先启动一个线程，然后再stop0结束这个线程，而罪魁祸首就在这里！

明白了原因，我们的情景代码也就很容易修改了，代码如下：

public static void main（String[]args）{

//不分昼夜的制造垃圾邮件

while（true）{

//条件判断，不符合条件就不创建线程

if（！false）{

//多线程多个垃圾邮件制造机

new SpamMachine（）.start（）；

}

}

}

不再使用stop方法进行状态的设置，直接通过判断条件来决定线程是否可启用。对于start方法的该缺陷，一般不会引起太大的问题，只是增加了线程启动和停止的精度而已。

**建议120：不使用stop方法停止线程**

线程启动完毕后，在运行时可能需要终止，Java提供的终止方法只有一个stop，但是我不建议使用这个方法，因为它有以下三个问题：

（1）stop方法是过时的

从Java编码规则来说，已经过时的方法不建议采用。

（2）stop方法会导致代码逻辑不完整

stop方法是一种“恶意”的中断，一旦执行stop方法，即终止当前正在运行的线程，不管线程逻辑是否完整，这是非常危险的。看如下的代码：

public static void main（String[]args）throws Exception{

//子线程

Thread thread=new Thread（）{

@Override

public void run（）{

try{

//子线程休眠1秒

Thread.sleep（1000）；

}catch（InterruptedException e）{

//异常处理

}

System.out.println（"此处代码不会执行"）；

}

}；

//启动线程

thread.start（）；

//主线程休眠0.1秒

Thread.sleep（100）；

//子线程停止

thread.stop（）；

}

这段代码的逻辑是这样的：子线程是一个匿名内部类，它的run方法在执行时会休眠1秒钟，然后再执行后续的逻辑，而主线程则是休眠0.1秒后终止子线程的运行，也就是说，JVM在执行thread.stop（）时，子线程还在执行sleep（1000），此时stop方法会清除栈内信息，结束该线程，这也就导致了run方法的逻辑不完整，输出语句println代表的是一段逻辑，可能非常重要，比如子线程的主逻辑、资源回收、情景初始化等，但是因为stop线程了，这些就都不再执行，于是就产生了业务逻辑不完整的情况。

这是极度危险的，因为我们不知道子线程会在什么时候被终止，stop连基本的逻辑完整性都无法保证。而且此种操作也是非常隐蔽的，子线程执行到何处会被关闭很难定位，这为以后的维护带来了很多麻烦。

（3）stop方法会破坏原子逻辑

多线程为了解决共享资源抢占的问题，使用了锁概念，避免资源不同步，但是正因此原因，stop方法却会带来更大的麻烦：它会丢弃所有的锁，导致原子逻辑受损。例如有这样一段程序：

class MultiThread implements Runnable{

int a=0；

@Override

public void run（）{

//同步代码块，保证原子操作

synchronized（""）{

//自增

a++；

try{

//线程休眠0.1秒

Thread.sleep（100）；

}catch（InterruptedException e）{

e.printStackTrace（）；

}

//自减

a--；

String tn=Thread.currentThread（）.getName（）；

System.out.println（tn+"：a="+a）；

}

}

}

MultiThread实现了Runnable接口，具备多线程能力，其中run方法中加上了synchronized代码块，表示内部是原子逻辑，它会先自增然后再自减少，按照synchronized同步代码块的规则来处理，此时无论启动多少个线程，打印出来的结果都应该是a=0，但是如果有一个正在执行的线程被stop，就会破坏这种原子逻辑，代码如下：

public static void main（String[]args）{

MultiThread t=new MultiThread（）；

Thread t1=new Thread（t）；

//启动t1线程

t1.start（）；

for（int i=0；i＜5；i++）{

new Thread（t）.start（）；

}

//停止t1线程

t1.stop（）；

}

首先要说明的是所有线程共享了一个MultiThread的实例变量t，其次由于在run方法中加入了同步代码块，所以只能有一个线程进入到synchronized块中。此段代码的执行顺序如下：

1）线程t1启动，并执行run方法，由于没有其他线程持同步代码块的锁，所以t1线程执行自加后执行到sleep方法即开始休眠，此时a=1。

2）JVM又启动了5个线程，也同时运行run方法，由于synchronized关键字的阻塞作用，这5个线程不能执行自增和自减操作，等待t1线程锁释放。

3）主线程执行了t1.stop方法，终止了t1线程，注意，由于a变量是所有线程共享的，所以其他5个线程获得的a变量也是1。

4）其他5个线程依次获得CPU执行机会，打印出a值。

分析了这么多，相信读者也明白了输出的结果，结果如下：

Thread-5：a=1

Thread-4：a=1

Thread-3：a=1

Thread-2：a=1

Thread-1：a=1

原本期望synchronized同步代码块中的逻辑都是原子逻辑，不受外界线程的干扰，但是结果却出现原子逻辑被破坏的情况，这也是stop方法被废弃的一个重要原因：破坏了原子逻辑。

既然终止一个线程不能使用stop方法，那怎样才能终止一个正在运行的线程呢？答案也很简单，使用自定义的标志位决定线程的执行情况，代码如下：

class SafeStopThread extends Thread{

//此变量必须加上volatile

private volatile boolean stop=false；

@Override

public void run（）{

//判断线程体是否运行

while（stop）{

//Do Something

}

}

//线程终止

public void terminate（）{

stop=true；

}

}

这是很简单的办法，在线程体中判断是否需要停止运行，即可保证线程体的逻辑完整性，而且也不会破坏原子逻辑。可能有读者对Java API比较熟悉，于是提出疑问：Thread不是还提供了interrupt中断线程的方法吗？这个方法可不是过时方法，那可以使用吗？它可以终止一个线程吗？

非常好的问题，interrupt，名字看上去很像是终止一个线程的方法，但是我可以很明确地告诉你，它不是，它不能终止一个正在执行着的线程，它只是修改中断标志而已，例如下面一段代码：

public static void main（String[]args）{

Thread t1=new Thread（）{

public void run（）{

//线程一直运行

while（true）{

System.out.println（"Running……"）；

}

}

}；

//启动t1线程

t1.start（）；

//中断t1线程

t1.interrupt（）；

}

执行这段代码，你会发现一直有Running在输出，永远不会停止，似乎执行了interrupt没有任何变化，那是因为interrupt方法不能终止一个线程状态，它只会改变中断标志位（如果在t1.interrupt（）前后输出t1.isInterrupted（）则会发现分别输出了false和true），如果需要终止该线程，还需要自行进行判断，例如我们可以使用interrupt编写出更加简洁、安全的终止线程代码：

class SafeStopThread extends Thread{

@Override

public void run（）{

//判断线程体是否运行

while（！isInterrupted（））{

//Do Something

}

}

}

总之，如果期望终止一个正在运行的线程，则不能使用已经过时的stop方法，需要自行编码实现，如此即可保证原子逻辑不被破坏，代码逻辑不会出现异常。当然，如果我们使用的是线程池（比如ThreadPoolExecutor类），那么可以通过shutdown方法逐步关闭池中的线程，它采用的是比较温和、安全的关闭线程方法，完全不会产生类似stop方法的弊端。

**建议121：线程优先级只使用三个等级**

线程的优先级（Priority）决定了线程获得CPU运行的机会，优先级越高获得的运行机会越大，优先级越低获得的机会越小。Java的线程有10个级别（准确地说是11个级别，级别为0的线程是JVM的，应用程序不能设置该级别），那是不是说级别是10的线程肯定比级别为9的线程先运行呢？我们来看如下一个多线程类：

class TestThread implements Runnable{

//启动线程

public void start（int\_priority）{

Thread t=new Thread（this）；

//设置线程优先级

t.setPriority（\_priority）；

t.start（）；

}

@Override

public void run（）{

//消耗CPU的计算，性能差的机器，请修改循环限制

for（int i=0；i＜100000；i++）{

Math.hypot（Math.pow（924526789，i），Math.cos（i））；

}

//输出线程优先级

System.out.println（"Priority："+Thread.currentThread（）.getPriority（））；

}

}

该多线程类实现了Runnable接口，实现了run方法，注意在run方法中有一个比较占用CPU的计算，该计算毫无意义，只是为了保证一个线程尽可能多地消耗CPU资源，目的是为了观察CPU繁忙时不同优先级线程的执行顺序。需要说明的是，如果此处使用了Thread.sleep（）方法，则不能体现出线程优先级的本质了，因为CPU并不繁忙，线程调度不会遵循优先级顺序来进行调度。

客户端的代码如下：

public static void main（String[]args）{

//启动20个不同优先级的线程

for（int i=0；i＜20；i++）{

new TestThread（）.start（i%10+1）；

}

}

这里创建了20个线程，每个线程在运行时都耗尽了CPU资源，因为优先级不同，线程调度应该最先处理优先级最高的，然后处理优先级最低的，也就是先执行2个优先级为10的线程，然后执行2个优先为9的线程，2个优先级为8的线程……但是结果却并不是这样的。

Priority：10

Priority：9

Priority：10

Priority：9

Priority：7

Priority：7

Priority：8

Priority：8

Priority：5

Priority：5

Priority：6

Priority：6

Priority：4

Priority：4

Priority：3

Priority：3

Priority：1

Priority：1

Priority：2

Priority：2

println方法虽然有输出损耗，可能会影响到输出结果，但是不管运行多少次，你都会发现两个不争的事实：

（1）并不是严格遵照线程优先级别来执行的

比如线程优先级为9的线程可能比优先级为10的线程先执行，优先级为1的线程可能比优先级为2的线程先执行，但很少会出现优先级为2的线程比优先级为10的线程先执行（这里用了一个词“很少”，是说确实有可能出现，只是几率非常低，因为优先级只是表示线程获得CPU运行的机会，并不代表强制的排序号）。

（2）优先级差别越大，运行机会差别越明显

比如优先级为10的线程通常会比优先级为2的线程先执行，但是优先级为6的线程和优先级为5的线程差别就不太明显了，执行多次，你会发现有不同的顺序。

这两个现象是线程优先级的一个重要表现，之所以会出现这种情况，是因为线程运行是需要获得CPU资源的，那谁能决定哪个线程先获得哪个线程后获得呢？这是依照操作系统设定的线程优先级来分配的，也就是说，每个线程要运行，需要操作系统分配优先级和CPU资源，对于Java来说，JVM调用操作系统的接口设置优先级，比如Windows操作系统是通过调用SetThreadPriority函数来设置的，问题来了：不同的操作系统线程优先级都相同吗？

这是个好问题。事实上，不同的操作系统线程优先级是不相同的，Windows有7个优先级，Linux有140个优先级，Freebsd则有255个（此处指的是优先级总数，不同操作系统有不同的分类，如中断级线程、操作系统级等，各个操作系统具体用户可用的线程数量也不相同）。Java是跨平台的系统，需要把这个10个优先级映射成不同操作系统的优先级，于是界定了Java的优先级只是代表抢占CPU的机会大小，优先级越高，抢占CPU的机会越大，被优先执行的可能性越高，优先级相差不大，则抢占CPU的机会差别也不大，这就是导致了优先级为9的线程可能比优先级为10的线程先运行。

Java的缔造者们也察觉到了线程优先问题，于是在Thread类中设置了三个优先级，此意就是告诉开发者，建议使用优先级常量，而不是1到10随机的数字。常量代码如下：

public class Thread implements Runnable{

//最低优先级

public final static int MIN\_PRIORITY=1；

//普通优先级，默认值

public final static int NORM\_PRIORITY=5；

//最高优先级

public final static int MAX\_PRIORITY=10；

}

在编码时直接使用这些优先级常量，可以说在大部分情况下MAX\_PRIORITY的线程会比NORM\_PRIORITY的线程先运行，但是不能认为必然会先运行，不能把这个优先级做为核心业务的必然条件，Java无法保证优先级高肯定会先执行，只能保证高优先级有更多的执行机会。因此，建议在开发时只使用此三类优先级，没有必要使用其他7个数字，这样也可以保证在不同的操作系统上优先级的表现基本相同。

明白了这个问题，那可能有读者要问了：如果优先级相同呢？这很好办，也是由操作系统决定的，基本上是按照FIFO原则（先入先出，First Input First Output），但也是不能完全保证。

注意　线程优先级推荐使用MIN\_PRIORITY、NORM\_PRIORITY、MAX\_PRIORITY三个级别，不建议使用其他7个数字。

**建议122：使用线程异常处理器提升系统可靠性**

我们要编写一个Socket应用，监听指定端口，实现数据包的接收和发送逻辑，这在早期系统间进行数据交互是经常使用的，这类接口通常需要考虑两个问题：一是避免线程阻塞，保证接收的数据尽快处理；二是接口的稳定性和可靠性问题，数据包很复杂，接口服务的系统也很多，一旦守候线程出现异常就会导致Socket停止响应，这是非常危险的，那我们有什么办法来避免吗？

Java 1. 5版本以后在Thread类中增加了setUncaughtExceptionHandler方法，实现了线程异常的捕捉和处理。可能大家会有一个疑问：如果Socket应用出现了不可预测的异常是否可以自动重启呢？其实使用线程异常处理器很容易解决，我们来看一个异常处理器应用的例子，代码如下：

class TcpServer implements Runnable{

//创建后即运行

public TcpServer（）{

Thread t=new Thread（this）；

t.setUncaughtExceptionHandler（new TcpServerExceptionHandler（））；

t.start（）；

}

@Override

public void run（）{

//正常业务运行，运行3秒

for（int i=0；i＜3；i++）{

try{

Thread.sleep（1000）；

System.out.println（"系统正常运行："+i）；

}catch（InterruptedException e）{

e.printStackTrace（）；

}

}

//抛出异常

throw new RuntimeException（）；

}

//异常处理器

private static class TcpServerExceptionHandler implements

Thread.UncaughtExceptionHandler{

@Override

public void uncaughtException（Thread t, Throwable e）{

//记录线程异常信息

System.out.println（"线程"+t.getName（）+"出现异常，自行重启，请分析原因。"）；

e.printStackTrace（）；

//重启线程，保证业务不中断

new TcpServer（）；

}

}

}

这段代码的逻辑比较简单，在TcpServer类创建时即启动一个线程，提供TCP服务，例如接收和发送文件，具体逻辑在run方法中实现。同时，设置了该线程出现运行期异常（也就是Uncaught Exception）时，由TcpServerExceptionHandler异常处理器来处理。那TcpServerExceptionHandler异常处理器做什么事呢？两件事：

记录异常信息，以便查找问题。

重新启动一个新线程，提供不间断的服务。

有了这两点，TcpServer就可以稳定地运行了，即使出现异常也能自动重启。客户端代码比较简单，只需要new TcpServer（）即可，运行结果如下：

系统正常运行：0

系统正常运行：1

系统正常运行：2

线程Thread-0出现异常，自行重启，请分析原因。

java.lang.RuntimeException

at TcpServer.run（Client.java：30）

at java.lang.Thread.run（Thread.java：619）

系统正常运行：0

系统正常运行：1

系统正常运行：2

线程Thread-1出现异常，自行重启，请分析原因。

java.lang.RuntimeException

at TcpServer.run（Client.java：30）

at java.lang.Thread.run（Thread.java：619）

从运行结果上也可以看出，当Thread-0出现异常时，系统自动启动了Thread-1线程，继续提供服务，大大提高了系统的可靠性。

这段程序只是一个示例程序，若要在实际环境中应用，则需要注意以下三个方面：

（1）共享资源锁定

如果线程异常产生的原因是资源被锁定，自动重启应用只会增加系统的负担，无法提供不间断服务。例如一个即时通信服务器（XMPP Server）出现信息不能写入的情况时，即使再怎么重启服务，也是无法解决问题的。在此情况下最好的办法是停止所有的线程，释放资源。

（2）脏数据引起系统逻辑混乱

异常的产生中断了正在执行的业务逻辑，特别是如果正在执行一个原子操作（像即时通信服务器的用户验证和签到这两个事件应该在一个操作中处理，不允许出现验证成功但签到不成功的情况），但如果此时抛出了运行期异常就有可能会破坏正常的业务逻辑，例如出现用户认证通过了，但签到不成功的情况，在这种情景下重启应用服务器，虽然可以提供服务，但对部分用户则产生了逻辑异常。

（3）内存溢出

线程异常了，但由该线程创建的对象并不会马上回收，如果再重新启动新线程，再创建一批新对象，特别是加入了场景接管，就非常危险了，例如即时通信服务，重新启动一个新线程必须保证原在线用户的透明性，即用户不会察觉服务重启，在此种情况下，就需要在线程初始化时加载大量对象以保证用户的状态信息，但是如果线程反复重启，很可能会引起OutOfMemory内存泄露问题。

**建议123：volatile不能保证数据同步**

volatile关键字比较少用，原因无外乎两点，一是在Java 1.5之前该关键字在不同的操作系统上有不同的表现，所带来的问题就是移植性较差；二是比较难设计，而且误用较多，这也导致它的“名誉”受损。

我们知道，每个线程都运行在栈内存中，每个线程都有自己的工作内存（Working Memory，比如寄存器Register、高速缓冲存储器Cache等），线程的计算一般是通过工作内存进行交互的，其示意图如图9-1所示。
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图　9-1　线程读取变量的示意图

从示意图上我们可以看到，线程在初始化时从主内存中加载所需的变量值到工作内存中，然后在线程运行时，如果是读取，则直接从工作内存中读取，若是写入则先写到工作内存中，之后再刷新到主存中，这是JVM的一个简单的内存模型，但是这样的结构在多线程的情况下有可能会出现问题，比如：A线程修改变量的值，也刷新到了主存中，但B、C线程在此时间内读取的还是本线程的工作内存，也就是说它们读取的不是最“新鲜”的值，此时就出现了不同线程持有的公共资源不同步的情况。

对于此类问题有很多解决办法，比如使用synchronized同步代码块，或者使用Lock锁来解决该问题，不过，Java可以使用volatile更简单地解决此类问题，比如在一个变量前加上volatile关键字，可以确保每个线程对本地变量的访问和修改都是直接与主内存交互的，而不是与本线程的工作内存交互的，保证每个线程都能获得最“新鲜”的变量值，其示意图如图9-2所示。
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图　9-2　volatile变量操作示意图

明白了volatile变量的原理，那我们思考一下：volatile变量是否能够保证数据的同步性呢？两个线程同时修改一个volatile是否会产生脏数据呢？我们来看下面的代码：

class UnsafeThread implements Runnable{

//共享资源

private volatile int count=0；

@Override

public void run（）{

//增加CPU的繁忙程度，不用关心其逻辑含义

for（int i=0；i＜1000；i++）{

Math.hypot（Math.pow（92456789，i），Math.cos（i））；

}

//自增运算

count++；

}

public int getCount（）{

return count；

}

}

上面的代码定义了一个多线程类，run方法的主要逻辑是共享资源count的自加运算，而且我们还为count变量加上了volatile关键字，确保是从主内存中读取和写入的，如果有多个线程运行，也就是多个线程执行count变量的自加动作，count变量会产生脏数据吗？想想看，我们已经为count加上了volatile关键字呀！模拟多线程的代码如下：

public static void main（String[]args）throws Exception{

//理想值，并作为最大循环次数

int value=1000；

//循环次数，防止出现无限循环造成死机情况

int loops=0；

//主线程组，用于估计活动线程数

ThreadGroup tg=Thread.currentThread（）.getThreadGroup（）；

while（loops++＜value）{

//共享资源清零

UnsafeThread ut=new UnsafeThread（）；

for（int i=0；i＜value；i++）{

new Thread（ut）.start（）；

}

//先等15毫秒，等待活动线程数量成为1

do{

Thread.sleep（15）；

}while（tg.activeCount（）！=1）；

//检查实际值与理论值是否一致

if（ut.getCount（）！=value）{

//出现线程不安全的情况

System.out.println（"循环到第"+loops+"遍，出现线程不安全情况"）；

System.out.println（"此时，count="+ut.getCount（））；

System.exit（0）；

}

}

}

这是一段设计很巧妙的程序，要让volatile变量“出点丑”还是需要花点功夫的。此段程序的运行逻辑如下：

启动100个线程，修改共享资源count的值。

暂停15毫秒，观察活动线程数是否为1（即只剩下主线程在运行），若不为1，则再等待15毫秒。

判断共享资源是否是不安全的，即实际值与理想值是否相同，若不相同，则发现目标，此时count的值为脏数据。

如果没有找到，继续循环，直到达到最大循环次数为止。运行结果如下：

循环到第247遍，出现线程不安全情况

此时，count=999

这只是一种可能的结果，每次执行都有可能产生不同的结果。这也说明我们的count变量没有实现数据同步，在多个线程修改的情况下，count的实际值与理论值产生了偏差，直接说明了volatile关键字并不能保证线程安全。

在解释原因之前，我们先说一下自加操作。count++表示的是先取出count的值然后再加1，也就是count=count+1，所以，在某两个紧邻的时间片段内会发生如下神奇的事情：

（1）第一个时间片段

A线程获得执行机会，因为有关键字volatile修饰，所以它从主内存中获得count的最新值998，接下来的事情又分为两种类型：

如果是单CPU，此时调度器暂停A线程执行，出让执行机会给B线程，于是B线程也获得了count的最新值998。

如果是多CPU，此时线程A继续执行，而线程B也同时获得count的最新值998。

（2）第二个时间片段

如果是单CPU, B线程执行完加1动作（这是一个原子处理），count的值为999，由于是volatile类型的变量，所以直接写入主内存，然后A线程继续执行，计算的结果也是999，重新写入主内存中。

如果是多CPU, A线程执行完加1动作后修改主内存的变量count为999，线程B执行完毕后也修改主内存中的变量为999。

这两个时间片段执行完毕后，原本期望的结果为1000，但运行后的值却为999，这表示出现了线程不安全的情况。这也是我们要说明的：volatile关键字并不能保证线程安全，它只能保证当线程需要该变量的值时能够获得最新的值，而不能保证多个线程修改的安全性。

顺便说一下，在上面的代码中，UnsafeThread类的消耗CPU计算是必须的，其目的是加重线程的负荷，以便出现单个线程抢占整个CPU资源的情景，否则很难模拟出volatile线程不安全的情况，读者可以自行模拟测试。

注意　volatile不能保证数据是同步的，只能保证线程能够获得最新值。

**建议124：异步运算考虑使用Callable接口**

多线程应用有两种实现方式，一种是实现Runnable接口，另一种是继承Thread类，这两个方式都有缺点：run方法没有返回值，不能抛出异常（这两个缺点归根到底是Runable接口的缺陷，Thread也是实现了Runnable接口），如果需要知道一个线程的运行结果就需要用户自行设计，线程类自身也不能提供返回值和异常。但是从Java 1.5开始引入了一个新的接口Callable，它类似于Runable接口，实现它就可以实现多线程任务，Callable的接口定义如下：

public interface Callable＜V＞{

//具有返回值，并可抛出异常

V call（）throws Exception；

}

实现Callable接口的类，只是表明它是一个可调用的任务，并不表示它具有多线程运算能力，还是需要执行器来执行的。我们先编写一个任务类，代码如下：

//税款计算器

class TaxCalculator implements Callable＜Integer＞{

//本金

private int seedMoney；

//接收主线程提供的参数

public TaxCalculator（int\_seedMoney）{

seedMoney=\_seedMoney；

}

@Override

public Integer call（）throws Exception{

//复杂计算，运行一次需要10秒

TimeUnit.MILLISECONDS.sleep（10000）；

return seedMoney/10；

}

}

这里模拟了一个复杂运算：税款计算器，该运算可能要花费10秒钟的时间，此时不能让用户一直等着吧，需要给用户输出点什么，让用户知道系统还在运行，这也是系统友好性的体现：用户输入即有输出，若耗时较长，则显示运算进度。如果我们直接计算，就只有一个main线程，是不可能有友好提示的，如果税金不计算完毕，也不会执行后续动作，所以此时最好的办法就是重启一个线程来运算，让main线程做进度提示，代码如下：

public static void main（String[]args）throws Exception{

//生成一个单线程的异步执行器

ExecutorService es=Executors.newSingleThreadExecutor（）；

//线程执行后的期望值

Future＜Integer＞future=es.submit（new TaxCalculator（100））；

while（！future.isDone（））{

//还没有运算完成，等待200毫秒

TimeUnit.MILLISECONDS.sleep（200）；

//输出进度符号

System.out.print（"#"）；

}

System.out.println（"\n计算完成，税金是："+future.get（）+"元"）；

es.shutdown（）；

}

在该段代码中，Executors是一个静态工具类，提供了异步执行器的创建能力，如单线程执行器newSingleThreadExecutor、固定线程数量的执行器newFixedThreadPool等，一般它是异步计算的入口类。Future关注的是线程执行后的结果，比如有没有运行完毕，执行结果是多少等。此段代码的运行结果如下所示：

##################################################

计算完成，税金是：10元

执行时，“#”会依次递增，表示系统正在运算，为用户提供了运算进度。此类异步计算的好处是：

尽可能多地占用系统资源，提供快速运算。

可以监控线程执行的情况，比如是否执行完毕、是否有返回值、是否有异常等。

可以为用户提供更好的支持，比如例子中的运算进度等。

**建议125：优先选择线程池**

在Java 1.5之前，实现多线程编程比较麻烦，需要自己启动线程，并关注同步资源，防止出现线程死锁等问题，在1.5版之后引入了并行计算框架，大大简化了多线程开发。我们知道一个线程有五个状态：新建状态（New）、可运行状态（Runnable，也叫做运行状态）、阻塞状态（Blocked）、等待状态（Waiting）、结束状态（Terminated），线程的状态只能由新建转变为了运行态后才可能被阻塞或等待，最后终结，不可能产生本末倒置的情况，比如想把一个结束状态的线程转变为新建状态，则会出现异常，例如如下代码会抛出异常：

public static void main（String[]args）throws Exception{

//创建一个线程，新建状态

Thread t=new Thread（new Runnable（）{

public void run（）{

System.out.println（"线程在运行……"）；

}

}）；

//运行状态

t.start（）；

//是否是运行态，若不是则等待10毫秒

while（！t.getState（）.equals（Thread.State.TERMINATED））{

TimeUnit.MILLISECONDS.sleep（10）；

}

//直接由结束态转变为运行态

t.start（）；

}

此段程序运行时会报IllegalThreadStateException异常，原因就是不能从结束状态直接转变为可运行状态，我们知道一个线程的运行时间分为三部分：T1为线程启动时间，T2为线程体的运行时间，T3为线程销毁时间，如果一个线程不能被重复使用，每次创建一个线程都需要经过启动、运行、销毁这三个过程，那么这势必会增大系统的响应时间，有没有更好的办法降低线程的运行时间呢？

T2是无法避免的，只有通过优化代码来实现降低运行时间。T1和T2都可以通过线程池（Thread Pool）来缩减时间，比如在容器（或系统）启动时，创建足够多的线程，当容器（或系统）需要时直接从线程池中获得线程，运算出结果，再把线程返回到线程池中—ExecutorService就是实现了线程池的执行器，我们来看一个示例代码：

public static void main（String[]args）{

//2个线程的线程池

ExecutorService es=Executors.newFixedThreadPool（2）；

//多次执行线程体

for（int i=0；i＜4；i++）{

es.submit（new Runnable（）{

public void run（）{

System.out.println（Thread.currentThread（）.getName（））；

}

}）；

}

//关闭执行器

es.shutdown（）；

}

此段代码首先创建了一个包含两个线程的线程池，然后在线程池中多次运行线程体，输出运行时的线程名称，结果如下：

pool-1-thread-1

pool-1-thread-2

pool-1-thread-1

pool-1-thread-2

本次代码执行了4遍线程体，按照我们之前阐述的“一个线程不可能从结束状态转变为可运行状态”，那为什么此处的2个线程可以反复使用呢？这就是我们要搞清楚的重点。

线程池的实现涉及以下三个名词：

（1）工作线程（Worker）

线程池中的线程，只有两个状态：可运行状态和等待状态，在没有任务时它们处于等待状态，运行时可以循环地执行任务。

（2）任务接口（Task）

这是每个任务必须实现的接口，以供工作线程调度器调度，它主要规定了任务的入口、任务执行完的场景处理、任务的执行状态等。这里有两种类型的任务：具有返回值（或异常）的Callable接口任务和无返回值并兼容旧版本的Runnable接口任务。

（3）任务队列（Wok Queue）

也叫做工作队列，用于存放等待处理的任务，一般是BlockingQueue的实现类，用来实现任务的排队处理。

我们首先从线程池的创建说起，Executors.newFixedThreadPool（2）表示创建一个具有2个线程的线程池，源代码如下：

public class Executors{

public static ExecutorService newFixedThreadPool（int nThreads）{

//生成一个最大为nThreads的线程池执行器

return new ThreadPoolExecutor（nThreads, nThreads，0L, TimeUnit.

MILLISECONDS, new LinkedBlockingQueue＜Runnable＞（））；

}

}

这里使用了LinkedBlockingQueue作为任务队列管理器，所有等待处理的任务都会放在该队列中，需要注意的是，此队列是一个阻塞式的单端队列。线程池建立好了，那就需要线程在其中运行了，线程池中的线程是在submit第一次提交任务时建立的，代码如下：

public Future＜?＞submit（Runnable task）{

//检查任务是否为null

if（task==null）throw new NullPointerException（）；

//把Runnable任务包装成具有返回值的任务对象，不过此时并没有执行，只是包装

RunnableFuture＜Object＞ftask=newTaskFor（task, null）；

//执行此任务

execute（ftask）；

//返回任务预期执行结果

return ftask；

}

此处的代码关键是execute方法，它实现了三个职责。

创建足够多的工作线程数，数量不超过最大线程数量，并保持线程处于运行或等待状态。

把等待处理的任务放到任务队列中。

从任务队列中取出任务来执行。

其中此处的关键是工作线程的创建，它也是通过new Thread方式创建的一个线程，只是它创建的并不是我们的任务线程（虽然我们的任务实现了Runnable接口，但它只是起一个标志性的作用），而是经过包装的Worker线程，代码如下：

private final class Worker implements Runnable{

//运行一次任务

private void runTask（Runnable task）{

//这里的task才是我们自定义实现Runnable接口的任务

task.run（）；

}

//工作线程也是线程，必须实现的run方法

public void run（）{

while（task！=null||（task=getTask（））！=null）{

runTask（task）；

task=null；

}

}

//从任务队列中获得任务

Runnable getTask（）{

for（；）{

return workQueue.take（）；

}

}

此处为示意代码，删除了大量的判断条件和锁资源。execute方法是通过Worker类启动的一个工作线程，执行的是我们的第一个任务，然后该线程通过getTask方法从任务队列中获取任务，之后再继续执行，但问题是任务队列是一个BlockingQueue，是阻塞式的，也就是说如果该队列元素为0，则保持等待状态，直到有任务进入为止，我们来看LinkedBlockingQueue的take方法，代码如下：

public E take（）throws InterruptedException{

//如果队列中元素数量为0，则等待

while（count.get（）==0）

notEmpty.await（）；

//等待状态结束，弹出头元素

x=extract（）；

//如果队列数量还多于1个，唤醒其他线程

if（c＞1）

}

notEmpty.signal（）；

//返回头元素

return x；

}

分析到这里，我们就明白了线程池的创建过程：创建一个阻塞队列以容纳任务，在第一次执行任务时创建足够多的线程（不超过许可线程数），并处理任务，之后每个工作线程自行从任务队列中获得任务，直到任务队列中的任务数量为0为止，此时，线程将处于等待状态，一旦有任务再加入到队列中，即唤醒工作线程进行处理，实现线程的可复用性。

使用线程池减少的是线程的创建和销毁时间，这对于多线程应用来说非常有帮助，比如我们最常用的Servlet容器，每次请求处理的都是一个线程，如果不采用线程池技术，每次请求都会重新创建一个线程，这会导致系统的性能负荷加大，响应效率下降，降低了系统的友好性。

**建议126：适时选择不同的线程池来实现**

Java的线程池实现从最根本上来说只有两个：ThreadPoolExecutor类和Scheduled-ThreadPoolExecutor类，这两个类还是父子关系，但是Java为了简化并行计算，还提供了一个Executors的静态类，它可以直接生成多种不同的线程池执行器，比如单线程执行器、带缓冲功能的执行器等，但归根结底还是使ThreadPoolExecutor类或ScheduledThreadPoolExecutor类的封装类。

为了理解这些执行器，我们首先来ThreadPoolExecutor类，其中它复杂的构造函数可以很好解释该线程池的作用，代码如下：

public class ThreadPoolExecutor extends AbstractExecutorService{

//最完整的构造函数

public ThreadPoolExecutor（int corePoolSize, int maximumPoolSize, long

keep Alive Time, Time Unitunit, Block in gQueue＜Runnable＞

workQueue, ThreadFactory threadFactory, RejectedExecutionHandler handler）{

//检验输入条件

if（corePoolSize＜0||maximumPoolSize＜=0

maximumPoolSize＜corePoolSize||keepAliveTime＜0）

throw new IllegalArgumentException（）；

//检验运行环境

if（workQueue==null||threadFactory==null||handler==null）

throw new NullPointerException（）；

this.corePoolSize=corePoolSize；

this.maximumPoolSize=maximumPoolSize；this.workQueue=workQueue；

this.keepAliveTime=unit.toNanos（keepAliveTime）；this.threadFactory=threadFactory；

this.handler=handler；

}

}

这是ThreadPoolExecutor最完整的构造函数，其他的构造函数都是引用该构造函数实现的，我们逐步来解释这些参数的含义。

corePoolSize：最小线程数。

线程池启动后，在池中保持线程的最小数量。需要说明的是线程数量是逐步到达corePoolSize值的，例如corePoolSize被设置为10，而任务数量只有5，则线程池中最多会启动5个线程，而不是一次性地启动10个线程。

maximumPoolSize：最大线程数量。

这是池中能够容纳的最大线程数量，如果超出，则使用RejectedExecutionHandler拒绝策略处理。

keepAliveTime：线程最大生命期。

这里的生命期有两个约束条件：一是该参数针对的是超过corePoolSize数量的线程；二是处于非运行状态的线程。这么说吧，如果corePoolSize为10，maximumPoolSize为20，此时线程池中有15个线程在运行，一段时间后，其中有3个线程处于等待状态的时间超过了keepAliveTime指定的时间，则结束这3个线程，此时线程池中则还有12个线程正在运行。

unit：时间单位。

这是keepAliveTime的时间单位，可以是纳秒、毫秒、秒、分钟等选项。

workQueue：任务队列。

当线程池中的线程都处于运行状态，而此时任务数量继续增加，则需要有一个容器来容纳这些任务，这就是任务队列。

threadFactory：线程工厂。

定义如何启动一个线程，可以设置线程名称，并且可以确认是否是后台线程等。

handler：拒绝任务处理器。

由于超出线程数量和队列容量而对继续增加的任务进行处理的程序。

线程池的管理是这样一个过程：首先创建线程池，然后根据任务的数量逐步将线程增大到corePoolSize数量，如果此时仍有任务增加，则放置到workQueue中，直到workQueue爆满为止，然后继续增加池中的线程数量（增强处理能力），最终达到maximumPoolSize，那如果此时还有任务要增加进来呢？这就需要handler来处理了，或者丢弃新任务，或者拒绝新任务，或者挤占已有任务等。

在任务队列和线程池都饱和的情况下，一旦有线程处于等待（任务处理完毕，没有新任务增加）状态的时间超过keepAliveTime，则该线程终止，也就是说池中的线程数量会逐渐降低，直至为corePoolSize数量为止。

我们可以把线程池想象成这样一个场景：在一条生产线上，车间规定是可以有corePoolSize数量的工人，但是生产线刚建立时，工作不多，不需要那么多的人。随着工作数量的增加，工人数量也逐渐增加，直至增加到corePoolSize数量为止，此时任务还在增加，那怎么办呢？

好办，任务排队，corePoolSize数量的工人不停歇地处理任务，新增加的任务按照一定的规则存放在仓库中（也就是我们的workQueue中），一旦任务增加的速度超过了工人处理的能力，也就是说仓库爆满时，车间就会继续招聘工人（也就是扩大线程数），直至工人数量达到maximumPoolSize为止，那如果所有的maximumPoolSize工人都在处理任务，而且仓库也是饱和状态，新增任务的该怎么处理呢？这就会扔给一个叫handler的专门机构去处理了，它要么丢弃这些新增的任务，要么无视，要么替换掉别的任务。

过了一段时间后，任务的数量逐渐减少了，导致有一部分工人处以待工状态，为了减少开支（Java是为了减少系统资源消耗），于是开始辞退工人，直至保持为corePoolSize数量的工人为止，此时即使没有工作，也不再辞退工人（池中线程数量不再减少），这也是为了保证以后再有任务时能够快速的处理。

明白了线程池的概念，我们再来看Executors提供的几个创建线程池的便捷方法：

newSingleThreadExecutor：单线程池。

顾名思义就是一个池中只有一个线程在运行，该线程永不超时。而且由于是一个线程，当有多个任务需要处理时，会将它们放置到一个无界阻塞队列中逐个处理，它的实现代码如下：

public static ExecutorService newSingleThreadExecutor（）{

return new FinalizableDelegatedExecutorService（new ThreadPoolExecutor（1，1，0L，

TimeUnit.MILLISECONDS, new LinkedBlockingQueue＜Runnable＞（）））；

}

它的使用方法也非常简单，下面是简单的示例：

public static void main（String[]args）throws Exception{

//创建单线程执行器

ExecutorService es=Executors.newSingleThreadExecutor（）；

//执行一个任务

Future＜String＞future=es.submit（new Callable＜String＞（）{

public String call（）throws Exception{

return""；

}

}）；

//获得任务执行后的返回值

System.out.println（"返回值："+future.get（））；

//关闭执行器

es.shutdown（）；

}

newCachedThreadPool：缓冲功能的线程池。

建立了一个线程池，而且线程数量是没有限制的（当然，不能超过Integer的最大值），新增一个任务即有一个线程处理，或者复用之前空闲的线程，或者新启动一个线程，但是一旦一个线程在60秒内一直是出于等待状态时（也就是1分钟没工作可做），则会被终止，其源代码如下。

public static ExecutorService newCachedThreadPool（）{

return new ThreadPoolExecutor（0，Integer.MAX\_VALUE，60L, TimeUnit.SECONDS, new

SynchronousQueue＜Runnable＞（））；

}

这里需要说明的是，任务队列使用了同步阻塞队列，这意味着向队列中加入一个元素，即可唤醒一个线程（新创建的线程或复用池中空闲线程）来处理，这种队列已经没有队列深度的概念了。

newFixedThreadPool：固定线程数量的线程池。

在初始化时已经决定了线程的最大数量，若任务添加的能力超出了线程处理能力，则建立阻塞队列容纳多余的任务，源代码如下：

public static ExecutorService newFixedThreadPool（int nThreads）{

return new ThreadPoolExecutor（nThreads, nThreads，0L, TimeUnit.MILLISECONDS, new

LinkedBlockingQueue＜Runnable＞（））；

}

上面返回的是一个ThreadPoolExecutor，它的corePoolSize和maximumPoolSize是相等的，也就是说，最大线程数量也是nThreads。如果任务增长速度非常快，超过了LinkedBlockingQueue的最大容量（Integer的最大值），那此时会如何处理呢？会按照ThreadPoolExecutor默认的拒绝策略（默认是DiscardPolicy，直接丢弃）来处理。

以上三种线程池执行器都是ThreadPoolExecutor的简化版，目的是帮助开发人员屏蔽过多的线程细节，简化多线程开发。当需要运行异步任务时，可以直接通过Executors获得一个线程池，然后运行任务，不需要关注ThreadPoolExecutor的一系列参数是什么含义。当然，有时候这三个线程池不能满足要求，此时则可以直接操作ThreadPoolExecutor来实现复杂的多线程运算。可以这样来比喻：newSingleThreadExecutor、newCachedThreadPool、newFixedThreadPool是线程池的简化版，而ThreadPoolExecutor则是旗舰版—简化版更容易操作，需要了解的知识相对少些，方便实用，而且旗舰版功能齐全，适用面广，但难于驾驭。

**建议127：Lock与synchronized是不一样的**

很多编码者都会说，Lock类和synchronized关键字用在代码块的并发性和内存上时语义是一样的，都是保持代码块同时只有一个线程具有执行权。这样的说法只对了一半，我们以一个任务提交给多个线程运行为例，来看看使用显式锁（Lock类）和内部锁（synchronized关键字）有什么不同。首先定义一个任务：

class Task{

public void doSomething（）{

try{

//每个线程等待2秒钟，注意将此时的线程转为WAITING状态

Thread.sleep（2000）；

}catch（Exception e）{

//异常处理

}

StringBuffer sb=new StringBuffer（）；

//线程名称

sb.append（"线程名称："+Thread.currentThread（）.getName（））；

//运行的时间戳

sb.append（"，执行时间："+Calendar.getInstance（）.get（13）+"s"）；

System.out.println（sb）；

}

}

该类模拟了一个执行时间比较长的计算，注意这里使用的是模拟方式，在使用sleep方法时线程的状态会从运行状态转变为等待状态。该任务要具备多线程能力时必须实现Runnable接口，我们分别建立两种不同的锁实现机制，首先看显式锁实现：

//显式锁任务

class TaskWithLock extends Task implements Runnable{

//声明显式锁

private fnal Lock lock=new ReentrantLock（）；

@Override

public void run（）{

try{

//开始锁定

lock.lock（）；

doSomething（）；

}finally{

//释放锁

lock.unlock（）；

}

}

}

这里有一点需要说明的是，显式锁的锁定和释放必须在一个try……finally块中，这是为了确保即使出现运行期异常也能正常释放锁，保证其他线程能够顺利执行。

内部锁的处理也非常简单，代码如下：

//内部锁任务

class TaskWithSync extends Task implements Runnable{

@Override

public void run（）{

//内部锁

synchronized（"A"）{

doSomething（）；

}

}

}

这两个任务看着非常相似，应该能够产生相似的结果吧？我们建立一个模拟场景，保证同时有三个线程在运行，代码如下：

public static void runTasks（Class＜?extends Runnable＞clz）throws Exception{

ExecutorService es=Executors.newCachedThreadPool（）；

System.out.println（"\*\*\*开始执行"+clz.getSimpleName（）+"任务\*\*\*\*"）；

//启动三个线程

for（int i=0；i＜3；i++）{

es.submit（clz.newInstance（））；

}

//等待足够长的时间，然后关闭执行器

TimeUnit.SECONDS.sleep（10）；

System.out.println（"------"+clz.getSimpleName（）+"任务执行完毕-----\n"）；

//关闭执行器

es.shutdown（）；

}

public static void main（String[]args）throws Exception{

//运行显式锁任务

runTasks（TaskWithLock.class）；

//运行内部锁任务

runTasks（TaskWithSync.class）；

}

按照一般的理解，Lock和synchronized的处理方式是相同的，输出应该没有差别，但是很遗憾的是，输出差别其实很大。输出如下：

\*\*\*\*\*开始执行TaskWithLock任务\*\*\*\*\*\*

线程名称：pool-1-thread-1，执行时间：33 s

线程名称：pool-1-thread-2，执行时间：33 s

线程名称：pool-1-thread-3，执行时间：33 s

------TaskWithLock任务执行完毕-----

\*\*\*\*\*开始执行TaskWithSync任务\*\*\*\*\*\*

线程名称：pool-2-thread-1，执行时间：43 s

线程名称：pool-2-thread-3，执行时间：45 s

线程名称：pool-2-thread-2，执行时间：47 s

------TaskWithSync任务执行完毕-----

注意看运行的时间戳，显式锁是同时运行的，很显然在pool-1-thread-1线程执行到sleep时，其他两个线程也会运行到这里，一起等待，然后一起输出，这还具有线程互斥的概念吗？

而内部锁的输出则是我们的预期结果：pool-2-thread-1线程在运行时其他线程处于等待状态，pool-2-thread-1执行完毕后，JVM从等待线程池中随机获得一个线程pool-2-thread-3执行，最后再执行pool-2-thread-2，这正是我们希望的。

现在问题来了：Lock锁为什么不出现互斥情况呢？

这是因为对于同步资源来说（示例中是代码块），显式锁是对象级别的锁，而内部锁是类级别的锁，也就是说Lock锁是跟随对象的，synchronized锁是跟随类的，更简单地说把Lock定义为多线程类的私有属性是起不到资源互斥作用的，除非是把Lock定义为所有线程的共享变量。都说代码是最好的解释语言，我们来看一个Lock锁资源的代码：

public static void main（String[]args）{

//多个线程共享锁

final Lock lock=new ReentrantLock（）；

//启动三个线程

for（int i=0；i＜3；i++）{

new Thread（new Runnable（）{

@Override

public void run（）{

try{

lock.lock（）；

//休眠2秒钟

Thread.sleep（2000）；

System.out.println（Thread.currentThread（）.getName（））；

}catch（InterruptedException e）{

e.printStackTrace（）；

}finally{

lock.unlock（）；

}

}

}）.start（）；

}

}

读者可以执行一下，会发现线程名称Thread-0、Thread-1、Thread-2会逐渐输出，也就是一个线程在执行时，其他线程就处于等待状态。注意，这里三个线程运行的实例对象是同一个类（都是Client$1类的实例）。

那除了这一点不同之外，显式锁和内部锁还有什么不同呢？还有以下4点不同：

（1）Lock支持更细粒度的锁控制

假设读写锁分离，写操作时不允许有读写操作存在，而读操作时读写可以并发执行，这一点内部锁就很难实现。显式锁的示例代码如下：

class Foo{

//可重入的读写锁

private final ReentrantReadWriteLock rwl=new ReentrantReadWriteLock（）；

//读锁

private final Lock r=rwl.readLock（）；

//写锁

private final Lock w=rwl.writeLock（）；

//多操作，可并发执行

public void read（）{

try{

r.lock（）；

Thread.sleep（1000）；

System.out.println（"read……"）；

}catch（InterruptedException e）{

e.printStackTrace（）；

}finally{

r.unlock（）；

}

}

//写操作，同时只允许一个写操作

public void write（Object\_obj）{

try{

w.lock（）；

Thread.sleep（1000）；

System.out.println（"Writing……"）；

}catch（InterruptedException e）{

e.printStackTrace（）；

}finally{

w.unlock（）；

}

}

}

可以编写一个Runnable的实现类，把Foo类作为资源进行调用（注意多线程是共享这个资源的），然后就会发现这样的现象：读写锁允许同时有多个读操作但只允许有一个写操作，也就是当有一个写线程在执行时，所有的读线程和写线程都会阻塞，直到写线程释放锁资源为止，而读锁则可以有多个线程同时执行。

（2）Lock是无阻塞锁，synchronized是阻塞锁

当线程A持有锁时，线程B也期望获得锁，此时，如果程序中使用的是显式锁，则B线程为等待状态（在通常的描述中，也认为此线程被阻塞了），若使用的是内部锁则为阻塞状态。

（3）Lock可实现公平锁，synchronized只能是非公平锁

什么叫非公平锁呢？当一个线程A持有锁，而线程B、C处于阻塞（或等待）状态时，若线程A释放锁，JVM将从线程B、C中随机选择一个线程持有锁并使其获得执行权，这叫做非公平锁（因为它抛弃了先来后到的顺序）；若JVM选择了等待时间最长的一个线程持有锁，则为公平锁（保证每个线程的等待时间均衡）。需要注意的是，即使是公平锁，JVM也无法准确做到“公平”，在程序中不能以此作为精确计算。

显式锁默认是非公平锁，但可以在构造函数中加入参数true来声明出公平锁，而synchronized实现的是非公平锁，它不能实现公平锁。

（4）Lock是代码级的，synchronized是JVM级的

Lock是通过编码实现的，synchronized是在运行期由JVM解释的，相对来说synchronized的优化可能性更高，毕竟是在最核心部分支持的，Lock的优化则需要用户自行考虑。

显式锁和内部锁的功能各不相同，在性能上也稍有差别，但随着JDK的不断推进，相对来说，显式锁使用起来更加便利和强大，在实际开发中选择哪种类型的锁就需要根据实际情况考虑了：灵活、强大则选择Lock，快捷、安全则选择synchronized。

注意　两种不同的锁机制，根据不同的情况来选择。

**建议128：预防线程死锁**

线程死锁（DeadLock）是多线程编码中最头疼的问题，也是最难重现的问题，因为Java是单进程多线程语言，一旦线程死锁，则很难通过外科手术式的方法使其起死回生，很多时候只有借助外部进程重启应用才能解决问题。我们看看下面的多线程代码是否会产生死锁：

class Foo implements Runnable{

public void run（）{

//执行递归函数

fun（10）；

}

//递归函数

public synchronized void fun（int i）{

if（--i＞0）{

for（int j=0；j＜i；j++）{

System.out.print（"\*"）；

}

System.out.println（i）；

fun（i）；

}

}

}

注意fun方法是一个递归函数，而且还加上了synchronized关键字，它保证同时只有一个线程能够执行，想想synchronized关键字的作用：当一个带有synchronized关键字的方法在执行时，其他synchronized方法会被阻塞，因为线程持有该对象的锁。比如有这样的代码：

static class Foo{

public synchronized void m1（）{

try{

Thread.sleep（1000）；

}catch（InterruptedException e）{

//异常处理

}

System.out.println（"m1执行完毕"）；

}

public synchronized void m2（）{

System.out.println（"m2执行完毕"）；

}}

public static void main（String[]args）throws Exception{

final Foo foo=new Foo（）；

//定义一个线程

Thread t=new Thread（new Runnable（）{

public void run（）{

foo.m1（）；

}

}）；

t.start（）；

//等待t1线程启动完毕

Thread.sleep（10）；

//m2方法需要等待m1执行完毕

foo.m2（）；

}

相信读者明白会先输出“m1执行完毕”，然后再输出“m2执行完毕”，因为m1方法在执行时，线程t持有foo对象的锁，要想主线程获得m2方法的执行权限就必须等待m1方法执行完毕，也就是释放当前锁。明白了这个问题，我们思考一下上例中带有synchronized的递归函数是否能执行？会不会产生死锁？运行结果如下：

\*\*\*\*\*\*\*\*\*9

\*\*\*\*\*\*\*\*8

\*\*\*\*\*\*\*7

\*\*\*\*\*\*6

\*\*\*\*\*5

\*\*\*\*4

\*\*\*3

\*\*2

\*1

一个倒三角形，没有产生死锁，正常执行，这是为何呢？很奇怪，是吗？那是因为在运行时当前线程（Thread-0）获得了foo对象的锁（synchronized虽然是标注在方法上的，但实际作用的是整个对象），也就是该线程持有了foo对象的锁，所以它可以多次重入fun方法，也就是递归了。可以这样来思考该问题，一个宝箱有N把钥匙，分别由N个海盗持有（也就是我们Java中的线程了），但是同一时间只能由一把钥匙打开宝箱，获取宝物，只有在上一个海盗关闭了宝箱（释放锁）后，其他海盗才能继续打开锁获取宝物，这里还有一个规则：一旦一个海盗打开了宝箱，则该宝箱内的所有宝物对他来说都是开放的，即使是“宝箱中的宝箱”（即内箱）对他也是开放的。可以用以下代码来表述。

class Foo implements Runnable{

public void run（）{

method1（）；

}

public synchronized void method1（）{

method2（）；

}

public synchronized void method2（）{

//Do Something

}

}

方法method1是synchronized修饰的，方法method2也是synchronized修饰的，method1调用method2是没有任何问题的，因为是同一个线程持有对象锁，在一个线程内多个synchronized方法重入完全是可行的，此种情况下不会产生死锁。

那什么情况下会产生死锁呢？看如下代码：

//资源A

static class A{

public synchronized void a1（B b）{

String name=Thread.currentThread（）.getName（）；

System.out.println（name+"进入A.a1（）"）；

try{

//休眠1秒，仍然持有锁

Thread.sleep（1000）；

}catch（Exception e）{

//异常处理

}

System.out.println（name+"试图访问B.b2（）"）；

b.b2（）；

}

public synchronized void a2（）{

System.out.println（"进入a.a2（）"）；

}

}

//资源B

static class B{

public synchronized void b1（A a）{

String name=Thread.currentThread（）.getName（）；

System.out.println（name+"进入B.b1（）"）；

try{

//休眠1秒，仍然持有锁

Thread.sleep（1000）；

}catch（Exception e）{

//异常处理

}

System.out.println（name+"试图访问A.a2（）"）；

a.a2（）；

}

public synchronized void b2（）{

System.out.println（"进入B.b2（）"）；

}

}

public static void main（String args[]）{

final A a=new A（）；

final B b=new B（）；

//线程A

new Thread（new Runnable（）{

public void run（）{

a.a1（b）；

}

}，"线程A"）.start（）；

//线程B

new Thread（new Runnable（）{

public void run（）{

b.b1（a）；

}

}，"线程B"）.start（）；

}

此段程序定义了两个资源A和B，然后在两个线程A、B中使用了该资源，由于两个资源之间有交互操作，并且都是同步方法，因此在线程A休眠1秒钟后，它会试图访问资源B的b2方法，但是线程B持有该类的锁，并同时在等待A线程释放其锁资源，所以此时就出现了两个线程在互相等待释放资源的情况，也就是死锁了，运行结果如下：

线程A进入A.a1（）

线程B进入B.b1（）

线程B试图访问A.a2（）

线程A试图访问B.b2（）

此种情况下，线程A和线程B会一直互等下去，直到有外界干扰为止，比如终止一个线程，或者某一线程自行放弃资源的争抢，否则这两个线程就始终处于死锁状态了。我们知道要达到线程死锁需要四个条件：

互斥条件：一个资源每次只能被一个线程使用。

资源独占条件：一个线程因请求资源而阻塞时，对已获得的资源保持不放。

不剥夺条件：线程已获得的资源在未使用完之前，不能强行剥夺。

循环等待条件：若干线程之间形成一种头尾相接的循环等待资源关系。

只有满足了这些条件才可能产生线程死锁，这也同时告诫我们如果要解决线程死锁问题，就必须从这四个条件入手，一般情况下可以按照以下两种方式来解决：

（1）避免或减少资源共享

一个资源被多个线程共享，若采用了同步机制，则产生的死锁可能性很大，特别是在项目比较庞大的情况下，很难杜绝死锁，对此最好的解决办法就是减少资源共享。

例如一个B/S结构的办公系统可以完全忽略资源共享，这是因为此类系统有三个特征：一是并发访问不会太高，二是读操作多于写操作，三是数据质量要求比较低，因此即使出现数据资源不同步的情况也不可能产生太大的影响，完全可以不使用同步技术。但是如果是一个支付清算系统就必须慎重考虑资源同步问题了，因为此类系统一是数据质量要求非常高（如果产生数据不同步的情况那可是重大生产事故），二是并发量大，不设置数据同步则会产生非常多的运算逻辑失效的情况，这会导致交易失败，产生大量的“脏”数据，系统可靠性将大大降低。

（2）使用自旋锁

回到前面的例子，线程A在等待线程B释放资源，而线程B又在等待线程A释放资源，僵持不下，那如果线程B设置了超时时间是不是就可以解决该死锁问题了呢？比如线程B在等待2秒后还是无法获得资源，则自行终结该任务，代码如下：

public void b2（）{

try{

//立刻获得锁，或者2秒等待锁资源

if（lock.tryLock（2，TimeUnit.SECONDS））{

System.out.println（"进入B.b2（）"）；

}

}catch（InterruptedException e）{

//异常处理

}finally{

//释放锁

lock.unlock（）；

}

}

上面代码中使用tryLock实现了自旋锁（Spin Lock），它跟互斥锁一样，如果一个执行单元要想访问被自旋锁保护的共享资源，则必须先得到锁，在访问完共享资源后，也必须释放锁。如果在获取自旋锁时，没有任何执行单元保持该锁，那么将立即得到锁；如果在获取自旋锁时锁已经有保持者，那么获取锁操作将“自旋”在那里，直到该自旋锁的保持者释放了锁为止。在我们的例子中就是线程A等待线程B释放锁，在2秒内不断尝试是否能够获得锁，达到2秒后还未获得锁资源，线程A则结束运行，线程B将获得资源继续执行，死锁解除。

对于死锁的描述最经典的案例是哲学家进餐（五位哲学家围坐在一张圆形餐桌旁，人手一根筷子，做以下两件事情：吃饭和思考。要求吃东西的时候停止思考，思考的时候停止吃东西，而且必须使用两根筷子才能吃东西），解决此问题的方法很多，比如引入服务生（资源调度）、资源分级等方法都可以很好地解决此类死锁问题。在我们Java多线程并发编程中，死锁很难避免，也不容易预防，对付它的最好办法是测试：提高测试覆盖率，建立有效的边界测试，加强资源监控，这些方法能使死锁无处遁形，即使发生了死锁现象也能迅速查找到原因，提高系统的可靠性。

**建议129：适当设置阻塞队列长度**

阻塞队列BlockingQueue扩展了Queue、Collection接口，对元素的插入和提取使用了“阻塞”处理，我们知道Collection下的实现类一般都采用了长度自行管理方式（也就是变长），比如这样的代码是可以正常运行的：

public static void main（String[]args）{

//定义初始长度为5

List＜String＞list=new ArrayList＜String＞（5）；

//加入10个元素

for（int i=0；i＜10；i++）{

list.add（""）；

}

}

上面的代码定义了列表的初始长度为5，在实际使用时，当加入的元素超过初始容量时，ArrayList会自行扩容，确保能够正常加入元素。那BlockingQueue也是集合，也实现了Collection接口，它的容量是否会自行管理呢？我们来看代码：

public static void main（String[]args）throws Exception{

//定义初始长度为5

BlockingQueue＜String＞bq=new ArrayBlockingQueue＜String＞（5）；

//加入10个元素

for（int i=0；i＜10；i++）{

bq.add（""）；

}

}

BlockingQueue能够自行扩容吗？答案是不能，运行结果如下：

Exception in thread"main"java.lang.IllegalStateException：Queue full

at java.util.AbstractQueue.add（AbstractQueue.java：71）

at java.util.concurrent.ArrayBlockingQueue.add（ArrayBlockingQueue.java：209）

at Client.main（Client.java：12）

没错，报队列已满异常，这是阻塞队列和非阻塞队列一个重要区别：阻塞队列的容量是固定的，非阻塞队列则是变长的。阻塞队列可以在声明时指定队列的容量，若指定的容量，则元素的数量不可超过该容量，若不指定，队列的容量为Integer的最大值。

阻塞队列和非阻塞队列有此区别的原因是阻塞队列是为了容纳（或排序）多线程任务而存在的，其服务的对象是多线程应用，而非阻塞队列容纳的则是普通的数据元素。我们来看一下ArrayBlockingQueue类最常用的add方法。

public class ArrayBlockingQueue＜E＞extends AbstractQueue＜E＞

implements BlockingQueue＜E＞，java.io.Serializable{

//容纳元素的数组

private final E[]items；

//元素数量计数器

private int count；

public boolean add（E e）{

//调用offer方法尝试写入

if（offer（e））

return true；

else

//写入失败，队列已满

throw new IllegalStateException（"Queue full"）；

}

public boolean offer（E e）{

final ReentrantLock lock=this.lock；

//申请锁，只允许同时有一个线程操作

lock.lock（）；

try{

//元素计数器的计数与数组长度相同，表示队列已满

if（count==items.length）

return false；

else{//队列未满，插入元素

insert（e）；

return true；

}

}finally{

//释放锁

lock.unlock（）；

}

}

}

上面在加入元素时，如果判断出当前队列已满，则返回false，表示插入失败，之后再包装成队列满异常。此处需要注意offer方法，如果我们直接调用offer方法插入元素，在超出容量的情况下，它除了返回false外，不会提供任何其他信息，如果我们的代码不做插入判断，那就会造成数据的“默默”丢失，这就是它与非阻塞队列的不同之处。

阻塞队列的这种机制对异步计算是非常有帮助的，例如我们定义深度为100的阻塞队列容纳100个任务，多个线程从该队列中获取任务并处理，当所有的线程都在繁忙，并且队列中任务数量已经为100时，也预示着系统运算压力非常巨大，而且处理结果的时间也会比较长，于是在第101个任务期望加入时，队列拒绝加入，而且返回异常，由系统自行处理，避免了异步运算的不可知性。但是如果应用期望无论等待多长时间都要运行该任务，不希望返回异常，那该怎么处理呢？

此时就需要用BlockingQueue接口定义的put方法了，它的作用也是把元素加入到队列中，但它与add、offer方法不同，它会等待队列空出元素，再让自己加入进去，通俗地讲，put方法提供的是一种“无赖”式的插入，无论等待多长时间都要把该元素插入到队列中，它的实现代码如下：

public void put（E e）throws InterruptedException{

//容纳元素的数组

final E[]items=this.items；

final ReentrantLock lock=this.lock；

//可中断锁

lock.lockInterruptibly（）；

try{

try{

//队列满，等待其他线程移除元素

while（count==items.length）

notFull.await（）；

}catch（InterruptedException ie）{

//被中断了，唤醒其他线程

notFull.signal（）；

throw ie；

}

//插入元素

insert（e）；

}finally{

//释放锁

lock.unlock（）；

}

}

put方法的目的就是确保元素肯定会加入到队列中，问题是此种等待是一个循环，会不停地消耗系统资源，当等待加入的元素数量较多时势必会对系统性能产生影响，那该如何解决呢？JDK已经想到了这个问题，它提供了带有超时时间的offer方法，其实现方法与put比较类似，只是使用Condition的awaitNanos方法来判断当前线程已经等待了多少纳秒，超时则返回false。

与插入元素相对应，取出元素也有不同的实现，例如remove、poll、take等方法，对于此类方法的理解要建立在阻塞队列的长度固定的基础上，然后根据是否阻塞、阻塞是否超时等实际情况选用不同的插入和提取方法。

注意　阻塞队列的长度是固定的。

**建议130：使用CountDownLatch协调子线程**

思考这样一个案例：百米赛跑，多个参加赛跑的人员在听到发令枪响后，开始跑步，到达终点后结束计时，然后统计平均成绩。这里有两点需要考虑：一是发令枪响，这是所有跑步者（线程）接收到的出发信号，此处涉及裁判（主线程）如何通知跑步者（子线程）的问题；二是如何获知所有的跑步者完成了赛跑，也就是主线程如何知道子线程已经全部完成，这有很多种实现方式，此处我们使用CountDownLatch工具类来实现，代码如下：

static class Runner implements Callable＜Integer＞{

//开始信号

private CountDownLatch begin；

//结束信号

private CountDownLatch end；

public Runner（CountDownLatch\_begin, CountDownLatch\_end）{

begin=\_begin；

end=\_end；

}

@Override

public Integer call（）throws Exception{

//跑步的成绩

int score=new Random（）.nextInt（25）；

//等待发令枪响起

begin.await（）；

//跑步中……

TimeUnit.MILLISECONDS.sleep（score）；

//跑步者已经跑完全程

end.countDown（）；

return score；

}

}

public static void main（String[]args）throws Exception{

//参加赛跑人数

int num=10；

//发令枪只响一次

CountDownLatch begin=new CountDownLatch（1）；

//参与跑步有多个

CountDownLatch end=new CountDownLatch（num）；

//每个跑步者一个跑道

ExecutorService es=Executors.newFixedThreadPool（num）；

//记录比赛成绩

List＜Future＜Integer＞＞futures=new ArrayList＜Future＜Integer＞＞（）；

//跑步者就位，所有线程处于等待状态

for（int i=0；i＜num；i++）{

futures.add（es.submit（new Runner（begin, end）））；

}

//发令枪响，跑步者开始跑步

begin.countDown（）；

//等待所有跑步者跑完全程

end.await（）；

int count=0；

//统计总分

for（Future＜Integer＞f：futures）{

count+=f.get（）；

}

System.out.println（"平均分数为："+count/num）；

}

CountDownLatch类是一个倒数的同步计数器，在程序中启动了两个计数器：一个是开始计数器begin，表示的是发令枪；另外是结束计数器，一共有10个，表示的是每个线程的执行情况，也就是跑步者是否跑完比赛。程序执行逻辑如下：

1）10个线程都开始运行，执行到begin.await后线程阻塞，等待begin的计数变为0。

2）主线程调用begin的countDown方法，使begin的计数器为0。

3）10个线程继续运行。

4）主线程继续运行下一个语句，end的计数器不为0，主线程等待。

5）每个线程运行结束时把end的计数器减1，标志着本线程运行完毕。

6）10个线程全部结束，end计数器为0。

7）主线程继续执行，打印出成绩平均值。

CountDownLatch的作用是控制一个计数器，每个线程在运行完毕后会执行countDown，表示自己运行结束，这对于多个子任务的计算特别有效，比如一个异步任务需要拆分成10个子任务执行，主任务必须要知道子任务是否完成，所有子任务完成后才能进行合并计算，从而保证了一个主任务的逻辑正确性。这和我们的实际工作非常类似，比如领导安排了一个大任务给我，我一个人不可能完成，于是我把该任务分解给10个人做，在10个人全部完成后，我把这10个结果组合起来返回给领导—这就是CountDownLatch的作用。

**建议131：CyclicBarrier让多线程齐步走**

思考这样一个案例：两个工人从两端挖掘隧道，各自独立奋战，中间不沟通，如果两人在汇合点处碰头了，则表明隧道已经挖通。这描绘的也是在多线程编程中，两个线程独立运行，在没有线程间通信的情况下，如何解决两个线程汇集在同一原点的问题。Java提供了CyclicBarrier（关卡，也有翻译为栅栏）工具类来实现，代码如下：

static class Worker implements Runnable{

//关卡

private CyclicBarrier cb；

public Worker（CyclicBarrier\_cb）{

cb=\_cb；

}

public void run（）{

try{

Thread.sleep（new Random（）.nextInt（1000））；

System.out.println（Thread.currentThread（）.getName（）+"-到达汇合点"）；

//到达汇合点

cb.await（）；

}catch（Exception e）{

//异常处理

}

}

}

public static void main（String[]args）throws Exception{

//设置汇集数量，以及汇集完成后的任务

CyclicBarrier cb=new CyclicBarrier（2，new Runnable（）{

public void run（）{

System.out.println（"隧道已经打通！"）；

}

}）；

//工人1挖隧道

new Thread（new Worker（cb），"工人1"）.start（）；

//工人2挖隧道

new Thread（new Worker（cb），"工人2"）.start（）；

}

在这段程序中，定义了一个需要等待2个线程汇集的CyclicBarrier关卡，并且定义了完成汇集后的任务（输出“隧道已经打通！”），然后启动了2个线程（也就是2个工人）开始执行任务。代码逻辑如下：

1）2个线程同时开始运行，实现不同的任务，执行时间不同。

2）“工人1”线程首先到达汇合点（也就是cb.await语句），转变为等待状态。

3）“工人2”线程到达汇合点，满足预先的关卡条件（2个线程到达关卡），继续执行。此时还会额外的执行两个动作：执行关卡任务（也就是run方法）和唤醒“工人1”线程。

4）“工人1”线程继续执行。

CyclicBarrier关卡可以让所有线程全部处于等待状态（阻塞），然后在满足条件的情况下继续执行，这就好比是一条起跑线，不管是如何到达起跑线的，只要到达这条起跑线就必须等待其他人员，待人员到齐后再各奔东西，CyclicBarrier关注的是汇合点的信息，而不在乎之前或之后做何处理。

CyclicBarrier可以用在系统的性能测试中，例如我们编写了一个核心算法，但不能确定其可靠性和效率如何，我们就可以让N个线程汇集到测试原点上，然后“一声令下”，所有的线程都引用该算法，即可观察出算法是否有缺陷。
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快，快点，再快点……大脑已经跟不上鼠标！

——佚名

在这个快餐时代，系统一直在提速，从未停步过，从每秒百万条指令的CPU到现在的每秒万亿条指令的多核CPU，从最初发布一个帖子需要等待N小时才有回复到现在的微博，一个消息在几分钟内就可以传遍全球；从N天才能完成的一次转账交易，到现在的即时转账—我们进入了一个光速发展的时代，我们享受着，也在被追逐着—榨干硬件资源，加速所有能加速的，提升所有能提升的。

**建议132：提升Java性能的基本方法**

Java从诞生之日起就被质疑：字节码在JVM中运行是否会比机器码直接运行的效率会低很多？很多技术高手、权威网站都有类似的测试和争论，从而来表明Java比C（或C++）更快或效率相同。此类话题我们暂且不表（这类问题的争论没完没了，也许等到我们退休的时候，还想找个活动脑筋的方式，此类问题就会是最好的选择），我们先从如何提高Java的性能方面入手，看看怎么做才能让Java程序跑得更快，效率更高，吞吐量更大。

**（1）不要在循环条件中计算**

如果在循环（如for循环、while循环）条件中计算，则每循环一遍就要计算一次，这会降低系统效率，就比如这样的代码：

//每次循环都要计算count\*2

while（i＜count\*2）{

//Do Something

}

应该替换为：

//只计算一遍

int total=count\*2；

while（i＜total）{

//Do Something

}

**（2）尽可能把变量、方法声明为final static类型**

假设要将阿拉伯数字转换为中文数字，其定义如下：

public String toChineseNum（int num）{

//中文数字

String[]cns={"零"，"壹"，"贰"，"叁"，"肆"，"伍"，"陆"，"柒"，"捌"，"玖"}；

return cns[num]；

}

每次调用该方法时都会重新生成一个cns数组，注意该数组不会改变，属于不变数组，在这种情况下，把它声明为类变量，并且加上final static修饰会更合适，在类加载后就生成了该数组，每次方法调用则不再重新生成数组对象了，这有助于提高系统性能，代码如下。

//声明为类变量

final static String[]cns={"零"，"壹"，"贰"，"叁"，"肆"，"伍"，"陆"，"柒"，"捌"，"玖"}；

public String toChineseNum（int num）{

return cns[num]；

}

**（3）缩小变量的作用范围**

关于变量，能定义在方法内的就定义在方法内，能定义在一个循环体内的就定义在循环体内，能放置在一个try……catch块内的就放置在该块内，其目的是加快GC的回收。

**（4）频繁字符串操作使用StringBuilder或StringBuffer**

虽然String的联接操作（“+”号）已经做了很多优化，但在大量的追加操作上StringBuilder或StringBuffer还是比“+”号的性能好很多，例如这样的代码：

String str="Log file is ready……"；

for（int i=0；i＜max；i++）{

//此处生成三个对象

str+="log"+i；

}

应该修改为：

StringBuilder sb=new StringBuilder（20000）；

sb.append（"Log file is ready……"）；

for（int i=0；i＜max；i++）{

sb.append（"log"+i）；

}

String log=sb.toString（）；

**（5）使用非线性检索**

如果在ArrayList中存储了大量的数据，使用indexOf查找元素会比java.utils.Collections.binarySearch的效率低很多，原因是binarySearch是二分搜索法，而indexOf使用的是逐个元素比对的方法。这里要注意：使用binarySearch搜索时，元素必须进行排序，否则准确性就不可靠了。

**（6）覆写Exception的fillInStackTrace方法**

我们在第8章中提到fillInStackTrace方法是用来记录异常时的栈信息的，这是非常耗时的动作，如果我们在开发时不需要关注栈信息，则可以覆盖之，如下覆盖fillInStackTrace的自定义异常会使性能提升10倍以上：

class MyException extends Exception{

public Throwable fillInStackTrace（）{

return this；

}

}

**（7）不建立冗余对象**

不需要建立的对象就不能建立，说起来很容易，要完全遵循此规则难度就很大了，我们经常就会无意地创建冗余对象，例如这样一段代码：

public void doSomething（）{

//异常信息

String exceptionMsg="我出现异常了，快来就救我！"；

try{

Thread.sleep（10）；

}catch（Exception e）{

//转换为自定义运行期异常

throw new MyException（e, exceptionMsg）；

}

}

注意看变量exceptionMsg，这个字符串变量在什么时候会被用到？只有在抛出异常时它才有用武之地，那它是什么时候创建的呢？只要该方法被调用就创建，不管会不会抛出异常。我们知道异常不是我们的主逻辑，不是我们代码必须或经常要到达的区域，那为了这个不经常出现的场景就每次都多定义一个字符串变量，合适吗？而且还要占用更多的内存！所以，在catch块中定义exceptionMsg方法才是正道：需要的时候才创建对象。

我们知道运行一段程序需要三种资源：CPU、内存、I/O，提升CPU的处理速度可以加快代码的执行速度，直接表现就是返回时间缩短了，效率提高了；内存是Java程序必须考虑的问题，在32位的机器上，一个JVM最多只能使用2GB的内存，而且程序占用的内存越大，寻址效率也就越低，这也是影响效率的一个因素。I/O是程序展示和存储数据的主要通道，如果它很缓慢就会影响正常的显示效果。所以我们在编码时需要从这三个方面入手接口（当然了，任何程序优化都是从这三方面入手的）。

Java的基本优化方法非常多，这里不再罗列，相信读者也有自己的小本本，上面所罗列的性能优化方法可能远比这里多，但是随着Java的不断升级，很多看似很正确的优化策略就逐渐过时了（或者说已经失效了），这一点还需要读者注意。最基本的优化方法就是自我验证，找出最佳的优化途径，提高系统性能，不可盲目信任。

**建议133：若非必要，不要克隆对象**

通过clone方法生成一个对象时，就会不再执行构造函数了，只是在内存中进行数据块的拷贝，此方法看上去似乎应该比new方法的性能好很多，但是Java的缔造者们也认识到“二八原则”，80%（甚至更多）的对象是通过new关键字创建出来的，所以对new在生成对象（分配内存、初始化）时做了充分的性能优化，事实上，一般情况下new生成的对象比clone生成的性能方面要好很多，例如这样的代码。

private static class Apple implements Cloneable{

public Object clone（）{

try{

return super.clone（）；

}catch（CloneNotSupportedException e）{

throw new Error（）；

}

}}

public static void main（String[]args）{

//循环10万次

final int maxLoops=10\*10000；

int loops=0；

//开始时间

long start=System.nanoTime（）；

//"母"对象

Apple apple=new Apple（）；

while（++loops＜maxLoops）{

apple.clone（）；

}

long mid=System.nanoTime（）；

System.out.println（"clone方法生成对象耗时："+（mid-start）+"ns"）；

//new生成对象

while（--loops＞0）{

new Apple（）；

}

long end=System.nanoTime（）；

System.out.println（"new生成对象耗时："+（end-mid）+"ns"）；

}

在上面的代码中，Apple是一个简单的可拷贝类，用两种方式生成了10万个苹果：一种是通过克隆技术，一种是通过直接种植（也就是new关键字），按照我们的常识想当然地会认为克隆肯定比new要快，但是结果却是这样的：

clone方法生成对象耗时：18731431 ns

new生成对象耗时：2391924 ns

不用看具体的数字，数数位数就可以了：clone方法花费的时间是8位数，而new方法是7位数，用new生成对象比clone方法快很多！原因是Apple的构造函数非常简单，而且JVM对new做了大量的性能优化，而clone方式只是一个冷僻的生成对象方式，并不是主流，它主要用于构造函数比较复杂，对象属性比较多，通过new关键字创建一个对象比较耗时间的时候。

注意　克隆对象并不比直接生成对象效率高。

**建议134：推荐使用“望闻问切”的方式诊断性能**

“望闻问切”是中医诊断疾病的必经步骤，“望”是指观气色，“闻”是指听声息，“问”是指询问症状，“切”是指摸脉象，合称“四诊”，经过这四个步骤，大夫基本上就能确认病症所在，然后加以药物调理，或能还以病人健康身躯。

一个应用系统如果出现性能问题，不管是偶发性问题还是持久性问题，都是系统“生病”的表现，需要工程师去诊断，然后对症下药。我们可以把Java的性能诊断也分为此四个过程（把我们自己想象成医生吧，只是我们的英文名字不叫Doctor，而是叫做Trouble Shooter）：

**（1）望**

观察性能问题的症状。有人投诉我们开发出的系统性能慢，如蜗牛爬行，执行一个操作，在等待它返回的过程中，用户已经完成了倒水、喝茶、抽烟等一系列消遣活动，但系统还是没返回结果！其实这是个好现象，至少我们能看到症状，从而可以对症下药。性能问题从表象上来看可以分为两类：

不可（或很难）重现的偶发性问题

比如线程阻塞，在某种特殊条件下，多个线程访问共享资源时会被阻塞，但不会形成死锁，这种情况很难去重现，当用户打电话投诉时，我们自己赶到现场症状已经消失了，然后1个月内再也没有出现过，当我们都认为“磨合”期已过，系统已经正常运行的时候，又接到了类似的投诉，崩溃呀！对于这种情况，“望”已经不起作用了，不要为了看到症状而花费大量的时间和精力，可以采用后续提到的“闻问切”方式。

可重现的性能问题

客户打电话给我们，反映系统性能缓慢，不需要我们赶到现场，自己观察一下生产机就可以发现部分交易缓慢，CPU过高，可用内存较低等问题，在这种情况下我们至少要测试三个有性能问题的交易（或者三个与业务相关而技术无关的功能，或者与技术有关而业务无关的功能），为什么是三个呢？因为“永远不要带两块手表”，这会致使无法验证和校对。

比如三个不同的输入功能，都是用户输入信息，然后保存到数据库中，但是三个交易的性能都非常缓慢，通过初步的“望”我们就可以基本确认是与数据库或数据驱动相关的问题；若是只有一个交易缓慢，其他两个正常，那就可以大致定位到一个面：该交易的逻辑层出现问题。

**（2）闻**

中医上的“闻”是大夫听（或嗅）患者不自觉发出的声音和气味，在性能优化上的“闻”则是关注项目被动产生的信息，其中包括：项目组的技术能力（主要取决于技术经理的技术能力）、文化氛围、群体的习惯和习性，以及他们专注和擅长的领域等，各位读者可能要疑惑了：中医上“闻”的对象是病人，而为什么这里“闻”的对象却是开发团队呢？

我们这样来思考该问题，如果是一个人（个体）生病了，找大夫如此处理是没有任何问题的，但是如果是人类（群体）生病了，那如何追寻这个根源呢？假设人是上帝创造的，如果有一群外星生物说“人类都有自私的缺陷”，那是不是应该去观察一下上帝？了解这个缺陷是源于他的习惯性动作还是技能缺乏，或者是“文化传承”。对于一个Java应用来说，我们就是“上帝”，我们创造了他，给了他生命（能够运行），给了他尊严（用户需要它），给了他灵魂（解决了业务问题），那一旦他生病，是不是应该审视一下我们这些“上帝”呢？或者我们得自我反省一下呢？

如果项目组的技术能力很强，有资深的数据库专家，有顶尖的架构师，也有首席程序员，那性能问题产生的根源就应该定位在无意识的代码缺陷上。

如果项目组的文化氛围很糟糕，组员不交流，没有固定的代码规范，缺乏整体的架构等，那性能问题的根源就可能存在于某个配置上，或者相互的接口调用上。

如果项目组已经习惯了某一个框架，而且也习惯了框架的种种约束，那性能的根源就可能是有人越过了框架的协约。

需要注意的是，“闻”并不是主动地去了解，而是由技术（人或应用）自行挥发出的“味道”，需要我们要敏锐地抓住，这可能会对性能分析有非常大的帮助。

**（3）问**

“问”就是与技术人员（缔造者）和业务人员（使用者）一起探讨该问题，了解性能问题的历史状况，了解“慢”产生的前因后果，比如对于业务人员我们可以咨询：

性能是不是一直这样慢，从何时起慢到不能忍受？

哪一个操作或哪一类操作最慢，大概的等待时间是多长？

用户的操作习惯是什么，是喜欢快捷键还是喜欢用鼠标点击？

在什么时间段最慢，业务高峰期是否有滞顿现象，业务低谷是否也缓慢？

其他访问渠道，如移动设备是否也有效率问题？

业务品种和数量有没有激增，操作人员是否大规模增加？

是否在业务上发生过重大事项或重要变更，当时的性能如何？

用户的操作习惯有没有改变，或者用户是否自定义了某些功能？

而对于技术人员，我们就要从技术角度来询问性能问题了，而且由于技术人员对系统了如指掌，可能会“无意识”地回避问题，我们应该有技巧地处理这类问题，例如可以这样来询问技术人员：

系统日志是否记录了缓慢信息，是否可以回放缓慢交易？

缓慢时系统的CPU、内存、I/O如何？

高峰期和低谷时业务并发数量、并发交易种类、连接池的数量、数据的连接数量如何？

最早接到用户投诉是什么时候，是如何处理的，优化后如何？

数据量的增长幅度如何，是否有历史数据处理策略？

系统是否有不稳定的情况，是否出现过宕机，是否产生过javacore文件？最后一次变更是何时，变更的内容是哪些，变更后是否出现过性能问题？操作系统、网络、存储、应用软件等环境是否发生过改变？

通过与技术人员和业务人员交流，我们可以对性能问题有一个整体认识，避免“管中窥豹，只见一斑”的偏见，更加有助于我们分析和定位问题。

**（4）切**

“切”是“四诊”的最后一个环节，也是最重要的环节，这个环节结束我们就要给出定论：问题出在什么地方，该如何处理等。Java的性能诊断也是类似的，“切”就要我们接触真实的系统数据，需要去看设计，看代码，看日志，看系统环境，然后是思考分析，最后给出结论。在这一环节中，需要注意两点：一是所有的非一手资料（如报告、非系统信息）都不是100%可信的，二是测试环境毕竟是测试环境，它只是证明假设的辅助工具，并不能证明方法或策略的正确性。

曾经遇到过这样一个案例，有一个24小时运行的高并发系统，从获得的资料上看，在出现偶发性的性能故障前系统没有做过任何变更，网络也没变更过，业务也没有过大的变动，业务人员的形容是“一夜之间系统就变慢了”，而且该问题在测试机上不能模拟重现。接到任务后，马上进行“望闻问”，都没有太大的收获。进入到“切”环节时，对大量的日志进行跟踪分析调试，最终锁定到了加密机上：加密机属于多个系统的共享资源，当排队加密数据时就有可能出现性能问题，最终的解决方案是增加一台加密机，于是系统性能恢复正常。

性能优化是一个漫长的工作，特别是对于偶发性的性能问题，不要期望找到“名医”立刻就能见效，这是不现实的，深入思考，寻根探源，最终必然能找到根源所在。中医上有一句话“病来如山倒，病去如抽丝”，系统诊断也应该这样一个过程，切忌急躁。

注意　性能诊断遵循“望闻问切”，不可过度急躁。

**建议135：必须定义性能衡量标准**

出现性能问题不可怕，可怕的是没有目标，用户只是说“我希望它非常快”，或者说“和以前一样快”，在这种情况下，我们就需要把制定性能衡量标准放在首位了，原因有两个：

**（1）性能衡量标准是技术与业务之间的契约**

“非常快”是一个直观性的描述，它不具有衡量的可能性，对技术人员来说，一个请求在2秒钟之内响应就可以认为是“非常快”了，但对业务人员来说，“非常快”指的是在0.5秒内看到结果—看，出现偏差了。如果我们不解决这种偏差，就有可能出现当技术人员认为优化结束的时候，而业务人员还认为系统很慢，仍然需要提高继续性能，于是拒不签收验收文档，这就产生商务麻烦了。

**（2）性能衡量标志是技术优化的目标**

性能优化是无底线的，性能优化得越厉害带来的副作用也就明显，例如代码的可读性差，可扩展性降低等，比如一个乘法计算，我们一般是这样写代码的：

int i=100\*16；

如果我们为了提升系统性能，使用左移的方式来计算，代码如下：

int i=100＜＜4；

性能确实提高了，但是也带来了副作用，比如代码的可读性降低了很多，要想让其他人员看明白这个左移是何意，就需要加上注释说“把100扩大16倍”，这在项目开发中是非常不合适的。因此为了让我们的代码保持优雅，减少“坏味道”的产生，就需要定义一个优化目标：优化到什么地步才算结束。

明白了性能标准的重要性，就需要在优化前就制定好它，一个好的性能衡量标准应该包括以下KPI（Key Performance Indicators）：

核心业务的响应时间。一个新闻网站的核心业务就是新闻浏览，它的衡量标准就是打开一个新闻的时间；一个邮件系统的核心业务就是邮件发送和接收速度；一个管理型系统的核心就是流程提交，这也就是它的衡量标准。

重要业务的响应时间。重要业务是指在系统中占据前沿地位的业务，但是不会涉及业务数据的功能，例如一个业务系统需要登录后才能操作核心业务，这个登录交易就是它的重要交易，比如邮件系统的登录。

当然，性能衡量标准必须在一定的环境下，比如网络、操作系统、硬件设备等确定的情况下才会有意义，并且还需要限定并发数、资源数（如10万数据和1000万的数据响应时间肯定不同）等，当然很多时候我们并没有必要白纸黑字地签署一份协约，我们编写性能衡量标准更多地是为了确定一个目标，并尽快达到业务要求而已。

**建议136：枪打出头鸟—解决首要系统性能问题**

在一个系统出现性能问题的时候，很少会出现只有一个功能有性能问题（一个功能出现性能问题的情况非常容易解决，基本上不会花费什么时间），系统一旦出现性能问题，也就意味着一批的功能都出现了问题，在这种情况下，我们要做的就是统计出业务人员认为重要而且缓慢的所有功能，然后按照重要优先级和响应时间进行排序，并找出前三名，而这就是我们要找的“准出头鸟”。

“准出头鸟”找到了，然后再对这三个功能进行综合分析，运行“望闻问切”策略，找到问题的可能根源，然后只修正第一个功能的性能缺陷，再来测试检查是否解决了这个问题，紧接着是第二个、第三个，循环之。可能读者会产生疑问：为什么这里只修正第一个缺陷，而不是三个一起全部修正？这是因为第一个性能缺陷才是我们真正的出头鸟，在我做过的性能优化项目中超过80%的只要修正了第一个缺陷，其他的性能问题就会自行解决或非常容易解决，已经不成为问题了。

比如BBS系统，从用户登录到用户浏览、发帖都非常缓慢，经过逐步筛选，确定登录就是“出头鸟”，需要着重解决，代码如下：

class Login extends HttpServlet{

public void doGet（HttpServletRequest req, HttpServletResponse resp）{

//从req中获得用户名和密码

String userName=……；

String passwd=……；

//由登录逻辑处理登录

boolean loginSuccess=loginBiz.login（user, passwd）；

if（loginSuccess）{

//登录成功，签到

Checker.sign（userName）；

}else{

//登录不成功，记录日志

log.warn（userName+"，登录失败！"）

}

}

}

这是一个早期Web应用的典型验证代码，先验证用户是否登录成功，然后决定是否向Session中写入信息。在该BBS系统中，分析发现login和sign操作都非常耗时，那就首先跟踪login，代码如下：

class LoginBiz{

public void login（String\_user, String\_password）{

//根据用户名获得用户对象

User u=userDao.getUserByUser（\_user）；

return u！=null＆＆u.getPasswd（）.equals（\_password）；

}

}

追踪到这里，发现从数据中取出用户对象的效率很低，但是数据库的CPU、内存、I/O都没有问题，而且没有到达最大连接数。继续追踪下去，终于发现问题了：数据库的版本和JDBC的版本不一致，虽然在进行所有的连接、执行SQL、断开等操作时都没有出现任何问题，但在多表的联合查询中速度非常慢。问题定位了，将其替换成数据库匹配的驱动程序，登录问题马上得到解决，并且其他所有性能慢的问题都解决了，归根结底其实都是数据库驱动问题引起的。

解决性能问题时，不要把所有的问题都摆在眼前，这只会“扰乱”你的思维，集中精力，找到那个“出头鸟”，解决它，在大部分情况下，一批性能问题都会迎刃而解，而且我们的用户关注最多的可能就是系统20%的功能，可能我们解决了这一部分，已经达到了用户的预期目标，也就标志着我们的优化工作可以结束了。

注意　解决性能优化要“单线程”小步前进，避免关注点过多而导致精力分散。

**建议137：调整JVM参数以提升性能**

我们写的每一段Java程序都要在JVM中运行，如果程序已经优化到了极致，但还是觉得性能比较低，那JVM的优化就要提到日程上来了。不过，由于JVM又是系统运行的容器，所以稳定性也是必须考虑的，过度的优化可能就会导致系统故障频繁发生，致使系统质量大幅下降。下面提供了四个常用的JVM优化手段，供你在需要时参考。

**（1）调整堆内存大小**

我们知道，在JVM中有两种内存：栈内存（Stack）和堆内存（Heap），栈内存的特点是空间比较小，速度快，用来存放对象的引用及程序中的基本类型；而堆内存的特点是空间比较大，速度慢，一般对象都会在这里生成、使用和消亡。

栈空间是由线程开辟，线程结束，栈空间由JVM回收，因此它的大小一般不会对性能有太大的影响，但是它会影响系统的稳定性，在超过栈内存的容量时，系统会报StackOverflowError错误。可以通过“java-Xss＜size＞”设置栈内存大小来解决此类问题。

堆内存的调整不能太随意，调整得太小，会导致Full GC频繁执行，轻则导致系统性能急速下降，重则导致系统根本无法使用；调整得太大，一则是浪费资源（当然，若设置了最小堆内存则可以避免此问题），二则是产生系统不稳定的情况，例如在32位的机器上设置超过1.8GB的内存就有可能产生莫名其妙的错误。设置初始化堆内存为1GB（也就是最小堆内存），最大堆内存为1.5GB可以用如下的参数：

java-Xmx1536m-Xms1024m

**（2）调整堆内存中各分区的比例**

JVM的堆内存包括三部分：新生区（Young Generation Space）、养老区（Tenure generation space）、永久存储区（Permanent Space），其中新生成的对象都在新生区，它又分为伊甸区（Eden Space）、幸存0区（Survivor 0 Space）和幸存1区（Survivor 1 Space），当在程序中使用了new关键字时，首先在伊甸区生成该对象，如果伊甸区满了，则用垃圾回收器先进行回收，然后把剩余的对象移动到幸存区（0区或1区），可如果幸存区也满了呢？垃圾回收器会再回收一次，然后再把剩余的对象移动到养老区，那要是养老区也满了呢？此时就会触发Full GC（这是一个非常危险的动作，JVM会停止所有的执行，所有系统资源都会让位给垃圾回收器），会对所有的对象过滤一遍，检查是否有可以回收的对象，如果还是没有的话，就抛出OutOfMemoryError错误，系统不干了！

清楚了这个原理（若还是不清楚，请看看《JVM Specification》），那我们就可以思考一下如何提升性能了：若扩大新生区，势必会减少养老区，这就可能产生不稳定的情况，一般情况下，新生区和养老区的比例为1：3左右，设置命令如下：

java-XX：NewSize=32m-XX：MaxNewSize=640m-XX：MaxPermSize=1280m-XX：NewRatio=5

该配置指定新生代初始化为32MB（也就是新生区最小内存为32M），最大不超过640MB，养老区最大不超过1280MB，新生区和养老区的比例为1：5。

**（3）变更GC的垃圾回收策略**

Java程序性能的最大障碍就是垃圾回收，我们不知道它何时会发生，也不知道它会执行多长时间，但是我们可以想办法改变它对系统的影响，比如启用并行垃圾回收、规定并行回收的线程数量等，命令格式如下：

java-XX：+UseParallelGC-XX：ParallelGCThreads=20

这里启用了并行垃圾收集机制，并且定义了20个收集线程（默认的收集线程等于CPU的数量），这对多CPU的系统是非常有帮助的，可以大大减少垃圾回收对系统的影响，提高系统性能。

当然，垃圾回收的策略还有很多属性可以修改，比如UseSerialGC（启用串行GC，默认值）、ScavengeBeforeFullGC（新生代GC优先于Full GC执行）、UseConcMarkSweepGC（对老生代采用并发标记交换算法进行GC）等，这些参数需要在系统中逐步调试。

**（4）更换JVM**

如果所有的JVM优化都不见效，那只有使用最后一招了：更换JVM，目前市面上比较流行的JVM有三个产品：Java HotSpot VM、Oracle JRockit JVM、IBM JVM，其中HotSpot是我们经常使用的，稳定性、可靠性都不错；JRockit则以效率著称，性能是它的优势，但在决定使用该JVM之前一定要做好全面的系统测试，它的某些行为可能会在JRockit上产生Bug；IBM JVM也比较稳定，而且它在AIX系统上的表现要远远好于其他操作系统。

JVM的优化不能像程序优化一样，找到Bug就可以立刻解决，JVM的优化一定是要循序渐进的，参数设置不可激进，特别是需要优化多个参数时，一定要逐步实施，确保每个优化步骤都达到了预期目标，否则会对整个系统的稳定性产生较大的风险。需要提醒的是以上带有“-XX”的JVM参数可能是不健壮的，SUN也不推荐使用，可能后续会在没有通知的情况下就不再支持它了，但是它又非常好用，这需要在系统升级、迁移时慎重考虑。

**建议138：性能是个大“咕咚”**

有一部动画片叫《咕咚来了》，其大致剧情是：三只小兔在湖边玩耍，忽然湖中传来“咕咚”一声，这奇怪的声音把小兔们吓了一大跳。小兔们刚想去看个究竟，又听到“咕咚”一声，这可把小兔们吓坏了，“快跑，咕咚来了，快逃呀！”小兔们转身就跑。

狐狸正同小鸟跳舞，与跑来的兔子碰了个满怀。狐狸一听“咕咚来了！”也紧张起来，跟着就跑。它们又惊醒了睡觉的小熊和树上的小猴，小熊和小猴也不问青红皂白，跟着它们跑起来，于是一路上跟着跑的动物越来越多，大象、河马、老虎、野猪……

岸上这阵骚乱，让湖中的青蛙感到十分惊讶，它拦住了这群吓蒙了的伙伴们，问出了什么事，大家七嘴八舌地形容“咕咚”是个多么可怕的怪物。青蛙问：“谁见到了？”大家互相推诿，谁也没有亲眼看见，于是决定回去看看明白。

回到湖边，又听见“咕咚”一声，仔细一看，原来是木瓜掉进水里发出的声音，众动物不禁大笑起来。

这寓言故事好笑吗？很好笑，但是要是发生在我们自己身上就不那么好笑了，比如说，某些Javaer一直在质疑Java系统的性能，于是我们自己也跟着怀疑Java的性能—这就是发生在我们身边的真实“咕咚”，Java系统的性能问题本就是子虚乌有的事情，是我们自己吓唬自己，其实，我们可以从四个方面分析该问题：

**（1）没有慢的系统，只有不满足业务的系统**

不管是使用C开发还是Java开发的项目，最终都会有一个产品诞生，或服务于大众（如网站），或服务于企业（企业级应用），谁来决定一个系统的快慢呢？不是计算机，它只会使用毫秒、纳秒去记录时间但不会做判断，它可以计算出一个交易执行了多长时间，但它不能决定这个时间是长还是短，那谁去判断呢？是人，准确地说是使用者，即使是开发人员自己根据日志记录的时间来判断系统是慢了还是快了，那也还是以使用者的身份来判断的，对一个系统毫无了解的人员是无法判断出一个系统的快慢的。

例如一个做统计的业务人员去看计费系统，即使响应需要N秒的时间，统计人员也会觉得非常快了，那是因为统计系统的结果经常是按照小时、天来计算的。再比如即时通信系统，有1秒内的延迟是可以接受的（发送者发出消息到接受者接收消息的时间间隔为1秒），但是语音通信系统若有1秒的延迟就是不可接受的了；发送邮件N分钟后才收到，这是可以容忍的，但是对于同城银行内转账来说，这个时间就是不可容忍的，必须在秒级完成。不同的系统所要求的性能不同，因此只要一个系统达到业务要求就可以认为它足够快，我们不要期望跨系统间的性能对比，这是毫无意义的。

如果有使用者告诉你，“这个系统太慢了”，也就是在间接地提醒您：系统没有满足业务需求，尚待继续努力。

**（2）没有慢的系统，只有架构不良的系统**

在做系统架构设计时，架构师有没有考虑并行计算？有没有考虑云计算技术？有没有负载均衡？……这些都是解决我们性能问题的良方，只要架构设计得当，效率就不是问题。

即使是架构初期没有考虑扩展性，那我们也有一些手段可解决性能问题。比如有一个批处理系统，系统建设时的目标是：5小时内生成2000万条业务数据，可到第3年的时候，公司发生了大规模的变化（整合了其他同类公司），需要处理的数据更多了，在5小时内需要生成8000万业务。于是就得考虑架构的扩展了。有一个很简单的处理方案，即应用服务器水平扩展，增加业务数据源的纵向切割能力，均分数据压力，这样就可以很轻松地实现大数量的生成。

再比如，一个新闻网站，刚开始上线时访问的人员不多，响应都是在毫秒级别的，随着访问量的激增，响应时间呈阶梯型增加，资深会员流失率翻倍跳跃，如何解决该问题呢？解决方案有两个：一是增加IP层的负载均衡，或者硬件设备，或者软件架构，把访问者分配到多个不同的应用服务器上，降低单台应用服务器的性能压力；二是增强系统的处理能力，增大吞吐量，比如提升数据源的响应能力，划分数据的热度（如把数据划分为Hot、Warm、Cold等区域，分配不同的硬件资源和服务等级），很多时候这两个方案配合起来使用，会很快解决性能问题。

**（3）没有慢的系统，只有懒惰的技术人员**

这里的技术人员涉及面很大，可以是开发人员，也可以是维护人员，甚至是应用软件的顾问人员（如数据库顾问、App Server的顾问）等。一个系统出现问题，或者是投产前后立刻出现的性能问题，或者是运行中突发的性能问题，或者是逐渐增长的数据（用户或业务数据）导致的性能问题，只要我们肯用心查找，并且拥有适当的资源（如源码和支持资源），一般都是可以解决的。最可怕的是我们的技术人员对性能问题漠不关心，对时间效率不够敏感，导致使用者怨声载道，三人成虎，最终致使此系统成为一个“慢得无法使用的系统”。

这也要求我们在开发初期就适当考虑一下性能问题，但不要把性能排为头号任务，它不是，它只是我们的一个关注点而已。

**（4）没有慢的系统，只有不愿意投入的系统**

这里的投入指的是资源，包括软硬件资源、人员资源及资金资源等，这不是项目组能够单独解决的问题，但是它会严重影响系统的性能。曾经遇到一个运行超过8年的分析系统，从1年前开始只要是高峰期它的速度就会慢下来，分析下来，发现是因为并发用户超过了许可的数量，造成系统阻塞，性能缓慢，唯一解决的法就是购买更多的许可数量，但是8年了，一个系统的生命期还能有多少呢？—所以最后采用了自由放任的办法，让其自行走到寿命的终结点，然后建立新的分析系统。

当然，我们也会碰到查不出原因的性能问题，这不可否认，毕竟现在的系统越做越大，源代码动辄就十万、百万级别，让一个人或一个小团队将其彻头彻尾地查清楚也不现实，而且性能问题涉及面非常广，如操作系统、数据库、网络、存储等，要想对这些技术都非常熟悉也很困难，但查不出问题并不代表我们解决不了，是的，这与治疗癌症相似，我们现在的科学还不知道它的发病机理，不知道为什么会产生癌细胞，但我们知道割除病变部位能够避免癌细胞扩散，性能问题也一样：我们可能不知道问题产生的原因，但我们可以有N种手段来解决它。能够解决的问题还算是问题吗？

而且，性能只是衡量系统的一个辅助指标，而不是主指标，如果您与业务人员交流，说“我们可以把系统的响应时间提升到0.001秒内，但前提是不实现您提出的需求”，您猜业务人员会同意吗？—不把我们这些“火星人”撵出门外已经算是客气的了！

注意　对现代化的系统建设来说，性能就是一个大“咕咚”—看清它的本质吧。
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You deserve to be able to cooperate openly and freely with other people who use software.You deserve to be able to learn how the software works, and to teach your students with it.You deserve to be able to hire your favorite programmer to fix it when it breaks.

You deserve free software.

你可以公开、自由地与其他软件使用者合作，你有权了解软件的工作原理，并将其传授给你的学生，当软件发生问题时你完全可以雇用你所喜爱的程序员对它进行完善。

你理应得到自由的软件。

——Richard Matthew Stallman（理查·马修·斯托曼，自由软件运动的精神领袖）

很难想象一个项目不使用开源产品的情形，所有的框架都自己写，所有的工具类都自己堆砌，所有的运行容器都自己建立—这不是一个健康的项目，这个世界是分工合作的世界，有分享也有贡献，有索取也有回报，这才是Java人的理想世界，而且我们也正朝着这个方向前进。

不，我不想回到那个没有Struts、Spring、Hibernate、Tomcat的年代，绝对不想。

**建议139：大胆采用开源工具**

我们经常会看到一个项目的lib中包含了大量的工具、框架包，要想看懂项目代码还应该对这些工具包有一个大致的了解，开源工具包确实会对我们的项目有非常大的帮助，比如提升代码质量，减少Bug产生，降低工作量等，但一旦项目中的工具杂乱无章时就会产生依赖的无序性，这会导致代码中隐藏着炸弹，不知何时就会突然引爆了。

而且，在Java世界中从来就不缺乏重复发明轮子的例子，MVC框架有Struts，也有Spring MVC、WebWorker；IoC容器有Spring，也有Google Guice；ORM既有Hibernate，也有MyBatis；日志记录有经典的log4j，也有崭新的logback。可是选择多了，也会导致我们无从选择。因此，在选择开源工具和框架时要遵循一定的原则：

**普适性原则**

选择一个工具或框架就必须考虑项目成员的整体技术水平，不能有太大的跨度或跳跃性，要确保大部分项目成员对工具都比较熟悉，若一个项目中的成员大部分是新员工，那么在持久层框架的选择上，使用MyBatis就比Hibernate要合适，因为MyBatis相对简单、方便；再比如在一个熟悉SSH开发的团队中，就不应该无故选择Guice作为IoC容器，除非是行政命令或为了尝鲜。

**唯一性原则**

相同的工具只选择一个或一种，不要让多种相同或相似职能的工具共存。例如集合工具可以使用Apache Commons的collections包，当然也可以使用Google Guava的Collections工具包，但是在项目开发前就应该确认下来，不能让两者共存。

**“大树纳凉”原则**

在没有空调、电风扇的年代，最好的纳凉方式就是找一棵大树，躲在树荫下享受着习习凉风，惬意自在。我们在选择工具包时也应如此，得寻找比较有名的开源组织，比如Apache、Spring、opensymphony（虽然已经关闭，但它曾经是那么耀眼、辉煌）、Google等，这些开源组织一则具有固定的开发和运作风格，二则具有广阔的使用人群（很多情况下，我们不会是第一个发现Bug的人），在这样的大树下，我们才有时间和精力纳凉，而不会把大好的时间消耗在排查Bug上。

**精而专原则**

在武术上，对一个顶级高手的描述是“精通十八般武器”，但对工具包来说这就不适合了，我们选择的工具包应该是精而专的，而不是广而多的，比如虽然Spring框架提供了Utils工具包，但在一般情况下不要使用它，因为它不专，Utils工具包只是Spring框架中的一个附加功能而已，要用就用Apache Commons的BeanUtils、Lang等工具包。

**高热度原则**

一个开源项目的热度越高，更新得就越频繁，使用的人群就越广，Bug的曝光率就越快，修复效率也就越高，这对我们项目的稳定性来说是非常重要的。有很多开源项目可能已经很长时间没有更新了，或者是已经非常成熟了，或者是濒于关闭了，这我们不能要求太高，毕竟开源项目已经共享出了他人的精力和智力，我们在享受他人提供的成果的同时，也应该珍惜他人的劳动，最低的标准是不要诋毁开源项目。

对于开源工具，我们应该大胆采用，仔细筛选，如果确实所有的开源工具都无法满足我们的需求，那就自己开发一个开源项目，为千千万万的Java人服务，也为Java的生态系统贡献自己的力量。

**建议140：推荐使用Guava扩展工具包**

说起Guava（石榴），可能知道它的读者并不多，要是说起Google-collections，相信大部分读者都有所耳闻。2008年Google发布了Google-collections扩展工具包，主要是对JDK的Collection包进行了扩展，2010年Google发布了Guava项目，其中包含了collections、caching、primitives support、concurrency libraries、common annotations、I/O等，这些都是项目编码中的基本工具包，我们大致浏览一下它的主要功能。

**（1）Collections**

com. google.common.collect包中主要包括四部分：不可变集合（Immutable Collections）、多值Map、Table表和集合工具类。

不可变集合

不可变集合包括ImmutableList、ImmutableMap、ImmutableSet、ImmutableSortedMap、ImmutableSortedSet等，它比不可修改集合（Unmodifiable Collections）更容易使用，效率更高，而且占用的内存更少。示例代码如下：

//不可变列表

ImmutableList＜String＞list=ImmutableList.of（"A"，"B"，"C"）；

//不可变Map

ImmutableMap＜Integer, String＞map=ImmutableMap.of（1，"壹"，2，"贰"，3，"叁"）；

其中的of方法有多个重载，其目的就是为了便于在初始化的时候直接生成一个不可变集合。

多值Map

多值Map比较简单，在JDK中，Map中的一个键对应一个值，在put一个键值对时，如果键重复了，则会覆盖原有的值，在大多数情况下这比较符合实际应用，但有的时候确实会存在一个键对应多个值的情况，比如我们的通讯录，一个人可能会对应两个或三个号码，此时使用JDK的Map就有点麻烦了。在这种情况下，使用Guava的Multimap可以很好地解决问题，代码如下：

//多值Map

Multimap＜String, String＞phoneBook=ArrayListMultimap.create（）；

phoneBook.put（"张三"，"110"）；

phoneBook.put（"张三"，"119"）；

System.out.println（phoneBook.get（"张三"））；

输出的结果是一个包含两个元素的Collection，这是一种很巧妙的处理方式，可以方便地解决我们开发中的问题。

Table表

在GIS（Geographic Information System，地理信息系统）中，我们经常会把一个地点标注在一个坐标上，比如把上海人民广场标注在北纬31.23、东经121.48的位置上，也就是说只要给出了准确的经度和纬度就可以进行精确的定位—两个键决定一个值，这在Guava中是使用Table来表示的，示例代码如下：

Table＜Double, Double, String＞g=HashBasedTable.create（）；

//定义人民广场的经纬度坐标

g.put（31.23，121.48，"人民广场"）；

//输出坐标点的建筑物

g.get（31.23，121.48）；

其实Guava的Table类与我们经常接触的DBRMS表非常类似，可以认为它是一个没有Schema限定的数据表，比如：

//Table，完全类似于数据库表

Table＜Integer, Integer, String＞user=HashBasedTable.create（）；

//第一行、第一列的值是张三

user.put（1，1，"张三"）；

//第一行、第二列的值是李四

user.put（1，2，"李四"）；

//第一行第一列是谁

user.get（1，1）；

集合工具类

Guava的集合工具类分得比较细，比如Lists、Maps、Sets分别对应的是List、Map、Set的工具类，它们的使用方法比较简单，比如Map的过滤，如下所示。

//姓名、年龄键值对

Map＜String, Integer＞user=new HashMap＜String, Integer＞（）；

user.put（"张三"，20）；

user.put（"李四"，22）；

user.put（"王五"，25）；

//所有年龄大于20岁的人员

Map＜String, Integer＞filtedMap=Maps.flterValues（user，

new Predicate＜Integer＞（）{

public boolean apply（Integer\_age）{

return\_age＞20；

}

}）；

**（2）字符串操作**

Guava提供了两个非常好用的字符串操作工具：Joiner连接器和Splitter拆分器。当然，字符串的连接和拆分使用JDK的方法也可以实现，但是使用Guava更简单一些，比如字符串的连接，代码如下所示：

//定义连接符号

Joiner joiner=Joiner.on（"，"）；

//可以连接多个对象，不局限于String；如果有null，则跳过

String str=joiner.skipNulls（）.join（"嘿"，"Guava很不错的。"）；

Map＜String, String＞map=new HashMap＜String, String＞（）；

map.put（"张三"，"普通员工"）；

map.put（"李四"，"领导"）；

//键值之间以"是"连接，多个键值以空格分隔

System.out.println（Joiner.on（"\r\n"）.withKeyValueSeparator（"是"）.join（map））；

Joiner不仅能够连接字符串，还能够把Map中的键值对串联起来，比直接输出Map优雅了许多。Splitter是做字符拆分的，使用方法也比较简单，示例代码如下：

String str="你好，Guava"；

//以"，"中文逗号分隔

for（String s：Splitter.on（"，"）.split（str））{

System.out.println（s）；

}

//按照固定长度分隔

for（String s：Splitter.fixedLength（2）.split（str））{

System.out.println（s）；

}

注意fixedLength方法，它是按照给定长度进行拆分的，比如在进行格式化打印的时候，一行最大可以打印120个字符，此时使用该方法就非常简单了。

**（3）基本类型工具**

基本类型工具在primitives包中，是以基本类型名+s的方式命名的，比如Ints是int的工具类，Doubles是double的工具类，注意这些都是针对基本类型的，而不是针对包装类型的。如下代码所示。

int[]ints={10，9，20，40，80}；

//从数组中取出最大值

System.out.println（Ints.max（ints））；

List＜Integer＞integers=new ArrayList＜Integer＞（）；

//把包装类型的集合转为基本类型数组

ints=Ints.toArray（integers）；

Guava还提供了其他操作（如I/O操作），相对来说功能不是非常强大，不再赘述，读者有兴趣可以自行下载源码研究一番。

**建议141：Apache扩展包**

Apache Commons通用扩展包基本上是每个项目都会使用的，只是使用的多少不同而已，一般情况下lang包用作JDK的基础语言扩展，Collections用作集合扩展，DBCP用作数据库连接池等，考虑到commons的名气很响，下面将对它进行相应的介绍，以备在实际开发中使用。

**（1）Lang**

Apache的Lang功能实在是太实用了，它的很多工具类都是我们在开发过程中经常会用到的，虽然采用JDK的原始类也可以实现，但会花费更多的精力，而且Lang的更新频度很高，用它时不用担心会有太多的Bug。

字符串操作工具类

JDK提供了String类，也提供了一些基本的操作方法，但是要知道String类在项目中是应用最多的类，这也预示着JDK提供的String工具不足以满足开发需求，Lang包弥补了这个缺陷，它提供了诸如StringUtils（基本的String操作类）、StringEscapeUtils（String的转义工具）、RandomStringUtils（随机字符串工具）等非常实用的工具，简单示例如下：

//判断一个字符串是否为空，null或""都返回true

StringUtils.isEmpty（str）；

//是否是数字

StringUtils.isNumeric（str）；

//最左边两个字符

StringUtils.left（str，2）；

//统计子字符串出现的次数

StringUtils.countMatches（str, subString）；

//转义XML标示

StringEscapeUtils.escapeXml（str）；

//随机生成，长度为10的仅字母的字符串

RandomStringUtils.randomAlphabetic（10）；

//随机生成，长度为10的ASCII字符串

RandomStringUtils.randomAscii（10）；

//以一个单词为操作对象，首字母大写，输出结果为：Abc Bcd

WordUtils.capitalize（"abc bcd"）；

Object工具类

每个类都有equals、hashCode、toString方法，如果我们自己编写的类需要覆写这些方法，就需要考虑很多的因素了，特别是equals方法，可以参考第3章有关equals的建议，如果我们使用lang包就会简单得多，示例代码如下：

class Person{

private String name；

private int age；

/\*getter/setter省略\*/

//自定义输出格式

public String toString（）{

return new ToStringBuilder（this）

.append（"姓名"，name）

.append（"年龄"，age）

.toString（）；

}

public boolean equals（Object obj）{

if（obj==null）{

return false；

}

if（obj==this）{

return true；

}

if（obj.getClass（）！=getClass（））{

return false；

}

Person p=（Person）obj；

//只要姓名相同，就认为两个对象相等

return new EqualsBuilder（）

.appendSuper（super.equals（obj））

.append（name, p.name）

.isEquals（）；

}

//自定义hashCode

public int hashCode（）{

return HashCodeBuilder.reflectionHashCode（this）；

}

}

可变的基本类型

基本类型都有相应的包装类型，但是包装类型不能参与加、减、乘、除运算，要运算还得转化为基本类型，那如果希望使用包装类进行运算该怎么办呢？使用Lang包的示例如下：

//声明一个可变的int类型

MutableInt mi=new MutableInt（10）；

//mi加10，结果为20

mi.add（10）；

//自加1，结果为21

mi.increment（）；

其他Utils工具

Lang包在日期处理方面主要提供了DateUtils和DateFormatUtils两个工具类，相比较而言它们没有Joda强大，而且方法也较简单，不再赘述。

Lang包还提供了诸如ArrayUtils、LocaleUtils、NumberUtils等多个工具类，当项目中需要时可以查询一下API，一般情况下都有相应的解决办法。

**（2）BeanUtils**

它是JavaBean的操作工具包，不仅可以实现属性的拷贝、转换等，还可以建立动态的Bean，甚至建立一些自由度非常高的Bean，我们简单地了解一下它的使用方法。

属性拷贝

在分层开发时经常会遇到PO（Persistence Object）和VO（Value Object）之间的转换问题，不过，有多种方法可以解决之，比如自己写代码PO.setXXX（VO.getXXX（）），但是在属性较多的时候容易出错，最好的办法就是使用BeanUtils来操作，代码如下：

//PO对象

User user=new User（）；

//VO对象

Person person=new Person（）；

//两个Bean属性拷贝

PropertyUtils.copyProperties（person, user）；

//把Map中的键值对拷贝到Bean上

Map＜String, String＞map=new HashMap＜String, String＞（）；

map.put（"name"，"张三"）；

PropertyUtils.copyProperties（person, map）；

动态Bean和自由Bean

我们知道定义一个Bean必然会需要一个类，比如User、Person等，而且还必须在编译期定义完毕，生成.class文件，虽然Bean是一个有固定格式的数据载体，严格要求确实没错，但在某些时候这限制了Bean的灵活性，比如要在运行期生成一个动态Bean，或者在需要生成无固定格式的Bean时，使用普通Bean就无法实现了。我们可以使用BeanUtils包解决该问题，示例代码如下：

//动态Bean，首先定义Bean类

DynaProperty[]props=new DynaProperty[]{

new DynaProperty（"name"，String.class），

new DynaProperty（"age"，int.class）}；

BasicDynaClass dynaClass=new BasicDynaClass（"people"，null, props）；

//动态Bean对象

DynaBean people=dynaClass.newInstance（）；

/\*people的get/set操作\*/

//自由Bean

DynaBean user=new LazyDynaBean（）；

//直接定义属性和值

user.set（"name"，"张三"）；

//定义属性名，限定属性类型为Map

user.set（"phoneNum"，"tel"，"021"）；

user.set（"phoneNum"，"mobile"，"138"）；

//属性类型为ArrayList

user.set（"address"，0，"上海"）；

user.set（"address"，1，"北京"）；

转换器

如果我们期望把一个Bean的所有String类型属性在输出之前都加上一个前缀，该如何做呢？一个一个进行属性过滤？或者使用反射来检查属性类型是否是String，然后加上前缀？这样是可以解决，但不优雅，看BeanUtils如何解决：

//一个简单的Bean对象

User user=new User（"张三"，18）；

//转换工具

ConvertUtilsBean cub=new ConvertUtilsBean（）；

//注册一个转换器

cub.register（new Converter（）{

public Object convert（Class type, Object value）{

//为每个String类型的属性加上前缀

return"prefix-"+value；

}

}，String.class）；

//建立一个依赖特定转换工具的Bean工具类

BeanUtilsBean beanUtils=new BeanUtilsBean（cub）；

//输出结果为：prefix-张三

beanUtils.getProperty（user，"name"）；

**（3）Collections**

Collections工具包提供了ListUtils、MapUtils等基本集合操作工具，比较常用而且较简单，这里就不再介绍了。需要重点说明的是Collections包中3个不太常用的集合对象，如下所示。

Bag

Bag是Collections中的一种，它可以容纳重复元素，与List的最大不同点是它提供了重复元素的统计功能，比如一个盒子中有100个球，现在要计算出蓝色球的数量，使用Bag就很容易实现，代码如下：

//一个盒子中装了4个球

Bag box=new HashBag（Arrays.asList（"red"，"blue"，"black"，"blue"））；

//又增加了3个蓝色球

box.add（"blue"，3）；

//球的数量为7

box.size（）；

//蓝色球数量为5

box.getCount（"blue"）；

lazy系列

有这样一句话“在我需要的时候，你再出现”，lazy系列的集合就是起这样的作用的，在集合中的元素被访问时它才会生成，这也就涉及一个元素的生成问题了，可通过Factory的实现类来完成，示例代码如下：

//把一个List包装成一个lazy类型

List＜String＞lazy=LazyList.decorate（new ArrayList（），

new Factory（）{

public String create（）{

return"A"；

}

}）；

//访问了第4个元素，此时0、1、2元素为null

String obj=lazy.get（3）；

//追加一个元素

lazy.add（"第五个元素"）；

//元素总数为5个

lazy.size（）；

双向Map

JDK中的Map要求键必须唯一，而双向Map（Bidirectory Map）则要求键、值都必须唯一，也就是键值是一一对应的，此类Map的好处就是既可以根据键进行操作，也可以反向根据值进行操作，比如删除、查询等，示例代码如下：

//key、value都不允许重复的Map

BidiMap bidiMap=new TreeBidiMap（）；

bidiMap.put（1，"壹"）；

//根据key获取value

bidiMap.get（1）；

//根据value获取key

bidiMap.getKey（"壹"）；

//根据value删除键值对

bidiMap.removeValue（"壹"）；

Apache commons项目还有很多非常好用的工具，如DBCP、net、Math等，但是这些包有个缺点，大部分更新比较缓慢，有些扩展类甚至可以说比较陈旧了，例如Collections中的大部分集合类不支持泛型，这让一些“泛型控”们很不舒服，总想自己再封装一下，提供一些泛型支持，这就需要读者在项目开发中自行考虑了。

**建议142：推荐使用Joda日期时间扩展包**

开发一个项目必然要和日期时间打交道，特别是一些全球性的项目，必须要考虑语言和时区问题，但是在JDK中，日期时间的操作比较麻烦，例如1000小时后是星期几，伦敦时间是几点等，这里介绍一下通过Joda开源包来操作时间的方法，非常简单方便。

**（1）本地格式的日期时间**

依据操作系统或指定的区域输出日期或时间，例如：

//当前时间戳

DateTime dt=new DateTime（）；

//输出英文星期

dt.dayOfWeek（）.getAsText（Locale.ENGLISH）；

//本地日期格式

dt.toLocalDate（）；

//日期格式化

dt.toString（DateTimeFormat.forPattern（"yyyy年M月d日"））；

**（2）日期计算**

这是Joda最方便的地方，也是JDK最麻烦的地方，比如我们要计算100天后是星期几，直接使用JDK提供的日期类会非常麻烦，使用Joda就简单很多，例如：

//当前时间戳

DateTime dt=new DateTime（）；

//加100小时是星期几

dt.plusHours（100）.dayOfWeek（）；

//100天后的日期

dt.plusDays（100）.toLocalDate（）；

//10年前的今天是星期几

dt.minusYears（10）.dayOfWeek（）.getAsText（）；

//离地球毁灭还有多少小时

Hours.hoursBetween（dt, new DateTime（"2012-12-21"））.getHours（）；

这里需要注意的是，DateTime是一个不可变类型，与String非常类似，即使通过plusXXX、minusXX等方法进行操作，dt对象仍然不会变，只是新生成一个DateTime对象而已。但是，Joda也提供了一个可变类型的日期对象：MutableDateTime类，这样，日期的加减操作就更加方便了，比如列出10年内的黑色星期五，实现代码如下（此实现若用JDK的类来计算会异常复杂，读者可以尝试一下）：

//当前可变时间

MutableDateTime mdt=new MutableDateTime（）；

//10年后的日期

DateTime destDateTime=dt.plusYears（10）；

while（mdt.isBefore（destDateTime））{

//循环一次加1天

mdt.addDays（1）；

//是13号，并且是星期五

if（mdt.getDayOfMonth（）==13＆＆mdt.getDayOfWeek（）==5）{

//打印出10年内所有的黑色星期五

System.out.println（"黑色星期五："+mdt）；

}

}

**（3）时区时间**

这个比较简单实用，给定一个时区或地区代码即可计算出该时区的时间，比如在一个全球系统中，数据库中全部是按照标准时间来记录的，但是在展示层要按照不同的用户、不同的时区展现，这就涉及时区计算了，代码如下：

//当前时间戳

DateTime dt=new DateTime（）；

//此时伦敦市的时间

dt.withZone（DateTimeZone.forID（"Europe/London"））；

//计算出标准时间

dt.withZone（DateTimeZone.UTC）；

Joda还有一个优点，它可以与JDK的日期库方便地进行转换，可以从java.util.Date类型转为Joda的DateTime类型，也可以从Joda的DateTime转为java.util.Date，代码如下：

DateTime dt=new DateTime（）；

//Joda的DateTime转为JDK的Date

Date jdkDate=dt.toDate（）；

//JDK的Date转为Joda的DateTime

dt=new DateTime（jdkDate）；

经过这样的转换，Joda可以很好地与现有的日期类保持兼容，在需要复杂的日期计算时使用Joda，在需要与其他系统通信或写到持久层中时则使用JDK的Date。Joda是一种令人惊奇的高效工具，无论是计算日期、打印日期，或是解析日期，Joda都是首选，当然日期工具类也可以选择date4j，它也是一个不错的开源工具，这里就不再赘述了。

**建议143：可以选择多种Collections扩展**

为什么这么多的开源框架热衷于Collections的扩展呢？是因为我们程序（经典的定义：程序=算法+数据结构，想想看数据结构是为谁而服务的）主要处理的是一大批数据，而能容纳大量数据的也就是Collections类和数组了，但是数据的格式具有多样性，比如数据映射关系多样，数据类型多样等，下面我们再介绍三个比较有个性的Collections扩展工具包。

**（1）fastutil**

fastutil（按照Java的拼写规则应该为FastUtil，但是官网就是这样命名的，我们尊重官方）是一个更新比较频繁的工具包，它的最新版本是6.3，主要提供了两种功能：一种是限定键值类型（Type Specific）的Map、List、Set等，另一种是大容量的集合。我们先来看示例代码：

//明确键类型的Map

Int2ObjectMap＜String＞map=new Int2ObjectOpenHashMap＜String＞（）；

map.put（100，"A"）；

//超大容量的List，注意调整JVM的Heap内存

BigList＜String＞bigList=new ObjectBigArrayBigList＜String＞（

1L+Integer.MAX\_VALUE）；

//基本类型的集合，不再使用Integer包装类型

IntArrayList arrayList=new IntArrayList（）；

这里要特别注意的是大容量集合，什么叫大容量集合呢？我们知道一个Collection的最大容量是Integer的最大值（2 147 483 647），不能超过这个容量，一旦我们需要把一组超大的数据放到集合中，就必须要考虑对此进行拆分了，这会导致程序的复杂性提高，而fastutil则提供了Big系列的集合，它的最大容量是Long的最大值，这已经是一个非常庞大的数字了，超过这个容量基本上是不可能的。但在使用它的时候需要考虑内存溢出的问题，注意调节Java的mx参数配置。

**（2）Trove**

Trove提供了一个快速、高效、低内存消耗的Collection集合，并且还提供了过滤和拦截的功能，同时还提供了基本类型的集合，示例代码如下：

//基本类型的集合，不使用包装类型

TIntList intList=new TIntArrayList（）；

//每个元素值乘以2

intList.transformValues（new TIntFunction（）{

public int execute（int element）{

return element\*2；

}

}）；

//过滤，把大于200的元素组成一个新的列表

TIntList t2=intList.grep（new TIntProcedure（）{

public boolean execute（int\_element）{

return\_element＞200；

}

}）；

//包装为JDK的List

List＜Integer＞list=new TIntListDecorator（intList）；

//键类型确定Map

TIntObjectMap＜String＞map=new TIntObjectHashMap＜String＞（）；

Trove的最大优势是在高性能上，在进行一般的增加、修改、删除操作时，Trove的响应时间比JDK的集合少一个数量级，比fastutil也会高很多，因此在高性能项目中要考虑使用Trove。

**（3）lambdaj**

lambdaj是一个纯净的集合操作工具，它不会提供任何的集合扩展，只会提供对集合的操作，比如查询、过滤、统一初始化等，特别是它的查询操作，非常类似于DBRMS上的SQL语句，而且也会提供诸如求和、求平均值等的方法，示例代码如下：

List＜Integer＞ints=new ArrayList＜Integer＞（）；

//计算平均值

Lambda.avg（ints）；

//统计每个元素出现的次数，返回的是一个Map

Lambda.count（ints）；

//按照年龄排序

List＜Person＞persons=new ArrayList＜Person＞（）；

Lambda.sort（persons, Lambda.on（Person.class）.getAge（）））；

//串联所有元素的指定属性，输出为：张三，李四，王五

Lambda.joinFrom（persons）.getName（）；

//过滤出年龄大于20岁的所用元素，输出为一个子列表

Lambda.select（persons, new BaseMatcher＜Person＞（）{

@Override

public boolean matches（Object\_person）{

Person p=（Person）\_person；

return p.getAge（）＞20；

}

public void describeTo（Description desc）{

}

}）；

//查找出最大年龄

Lambda.maxFrom（persons）.getAge（）；

//抽取出所有姓名形成一个数组

Lambda.extract（persons, Lambda.on（Person.class）.getName（）））；

lambdaj算是一个比较年轻的开源工具，但是它符合开发人员的习惯，对集合的操作提供了“One Line”式的解决方法，可以大大缩减代码的数量，而且也不会导致代码的可读性降低，读者可以在下一个项目中使用此类开源工具。

**![http://wenku.baidu.com/content/c8f511550912a216147929f9?m=d5f902bfc3eab034398b6aa1989541fb&type=pic&src=717bfb3dbe03a4737502ca1e99e8d809.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAbCAYAAACN1PRVAAABNklEQVRIx8XWv0vDQBTA8W+ullq6hIIgOnYVOjqIs4NairFoN0Hw7+omIoQmWwcnyR/gH6GIQhMQsa0/4lAomDbJXS6Jb73c+9x770JiIBmbJxdh3FrrO/jxnGElLYeRtNjq9MP3tZrseQB4tgexOWMXkirJiq7EdKE4cAnLC1oF/sHyhqKgKBoCsM66Lwus1+8+FgUBeJ/mxgK7n5pbWVsjGwdW50OobNABH8LmurDO5/0sAxTebN7PMkAj6RaqziXtRmvNTPVwuWI7R6eJlRlZX+ZoFTJ5RJvxRLci2QOLke3Wy4BAc2YqUJvxRADs14KnIiGAke3WBcDt9XBbp8K0aHxNgf/6ngHsVn2/KGgJc26c5l41eC0CgpL/roTKwzJxaL7dxe2VSnh12XNdv3GsWkk0fgGyc3qLh4GiEwAAAABJRU5ErkJggg==)第12章  
思想为源**

Java happens to be a really good language for a broad spectrum of topics.

Java只是碰巧成为了一门用途广泛的优秀语言。

——James Gosling（詹姆斯·高斯林，Java的创始人）

编码不仅仅是把代码写出来，还要求清晰地表达出编码者头脑中的逻辑，准确地传递到计算机中执行，同时也能够被其他编码者轻松阅读，而要实现这些目标，则要求代码有清晰、正确的思想，即编程思想。

编程思想是软件诞生的源泉，当它喷涌而发时，也是优秀软件诞生之时。

**建议144：提倡良好的代码风格**

代码的版面和样式比较多，每个项目组基本上都有自己的编码规范，大家都希望形成良好的代码风格，以便提高代码的可读性，方便生成维护文档，减少缺陷出现的几率等，在Java的开发中一般都是按照《The Java Language Specification》（即《Java编码规范》）来制定编码规范的，但是基本上每个项目组都会有一些自己的个性特征，我们不去评说哪一个代码风格优秀，哪一个风格较差，而是来分析一下优秀团队的编码风格应该具有哪些特征。

**（1）整洁**

不管代码风格的定义有多优秀，有多适合开发人员，如果代码结构混乱不堪，即使效率再高，也会使维护难以持续。我们知道，代码首先是给人看的，然后才是给机器执行的，对于机器来说，只要代码符合规范，不在乎其格式是否整洁、是否有缩进、是否有回车，只要代码正确就能正常运行，而人就不同了，没有缩进没有回车的代码基本上是不可阅读的。试想一下一个没有标点符号的文档，整篇就是一个段落，能读懂的基本上是天才（或许你会说古代的诗词就是没有标点符号的。确实，但它有韵律）。

**（2）统一**

从一个团队中诞生的代码应该具有一致的风格，要使用下挂式括号就全部使用下挂式括号，要使用tab缩进就全部使用tab缩进，要使用小驼峰方式命名就全部使用小驼峰方式命名，不要带有个人色彩的风格标识。这样可以让我们的代码看起来很职业，而不是一帮乌合之众产生的“稻草”式代码。

统一的代码风格还要求具有连贯性，我们应该在不同的模块、层级中使用相同的编码风格，而不能在展现层使用一种编码，在逻辑层又使用另外一种编码风格。一个项目的编码风格不应该因为所处的功能区不同而有所差异。当然，若使用多种异构语言开发项目，则可以考虑为不同的语言提供不同的规范。

**（3）流行**

一种潮流风行世界的时候必然有其诞生的原因（感冒也包括在内），一种编码格式的流行也必然有它存在的理由，我们完全可以借鉴流行的编码格式，没有必要对这种风格进行重塑，而且使用流行风格可以让新成员尽快融入项目，避免出现进入一个新环境而出现茫茫无助的状态。

不要让您的代码规范标新立异，独树一帜，跟随“风尚”也许是一种省事、省力、省心的最好编码风格。

**（4）便捷**

制定出来的编码规范必须有通用开发工具支撑，不能制定出只能由个别开发工具支持的规范，甚至是绑定在某一个IDE上。在小范围内独乐乐，可以提升代码的友好度，方便使用，但很难大范围内推而广之，特别是很难上升到工程级别。代码风格是为一个团队准备的，如果团队中就只有一个开发人员，基本上代码风格不会有太大差异，这是习惯和个性使然，但是如果团队中有多个成员，就需要防止给开发人员过度的自由了，不符合开发规范的代码要坚决予以重构，以使团队代码风格一致。

现在的项目中源代码逐渐增多，完全依靠人工来做代码走查很难查出问题，我们可以使用工具来统计代码，这里推荐使用Checkstyle，它可以自定义代码模板，然后根据模板检查代码是否遵循规范，从而减少枯燥的代码走查。

**建议145：不要完全依靠单元测试来发现问题**

单元测试的目的是保证各个独立分割的程序单元的正确性，虽然它能够发现程序中存在的问题（或缺陷，或错误），但是单元测试只是排查程序错误的一种方式，不能保证代码中的所有错误都能被单元测试挖掘出来，原因有以下四点。

**（1）单元测试不可能测试所有的场景（路径）**

单元测试必须测试的三种数据场景是：正常场景、边界场景、异常场景。一般情况下，如果这三种测试场景都能出现预期的结果，则认为代码正确，但问题是代码是人类思维的直观表达，要想完整地测试它就必须写出比生产代码多得多的测试代码，例如有这样一个类：

public class Foo{

//除法计算

public int divid（int a, int b）{

return a/b；

}

}

就这一个简单的除法计算，如果我们要进行完整的测试就必须建立三个不同的测试场景：正常数据场景，用来测试代码的主逻辑；边界数据场景，用来测试代码（或数据）在边界的情况下逻辑是否正确；异常数据场景，用来测试出现异常非故障时能否按照预期运行，测试类如下：

public class FooTest{

//构建测试对象

private Foo foo=new Foo（）；

//正常测试场景

@Test

public void testDividNormal（）{

//断言100除以10的结果为10

assertEquals（10，foo.divid（100，10））；

}

//边界测试场景

@Test

public void testDividBroader（）{

//断言最大值除以最小值结果为0

assertEquals（0，foo.divid（Integer.MAX\_VALUE, Integer.MIN\_VALUE））；

//断言最小值除以最大值结果为-1

assertEquals（-1，foo.divid（Integer.MIN\_VALUE, Integer.MAX\_VALUE））；

}

//异常测试场景

@Test（expected=ArithmeticException.class）

public void testDividException（）{

//断言除数为0时抛出ArithmeticException

foo.divid（100，0）；

//断言不会执行到这里

fail（）；

}

}

诸位可以看到这么简单的一个除法计算就需要如此多的测试代码，如果在生产代码中再加入就if、switch等判断语句，那它所需要的测试场景就会更加复杂了。只要有一个判断条件，就必须有两个测试场景（条件为真的场景和条件为假的场景），这也是在项目中的测试覆盖率不能达到100%的一个主要原因：单元测试的代码量远大于生产代码。通常在项目中，单元测试覆盖率很难达到60%，因为不能100%覆盖，这就导致了代码测试的不完整性，隐藏的缺陷也就必然存在了。

**（2）代码整合错误是不可避免的**

单元测试只是保证了分割的独立单元的正确性，它不能保证一个功能的完整性。单元测试首先会假设所有的依赖条件都满足，但真实情况并不是这样的，我们经常会发现虽然所有的单元测试都通过了，但在进行整合测试时仍然会产生大量的业务错误—很多情况下，此种错误是因为对代码的职责不清晰而引起的，这属于认知范畴，不能通过单元测试避免。

**（3）部分代码无法（或很难）测试**

如果把如下代码放置在一个多线程的环境下，思考一下该如何测试呢？代码如下：

class Apple{

//苹果颜色

private int color；

public int getColor（）{

return color；

}

public void setColor（int color）{

this.color=color；

}

}

这是一个简单的JavaBean，也是我们项目中经常出现的，对于此类BO（Business Object），通常情况下是不会进行单元测试的，想必你也会想这不用测试吧，很简单嘛，就一个getter/setter方法，出错的可能性不大。但这只是我们一厢情愿的想法，如果该Apple是在多线程环境下，你还认为不会出现线程不安全的情况吗？事实上，因为没有采用资源保护措施（synchronized或Lock），多个线程共同访问该对象时就会出现不安全的情况。现在问题来了：为什么在通常情况下不做此类对象的单元测试呢？

比如一个JEE应用，一般情况下都是多线程环境，但是我们很少对代码进行多线程测试，原因很简单，测试很复杂，很难进行全面的多线程测试。而且如果要保证在多线程下测试通过，就必须对代码增加大量的修饰，这必然会导致代码的可读性和可维护性降低，这也是我们一般都抛弃多线程测试的原因。

在Spring中，默认情况下每个注入的对象都是Singleton的，也就是单例的，每个类在内存中只有一个对象实例，这也是偶尔出现数据资源不一致现象的元凶：在多线程环境下数据未进行资源保护，特别是在系统压力较大、响应能力较低的情况下，数据资源出现不一致情况的可能性更大。

这只是一种单元测试很难覆盖的情景，还有一种情景是根本不能实施单元测试，比如不确定性算法（Nondeterministic Algorithm），什么叫不确定算法？像我们经常接触的函数f（x），给定一个确定的x值，就有确定的结果f（x），在任何时候输入x，都能获得固定的f（x），这就是确定性算法，也是我们经常接触的，但还有一种算法，比如要计算出明天通过某一个大桥的车辆数量，必须根据专家经验、天气、交通情况、是否是节庆日、是否有大型体育比赛、并行道路通行的情况等来进行计算，这些条件很多都是非确定的依据，所推导出的也是一个非确定结论的数据—明天通过大桥的车辆数量，想想看，这怎么进行单元测试，不确定算法只能无限接近而不能达到，单元测试只能对确定算法进行假设，不能对不确定算法进行验证。

**（4）单元测试验证的是编码人员的假设**

我们都知道单元测试是白箱测试，一般情况下测试代码是编码人员自行编写的，我们可以这样理解，编码人员根据胸中的蓝图，迅速地实行了一个算法，然后通过断言确定算法是否与预期相匹配。简单地说，我们左手画了一个圆，右手拿着一个圆规进行测试，检验这是否是一个标准的圆，但问题是是谁要求我们画一个圆的呢？谁又能确定是一个直径为2厘米的圆而不是2.1厘米的圆？—代码的意图只是反映了编码者的理解，而单元测试只是验证了这种假设。想想看，如果编码者从一开始就误解了需求意图，此时的单元测试就充当了帮凶：验证了一个错误的假设。

指出单元测试的缺陷，并不是为了说明单元测试不必要，相反，单元测试在项目中是必须的，而且是非常重要的，特别敏捷开发中提倡的TDD（Test-Driven Development）测试驱动开发：单元测试先行，而后才会编写生产代码，这可以大幅度地提升代码质量，加快项目开发的进度。

**建议146：让注释正确、清晰、简洁**

从我们写第一个“Hello World"程序开始，就被谆谆教导“代码要有注释”，而且一加就是好多年，基本上是代码就有注释，而且有的还很多，甚至有的是长篇累牍的。我们先来看一些不好的注解习惯。

**（1）废话式注释**

比如这样的注释：

/\*

\*该算法不如某某算法优秀，可以优化，时间太紧，以后再说

\*/

public void doSomethong（）{

}

想说明什么？只是表明这个算法需要优化？还是说这是未完成的任务？那可以用TODO标记呀，注释是给人看的，此类代码提交上去后，基本上不会再修改它了，除非它出现Bug，或者维护人员碰巧看到这个注释，然后选择了优化它—注释不是留给“撞大运”人员的。

**（2）故事式注释**

曾经检查过一段极品代码，注释写得非常全面，描述的是汉诺塔算法，从汉诺塔的故事（包括最原始的版本和多个变形版本）到算法分析，最后到算法比较和实际应用，写得那是栩栩如生，而且还不时加入了一些崭新的网络用语，幽默而又不失准确，可以这么说，看完这段注释基本上对汉诺塔的“前世今生”有了深刻的了解，但是我在检查后的改正意见是：把注释修改为“实现汉诺塔算法”即可。注释不是让你讲故事的地方，就这7个字，已经完全可以说明你的代码了！

我们的代码是给人看的，但不是给什么都不懂的外行看的，相信我们代码的阅读者一定是具有一定编码能力的，不是对代码过敏的“代码白痴”。

**（3）不必要的注释**

有些注释相对于代码来说完全没有必要，算不上是废话，只能说是多余的注解，看下面的例子。

class Foo{

//默认值为0

private int num；

//取值

public int getNum（）{

return num；

}

//输入int类型变量，无返回值

public void setNum（int num）{

this.num=num；

}

public void doSomething（）{

//自增

num++；

}

}

以上四个注解是不必注释的典型代表（本书的代码上也有一些类似的注释，只是为了阐明代码片段，不用作生产代码）：

第一个默认值完全没有必要说明，相信代码的阅读者这点智商还是有的，他应该明白实例变量初始值为0，即使加上个初始值也完全没有必要注释，除非有特殊含义。

第二个注释在get方法上，如此简单的代码，看代码比看注释所花费的时间长不了多少，不要低估了代码阅读者（很可能就是你，代码的编写者）的智商。

第三个注释描述了输入和输出参数类型，相信IDE吧，相信它会这么“智能化”的提示吧（基本上每个IDE都能实现输入补全和输入输出提示）！不需要我们手工撰写。这些注释难道是为那些用记事本编写代码的狂人准备的？可是在看到输入的int类型，输出的void后，难道他还不能明白吗？—注释完全多余了。

第四个注释也蔑视了代码阅读者的智商，这是编码的最基本算法，不用注释。

**（4）过时的注释**

注释与代码的版本不一致，注释是1.0版本，而代码早已窜到了5.0版本，相信读者对此类注释深有感触：代码一直在升级，但注释永远保持不变，直到有一天，某一个“粗心”的家伙根据注释修正了一个代码缺陷，然后发现产生了连锁的缺陷反应才知道“代码世界”已经早已发生了变化，而此处的注释只是描述了最原始的信息。

这类注释不仅仅会出现在你我的代码中，同时也会出现在一些非常著名的开源系统中，毕竟注释不参与运行，只是给人看的，修改代码而不修改注释照样可以运行，添加注释只是“额外任务”而已。解决此类问题的最好办法就是保持注释与代码同步。

**（5）大块注释代码**

可能是为了考虑代码的再次利用，有些大块注释掉的代码仍然保留在生产代码中，这不是一个好的习惯，大块注释代码不仅仅影响代码的阅读性，而且也隔断了代码的连贯性，特别是在代码中的间隔性注释，更增加了阅读的难度，会使Bug隐藏得更深。

此类注释代码完全可以使用版本管理来实现，而不是在生产代码中出现。这里要注意的是，如果代码临时不用（可能在下一版本中使用，或者在生产版本固化前可能会被使用），可以通过注释来解决，如果是废弃（在生产版本上肯定不用该代码），则应该完全删除掉。

**（6）流水账式的注释**

比如有这样的注释：

/\*\*

\*2010-09-16张三创建该类，实现XX算法

\*2010-10-28李四修正算法中的XXXX缺陷

\*2010-11-30李四重构了XXX方法

\*2011-02-06王五删除了XXXX无用方法

\*2011-04-08马六优化了XXX的性能

\*/

class Foo{

}

相信读者看到过很多这样的注释，而且深以为这样的注释是一种好的方式，如果没有版本管理工具，这确实是一种非常好的注释，可以很清晰地看出该类的变化历程，但是有了版本管理工具，此类注释就不应该出现在这里了，应该出现在版本提交的注释上，版本管理可以更加清晰地浏览此类变更历程。

**（7）专为JavaDoc编写的注释**

在注释中加入过多的HTML标签，可以使生成的JavaDoc文档格式整齐美观，这没错，但问题是代码中的注释是给人看的，如果只考虑JavaDoc的阅读者，那代码的阅读者（很可能就是一年后的你）就很难看懂代码上的注释了，能做的办法就是生成JavaDoc文档，然后文档和代码分开来阅读，这是一种让人迅速崩溃的“绝世良药”。

建议在注释中只保留＜p＞、＜code＞等几个常用的标签，不要增加＜font＞、＜table＞、＜div＞等标签。

解释了这么多不好的注释，那好的注释应该是什么样子的呢？好的注释首先要求正确，注释与代码意图吻合；其次要求清晰，格式统一，文字准确；最后要求简洁，说明该说明的，惜字如金，拒绝不必要的注释，如下类型的注释就是好的注释：

（1）法律版权信息

这是我们在阅读源代码时经常看到的，一般都是指向同一个法律版权声明的。

（2）解释意图的注释

说明为什么要这样做，而不是怎么做的，比如解决了哪个Bug，方法过时的原因是什么。像这样一个注释就是好的：

public class BasicDataSource implements DataSource{

static{

//Attempt to prevent deadlocks-see DBCP-272

DriverManager.getDrivers（）；

}

}

（3）警示性注释

这类注释是我们经常缺乏的，或者是经常忽视的（即使有了，也常常是与代码版本不匹配），比如可以在注释中提示此代码的缺陷，或者它在不同操作系统上的表现，或者警告后续人员不要随意修改，例如tomcat的源码org.apache.tomcat.jni.Global中有这样一段注释：

public class Global{

/\*\*

\*Note：it is important that the APR\_STATUS\_IS\_EBUSY（s）

\*macro be used to determine

\*if the return value was APR\_EBUSY, for portability reasons.

\*@param mutex the mutex on which to attempt the lock acquiring.

\*/

public static native int trylock（long mutex）；

}

（4）TODO注释

对于一些未完成的任务，则增加上TODO提示，并标明是什么事情没有做完，以方便下次看到这个TODO标记时还能记忆起要做什么事情，比如在DBCP源代码中有这样的TODO注释：

public class DelegatingStatement extends……implements……{

/\*

\*Note was protected prior to JDBC 4

\*TODO Consider adding build fags to make this protected

\*unless we are using JDBC 4.

\*/

public boolean isClosed（）throws SQLException{

return\_closed；

}

}

注释只是代码阅读的辅助信息，如果代码的表达能力足够清晰，根本就不需要注释，注释能够帮助我们更好地理解代码，但它所重视的是质量而不是数量。如果一段代码写得很糟糕，即使注解写得再漂亮，也不能解决腐烂代码带来的种种问题，记住，注释不是美化剂，不能美化你的代码，它只是一副催化剂，可以让优秀的代码更加优秀，让拙劣的代码更加腐朽。

注意　注释不是美化剂，而是催化剂，或为优秀加分，或为拙劣减分。

**建议147：让接口的职责保持单一**

一个类所对应的需求功能越多，引起变化的可能性就越大，单一职责原则（Single Responsibility Principle，简称SRP）就是要求我们的接口（或类）尽可能保持单一，它的定义是说“一个类有且仅有一个变化的原因（There should never be more than one reason for a class to change）”，那问题是什么是职责呢？

职责是一个接口（或类）要承担的业务含义，或是接口（或类）表现出的意图，例如一个User类可以包含写入用户信息到数据库、删除用户、修改用户密码等职责，而一个密码工具类则可以包含解密职责和加密职责。明白了什么是类的职责单一，再来看看它有什么好处。单一职责有以下三个优点：

**（1）类的复杂性降低**

职责单一，在实现什么职责时都有清晰明确的定义，那么接口（或类）的代码量就会减少，复杂度也就会减少。当然，接口（或类）的数量会增加上去，相互间的关系也会更复杂，这就需要适当把握了。

**（2）可读性和可维护性提高**

职责单一，会让类中的代码量减少，我们可以一眼看穿该类的实现方式，有助于提供代码的可读性，这也间接提升了代码的可维护性。

**（3）降低变更风险**

变更是必不可少的，如果接口（或类）的单一职责做得好，一个接口修改只对相应的实现类有影响，对其他的接口无影响，那就会对系统的扩展性、维护性都有非常大的帮助。

既然单一职责有这么多的优点，那我们该如何应用到设计和编码中呢？下面以电话通信为例子来说明如何实施单一职责原则：

（1）分析职责

一次电话通信包含四个过程：拨号、通话、回应、挂机，我们来思考一下该如何划分职责，这四个过程包含了两个职责：一个是拨号和挂机表示的是通信协议的链接和关闭，另外一个是通话和回应所表示的数据交互。

问题是我们依靠什么来划分职责呢？依靠变化因素，我们可以这样考虑该问题：

通信协议的变化会引起数据交换的变化吗？会的！你能在3G网络视频聊天，但你很难在2G网络上实现。

数据交互的变化会引起通信协议的变化吗？会的！传输2KB的文件和20GB的文件需要的不可能是同一种网络，用56KB的“小猫”传输一个20GB的高清影视那是不可行的。

（2）设计接口

职责分析确定了两个职责，首先不要考虑实现类是如何设计的，我们首先应该通过两个接口来实现这两个职责。接口的定义如下。

//通信协议

interface Connection{

//拨通电话

public void dial（）；

//通话完毕，挂电话

public void hangup（）；

}

//数据传输

interface Transfer{

//通话

public void chat（）；

}

（3）合并实现

接口定义了两个职责，难道实现类就一定要分别实现这两个接口吗？这样做确实完全满足了单一职责原则的要求：每个接口和类职责分明，结构清晰，但是我相信读者在设计的时候肯定不会采用这种方式，因为一个电话类要把ConnectionManager和DataTransfer的实现类组合起来才能使用。组合是一种强耦合关系，你和我都有共同的生命期，这样的强耦合关系还不如使用接口实现的方式呢！而且这还增加了类的复杂性，多出了两个类。

通常的做法是一个实现类实现多个职责，也就是实现多个接口，代码如下：

//电话

class Phone implements Connection, Transfer{

//实现各个接口

}

这样的设计才是完美的，一个类实现了两个接口，把两个职责融合在一个类中。你会觉得这个Phone有两个原因引起了变化，是的，但是别忘记了我们是面向接口编程的，我们对外公布的是接口而不是实现类。而且，如果真要实现类的单一职责，就必须使用上面的组合模式，这会引起类间的耦合过重、类的数量增加等问题，人为地增加了设计的复杂性。

对于单一职责原则，我建议接口一定要做到职责单一，类的设计尽量做到只有一个原因引起变化。

注意　接口职责一定要单一，实现类职责尽量单一。

**建议148：增强类的可替换性**

Java的三大特征：封装、继承、多态，这是每个初学者都会学习到的知识点，这里暂且不说封装和继承，单单说说多态。一个接口可以有多个实现方式，一个父类可以有多个子类，并且可以把不同的实现或子类赋给不同的接口或父类。多态的好处非常多，其中有一点就是增强了类的可替换性，但是单单一个多态特性，很难保证我们的类是完全可以替换的，幸好还有一个里氏替换原则来约束。

里氏替换原则是说“所有引用基类的地方必须能透明地使用其子类的对象”，通俗点讲，只要父类型能出现的地方子类型就可以出现，而且将父类型替换为子类型还不会产生任何错误或异常，使用者可能根本就不需要知道是父类型还是子类型。但是，反过来就不行了，有子类型出现的地方，父类型未必就能适应。

为了增强类的可替换性，就要求我们在设计类的时候考虑以下三点：

**（1）子类型必须完全实现父类型的方法**

子类型必须完全实现父类型的方法，难道还有能不实现父类型的方法？当然有，方法只是对象的行为，子类完全可以覆写，正常情况下覆写只会增强行为的能力，并不会“曲解”父类型的行为，一旦子类型的目的不是为了增强父类型行为，那替换的可能性就非常低了，比如这样的代码：

//枪

interface Gun{

//枪用来干什么的？射击杀戮！

public void shoot（）；

}

//手枪

class Handgun implements Gun{

@Override

public void shoot（）{

System.out.println（"手枪射击……"）；

}

}

//玩具枪

class ToyGun implements Gun{

@Override

public void shoot（）{

//玩具枪不能射击，这个方法就不实现了

}

}

上面定义了两种类型的枪支：手枪和玩具枪，手枪可以用来射击敌人（shoot方法），但玩具枪就完全不同了，它不能用来射击，只是一个虚假的玩具而已，如果我们在要求使用枪支的地方传递了玩具枪会出现什么问题呢？代码如下：

public static void main（String[]args）{

Gun gun=new Handgun（）；

gun.shoot（）；

}

此处是一个手枪，用来射击，如果使用了子类型ToyGun，士兵将会拿着玩具枪来杀人，可是射不出子弹呀！如果在CS游戏中有这种事情发生，那就等着被人爆头，然后看着自己凄凉的倒地。

此处不能替换的原因是子类型没有完全实现父类型的方法，而是丢弃了父类型的行为能力，导致子类型不具备父类型的部分功能了。

**（2）前置条件可以被放大**

方法中的输入参数称为前置条件，它表达的含义是你要让我执行，就必须满足我的条件。前置条件是允许放大的，这样可以保证父类型行为逻辑的继承性，比如有这样的代码：

class Base{

public void doStuff（HashMap map）{

}

}

class Sub extends Base{

public void doStuff（Map map）{

}

}

这是Java的重载实现，子类型在实现父类型的同时也具备了自己的个性，可以处理比父类型更宽泛的任务，而且不会影响父类的任何行为，例如在如下代码中把父类型替换为子类型就不会有任何变化：

public static void main（String[]args）{

Base b=new Base（）；

b.doStuff（new HashMap（））；

}

此时，把Base全部替换为Sub，所有的行为全部还是由父类型Base实现的，子类型的doStuff方法并没有调用，也就是说，子类型可以在扩展前置条件的情况下保持类的可替换性。

**（3）后置条件可以被缩小**

父类型方法的返回值是类型T，子类同名方法（重载或覆写）的返回值为S，那么S可以是T的子集，这里又分为两种情况：

若是覆写，父类型和子类型的方法名名称就会相同，输入参数也相同（前置条件相同），只是返回值S是T类型的子集，子类型替换父类型完全没有问题。

若是重载，方法的输入参数类型或数量则不相同（前置条件不同），在使用子类型替换父类型的情况下，子类型的方法不会被调用到的，已经无关返回值类型了，此时子类依然具备可替换性。

增强类的可替换性，则增强了程序的健壮性，版本升级时也可以保持非常好的兼容性。即使增加子类，原有的子类还可以继续运行。在实际项目中，每个子类对应不同的业务含义，使用父类作为参数，传递不同的子类完成不同的业务逻辑，非常完美！

**建议149：依赖抽象而不是实现**

在面向过程开发中，我们考虑的是如何实现，依赖的是每个具体实现，而在OOP中，则需要依赖每个接口，而不能依赖具体的实现，比如我们要到北京出差，应该依赖交通工具，而不是依赖的具体飞机或火车，也就是说我们依赖的是交通工具的运输能力，而不是具体的一架飞机或某一列火车。这样的依赖可以让我们实现解耦，保持代码间的松耦合，提高代码的复用率，这也是依赖倒置原则（Dependence Inversion Principle，简称DIP）提出的要求。

依赖倒置原则的原始定义是：High level modules should not depend upon low level modules.Both should depend upon abstractions.Abstractions should not depend upon details.Details should depend upon abstractions。翻译过来，包含三层含义：

高层模块不应该依赖低层模块，两者都应该依赖其抽象。

抽象不应该依赖细节。

细节应该依赖抽象。

高层模块和低层模块容易理解，每一个逻辑的实现都是由原子逻辑组成的，不可分割的原子逻辑就是低层模块，原子逻辑的再组装就是高层模块。那什么是抽象，什么又是细节呢？在Java语言中，抽象就是指接口或抽象类，两者都是不能直接被实例化的；而细节就是实现类，实现接口或继承抽象类而产生的类就是细节，其特点是可以直接被实例化，也就是可以加上一个关键字new产生一个对象。依赖倒置原则在Java语言中的表现就是：

模块间的依赖是通过抽象发生的，实现类之间不发生直接的依赖关系，其依赖关系是通过接口或抽象类产生的。

接口或抽象类不依赖于实现类。

实现类依赖接口或抽象类。

更加精简的定义就是“面向接口编程”，它的本质就是通过抽象（接口或抽象类）使各个类或模块的实现彼此独立，互不影响，从而实现模块间的松耦合。那我们怎么在项目中使用这个规则呢？只要遵循以下的几个规则就可以。

**（1）尽量抽象**

每个类尽量都有接口或抽象类，或者抽象类和接口两者都具备。接口和抽象类都是属于抽象的，有了抽象才可能依赖倒置。

**（2）表面类型必须是抽象的**

比如定义集合，尽量使用如下这种类型：

List＜String＞list=new ArrayList＜String＞（）；

此时list的表面类型为List，是一个列表的抽象，而实际类型为ArrayList。在可能的情况下，尽量抽象表面类型，但也存在不必抽象的情况，比如工具类xxxUtils，一般是不需要接口或是抽象类的。

**（3）任何类都不应该从具体类派生**

如果一个项目处于开发状态，确实不应该有从具体类派生出子类的情况，但这也不是绝对的，因为人都是会犯错误的，有设计缺陷是在所难免的，因此只要是不超过两层的继承都是可以忍受的。特别是做项目维护时，基本上可以不考虑这个规则，为什么？维护工作基本上都是做扩展开发的，修复行为通过一个继承关系，覆写一个方法就可以修正一个很大的Bug，何必再去继承最高的基类呢？（当然这种情况尽量发生在不甚了解父类或无法获得父类代码的情况下）。

**（4）尽量不要覆写基类的方法**

如果基类是一个抽象类，而且这个方法已经实现了，那么子类尽量不要覆写。类间依赖的是抽象，覆写了抽象方法，对依赖的稳定性会产生一定的影响。

**（5）抽象不关注细节**

接口负责定义public属性和方法，并且声明与其他对象的依赖关系，抽象类负责公共构造部分的实现，实现类准确地实现了业务逻辑，同时在适当的时候对父类进行了细化，各司其职才能保证抽象的依赖完美实现。

依赖抽象的优点在小型项目中很难体现出来，例如在小于10个人月的项目中，使用简单的SSH架构，基本上不用费太大力气就可以完成，是否采用抽象依赖原则影响不大。但是，在一个大中型项目中，采用抽象依赖可以带来非常多的优点，特别是可以规避一些非技术因素引起的问题。项目越大，需求变化的概率也就越大，通过采用依赖倒置原则设计的接口或抽象类对实现类进行约束，可以减少需求变化引起的工作量剧增的情况。人员的变动在大中型项目中也是时常存在的，如果项目设计优良、代码结构清晰，人员变化对项目的影响则基本为零。大中型项目的维护周期一般都很长，采用依赖倒置原则可以让维护人员轻松地扩展和维护。

**建议150：抛弃7条不良的编码习惯**

很多人错误地认为编码只是熟练手的事情，其实要成为优秀的编码人员就必须进行自我剖析，抛弃不良的习惯，展示自己优秀的编码能力。通常不良的编码习惯有很多种，这里列出7条编码者经常会犯的错误，提醒大家注意。

**（1）自由格式的代码**

如果我们不从一个团队角度出发，而是从程序员个体角度去看问题：A项目的风格和B项目的风格迥异，甚至是在同一个项目的不同类中风格也不同，不用缩进，不添加注释，想加接口就加个接口，不想加就不加，我们要的是“自由，自由，还是自由”。—这不是一个成熟的职业者应该具有的，我们应该保持自己的代码风格，即使它是错的，也比没有风格要好。

**（2）不使用抽象的代码**

这也算是IDE的便利性造成的习惯，一个业务类不进行抽象，直接进行编码，在需要修改时，要么依靠IDE批量重构，要么通过查找替换的方式重构，很方便，不是吗？而且，随着SSH的普及，“无抽象”编程进一步横行起来。要接口何用？想要修改的时候直接修改XML配置文件就可以了，要什么接口！系统间数据交互？序列化为XML传递，与接口何干？！

这是一种非常拙劣的习惯，抽象的意义不在于编码，而是在于对业务的理解，接口是对业务宏观的描述，而不是实现代码。

**（3）彰显个性的代码**

技术人员追逐最新的技术，这本是无可厚非的，但是新技术只能作为技术的一个方向，不适合立刻投入生产中，要知道一个项目的运行质量是远远高于代码质量的，不要为了一个新颖的API就在生产中尝试使用，不要做小白鼠。

这里介绍一个“最小惊诧原则”（Principle Of Least Surprise简称POLS，或者Principle Of Least Astonishment简称POLA），其意是说要使用最常见的，而不是最新颖的功能。在编码时，应寻找最常用的方法来实现，比如，同样有两个方法都能实现一个算法，选择那个最常用的，而不是那个别人一看就惊呼“哇哦，算法这么牛”的，让普通人都能看懂的代码才是最简洁的代码。

最小惊诧原则也同样适用于UI设计，当操作界面上两个元素冲突或重叠时，首选是那个不让用户感到吃惊的元素。

**（4）死代码**

可能是忘记删除的代码，也可能是故意保留的类似“到此一游”的签名代码，这些代码按照正常的执行逻辑是不可能被执行到，但是在某些未知情况下它就是执行了，此时就会产生严重的影响。

**（5）冗余代码**

写了一个实现类，过了N天后又废弃了，之后这个类就永久地保留下去了，没人知道它为什么没被删除掉。甚至有时候竟然还能在生产机上寻找到测试程序的身影，它的生命力可谓顽强呀！估计如果有一天将生产机移植到月球上，这段代码可能还能存在。

曾经遇到过一个项目，项目中建立了单元测试机制，但在生产代码中还能看到main方法，谓之“测试方便”—删除它，它不应该在这里！

**（6）拒绝变化的代码**

哲学上说任何事物都是在运动着的，但是我们有些代码却不遵循这一个规律，一个在JDK 1.1中就过时的方法还还能在使用JDK 1.6项目中存在，谓之曰“没有坏，就不要去修它”—该重构它了，它没坏，但它赖以生存的环境已经变了！

我甚至还遇到过一个新项目还准备使用一个5年前的工具包（此工具包已经经历了3次大的版本变更），谓之曰“好用，没有什么Bug”，但不要忘记了，环境在前进，我们不跟随就只能落单—不会有人陪着我们找Bug，不会有人去修正，不会有人去做性能优化，我们能做的就是孤军奋战了！

**（7）自以为是的代码**

这是我们编码的最大忌讳，认为自己无所不能，编码不会出现任何错误，于是不编写测试代码，或者测试代码只是为了应付质量检查人员，那等待我们的恶果就是系统上线后彻夜彻夜地修复Bug—自己排除自己埋下的地雷。

自以为是还表现在对产品或工具的选型上，相信自己编写的工具类，而不是开源工具，宁愿自己写序列化工具，也不选择kryo或protostuff；宁愿自己写日期处理工具，也不选择Joda或date4j；宁愿自己写批处理框架，也不选择Spring Batch，这样是不行的！—相信天外有天吧，更多更好的工具等待着你去发掘。

**建议151：以技术员自律而不是工人**

技术人员和工人有什么不同呢？这么来说吧，在工厂的流水线上，工人的任务是过来一个零件就把它安装在规定的位置上，而技术人员的任务则是确定零件的尺寸、材料、安装位置等，而且一旦出现问题，技术人员还要能够查明出现问题的原因，并且提出解决办法，我们Javaer也应该是这样的，这就需要我们逐步培养自己，在提高自己技能的同时也提高自己的思维方式，以下20条建议可以逐步把我们向技术人员方向培养。

**（1）熟悉工具**

军人手中有枪，农民手中有锄头，而我们手里只有Java，这也是我们能够引以为豪的工具，我们应该了解它的使用范围，了解的它的生态系统，了解它的发展趋势—它也可能就是陪伴我们一生的那个工具，也祝愿它是。

**（2）使用IDE**

在技术领域，不要相信“无刀胜有刀”之类的鬼话—“高手都用记事本或VI开发”，建议选择Eclipse或NetBeans作为开发工具，而且坚持不移地使用它。

**（3）坚持编码**

不要考虑自己的职位、岗位，只要是Java圈子的生物都应该坚持编码，没有编码，就等于是无源之水，无本之木，何来灵感和灵性？

**（4）编码前思考**

在坐下来开始编码之前，必须已经完成设计，最低要求是对开发中遇到的问题有清晰的认识，不要在编码中解决问题。

**（5）坚持重构**

不要相信一次就能写出优秀的代码，这是不现实的，任何优秀的代码、算法都是经过多次重构磨练的，坚信自己的下一个版本或代码更优秀。

**（6）多写文档**

写注释、写说明、写报告都是对代码或项目的回顾和总结，不仅仅是为了后续的参与人员，同时也是为了整理自己头脑中混乱的思维。

**（7）保持程序版本的简单性**

一个项目不要保持多个版本，即使有分支也必须定义出项目合并的条件，或者时间约束，或者目标约束，不可任由版本扩散。

**（8）做好备份**

世界上没有万无一失的事情，不做备份，一旦灾难发生就无挽救的余地了，经常把代码拷贝到不同的主机上备份是一个好习惯，如果能够自动备份那将是一个非常好的方式。

**（9）做单元测试**

单元测试不仅能增强你的信心，也能给你带来好名声—后续者一看，“哇哦，单元测试写得这么完整，肯定是一个认真、负责的人”。

**（10）不要重复发明轮子**

在项目中使用已经成熟的工具或框架，而不是自己编写。但是如果想共享一个新的MVC框架，那就尽管去重复发明轮子吧，它不是以交付为目的的，而是以技术研究为目标的。

**（11）不要拷贝**

当您按下Ctrl+C的时候，问问自己“我在做什么？拷贝是否是唯一能做的？为什么不能重构一下呢”，不要让大段的代码散落在各处，不要做搬运工，不要做拷贝工，要做技术工。

**（12）让代码充满灵性**

为变量、类、方法起个好听的名字是一个不错的主意，为代码增加必要的注释也是很好的办法，“One Line”能解决一个上百行代码的问题，也是一个优秀的实现。

**（13）测试自动化**

不管是性能测试、单元测试，还是功能测试，想尽办法让它自动化，不要在测试之前手动配置或触发条件，这不够人性化，也同时让代码“汗颜”—本是用来自动执行的，但却被手动设置了条件。

**（14）做压力测试**

不要相信业务人员“最多200个用户使用”之类的话，把业务人员制定的指标扩大3倍，然后再做压力测试。不要迷信自己的代码很健壮，在高并发时只有上帝知道发生了何事，你又怎么能知道？

**（15）“剽窃”不可耻**

多看开源代码，学习一下人家是如何编码的，然后经常“剽窃”一下，这也是提高技能的最佳途径，我们不是孔乙己，“剽窃”不可耻。

**（16）坚持向敏捷学习**

不管“敏捷”与“非敏捷”之间的争论有多激烈，敏捷中的一些思想是非常优秀的，例如TDD测试驱动开发、交流的重要性、循序渐渐开发等。

**（17）重里更重面**

UI（User Interface）是“面”，Java程序是“里”，客户首先感受到的是“面”，然后才是“里”，要想获得良好的第一印象，那就需要有一个简洁、清晰、便捷的UI，即使“金玉其外败絮其中”，我们也可以继续重构。

**（18）分享**

“独乐乐”不如“众乐乐”，把自己的代码分享出去收获的不仅仅是赞许，还有自己能力的提升—暴露出自己的Bug，在众目睽睽之下修正之，知耻而后勇也。

**（19）刨根问底**

有问题不可怕，可怕的是掩盖，或者虚假掩盖，“哦，这个问题呀，加上这个参数就可以解决了”—这不是解决问题的办法，在答案之后加上“是因为……"，这才是解决了问题。

**（20）横向扩展**

Java要运行在JVM、操作系统上，同时还要与硬件、网络、存储交互，另外要遵循诸如FTP、SMTP、HTTP等协议，还要实现Web Service、RMI、XML-RPC等接口，所以我们必须熟悉相关的知识—扩展知识面，这些都是必须去学习的。

技术人员的武器就是技术，我们Javaer的武器就是Java，如果我们能驰骋沙场，唯我独尊，而且屹立不倒，那就是我们成长为顶尖技术高手的时刻，朝着这一目标奋斗、努力吧，总有一天我们能够与James Gosling（Java的创始人之一）、Rod Johnson（Spring项目的创始人）、Gavin King（Hibernate的创始人）坐而论道，煮酒论Java也！